A major difference between a "well developed" science
such as physicand some of the less
"well-developed" sciences suchs/chology or sociology
is the degree to which things are measured.

Fred S. RobertsROBE79./.

1 History of Software M easurement

Horst Zuse

Measurementin science has a long tradition as describedby Lemmerich /LEMM88/. While the
measuremendf length - the meter- was definedin 1889 /LEMM88/, p.87, the measuremenbf
temperaturevas more complicated. The graduationof the distanceof the fixpoints was introducedby
Fahrenheiin 1714 and by Celsiusin 1742. Celsiusdevidedthe scaleof 100 degreesand O degreesn
hundredequalsectors But the questionwasfor a long time whether50C was uniquely defined. Another
interestingcaseis that the measuremendf lengthis alwaysa ratio scale,but temperaturecan be both an
interval (Celsius / Fahrenheit) or a ratio scale (Kelvin).

Today, computersplay a primary role in almost every areaof our life. The increasedimportanceof
software also placesmore requirementson it. Thus, it is necessaryto have precise, predictable,and
repeatableontrol over the softwaredevelopmentprocessand product. Softwaremeasuresre a tool to
measure the quality of software.

The areaof softwaremeasuremenbr softwareengineeringnmeasuremenis one of the areasin software
engineering where researchers are active since more than thirty yeaaseddfesoftwaremeasuremernis
also known as software metrics. There is a confusingsituation using the terms software measuresor
softwaremetrics. Usingthe terminologyof measuremertheory/ROBE79/we usetheterm measuresin
literaturethe termsmetricandmeasureare usedassynonymsA metricis herenot consideredn the sense
of a metric spaceijt is consideredas: measuremeris a mappingof empiricalobjectsto numericalobjects
by a homomorphismA homomaorphisms a mappingwhich preservesall relationsand structuresPut in
otherwords: softwarequality shouldbe linearly relatedto a softwaremeasure. Thisis a basicconceptof
measurement at all and of software measurement.

Softwaremeasuraesearcherare split into two camps:thosewho claim softwarecan be measuredand
thosewho saythat softwarecannot be analyzedoy measurementn any case the majority of researchers
areconcernedaboutsoftwarequality andthe needto quantify it. During the pastmorethanonethousand
softwaremeasuresvere proposedby researcherand practitionersandtill today more than 5000 papers
about softwareneasuremerdre published. For this reason it is not possibigive a completeoverviewof
the history of software measuresWe only discusssome milestonesin the developmentof software
measures. An overview of software measurement or of published papéesfeand,amongothers,in the
following books or papers: /CONT86/, /IGRAD87/, /EJIO91/, IDUMK92/ /MILL88/, /PERL81/,
/[FENT91/, /[FENT90//KITC89/, IMOEL93/,/SHEP93//SHEP93a//JONE91/,/GOOD92/,/SAMA87/,
IGRAD92/,/IDEMA82/,/AMI92/, ICARD90/,/HETZ93/,/SHOO83//MAYR90/, /SOMM92/,/PRES92/,
/ZUSE91/ /ZUSE94a/and /ZUSE95a/.

1.1 Why (Software) M easurement?



Measuremenhasa long tradition in naturalsciencesAt the end of the last centurythe physicist,Lord

Kelvin (1824-1904), formulated the following about measuremi€al V91/: Whenyou canmeasurenhat

you are speakingabout,and expresdgt into numbersyou knowsomethingaboutit; but whenyou cannot
measuret, whenyou cannotexpresst in numbers,your knowledgeis of a meagerand unsatisfactory
kind: It maybethe beginningof knowledgebut you havescarcelyin your thoughtsadvancedo the stage
of science.This view of the applicationmeasurement sciencess also supportedoy scientistswho treat
with measurementheory. Fred S. Roberts/ROBE79/, p.1 points out in his excellent book about
measuremertheory: A major differencebetweera "well developed'sciencesuchas physicsand someof

the less "well-developed'sciencessuch as psychologyor sociologyis the degreeto which things are

measured.

In the areaof softwareengineeringmeasurmentis discussedinceca. 25 years.The magnitudeof costs
involved in software development and maintenance magnifies the neestfent#ic foundationto support
programmingstandardsand managementlecisionsby measurementAlready in 1980 Curtis /CURT80/
pointed out: Rigorousscientific proceduresmust be applied to studyingthe developmenbf software
systemsif we are to transform programminginto an engineeringdiscipline. At the core of these
proceduresis the developmentof measurementechniquesand the determination of cause effect
relationships.

Here, the goals of software measurement are to answer, among others, the following questions:

» Is it possible to predict the error-proneness of a system using software measures from its design phase.

* Is it possibleto extractquantitativefeaturesrom the representationf a softwaredesignto enableusto
predict the degree of maintainability of a software system.

» Are there any quantifiable, key features of the program codenodalethatwould enableusto predict
the degree of difficulty of testing for that module, and the number of residual errorsnodo&=aftera
particular level of testing has occurred.

 Isit possibleto extractquantifiablefeaturesrom the representationf a softwaredesignto enableusto
predict the amount of effort required to build the software described by that design.

» Are therequantifiablefeatureshat canbe extractedrom the programcodeof a subroutinethat canbe
used to help predict the amount of effort required to test the subroutine.

» Are there features in order to predict the size of a project from the specification phase.

* What properties of software measures are required in order to determine the quality of a design.

* Whatarethe right softwaremeasures$o underliethe softwarequality attributesof the ISO 9126 norm
by numbers

The majorquestionfor peoplewho wantto usesoftwaremeasuresr usingsoftwaremeasuress: whatare
the benefitsof softwaremeasuremerfor practitionersWe think, that Gradyformulatedthe advantageand
the needof softwaremeasuremenin a clearway. In 1992 Grady /GRAD87/,/GRAD87a/,/GRAD90/,
formulated the relevanceof software measurementSoftware measuresare usedto measurespecific
attributes of a software product or software development process.

. We use software measures to derive:

. A basis for estimates,

. To track project progress,

. To determine (relative) complexity,

. To help us to understand when we have archived a desired state of quality,
. To analyze or defects,

. and to experimentally validate best practices.
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8. In short: they help us to make better decisions.

Of course thereare manyother statement®f the needof softwaremeasurementut it would be outside
the scope of this book to mention them all.

1.2 Groundworks of Software M easur ement

The groundwork for software measures and software measurement was established in the sndiesyand
in the seventies, and from these earlier works, further results have emerged in the eighties and nineties.

Thereasongor creatingor inventingsoftwaremeasuress basedon the knowledgethat programstructure
and modularity are important considerationdor the developmentof reliable software. Most software
specialistsagreethat higher reliability is archived when software systemsare highly modularizedand

module structureis kept simple /SCHN77/. Modularity has beendiscussedearly. Parnas/PARN75/
suggested that modules should be structured so thatalehasno knowledgeof the internalstructureof

other modules, Myers /GLEN75/ describedthe conceptof module strength,and Yourdon discussed
modularityin 1975(YOUR75/. Thesefactorsaffectcostandquality of software,as,for example Porteret

al. point out /PORT90/.

The earliestsoftwaremeasuras the MeasureLOC, which is discussedand usedtill today/PARK92/.In

1974 Wolverton /WOLV74/ made one of the earliest attemptsto formally measureprogrammer
productivity usinglines of code(LOC). He proposedobjectinstructionsper man-monthasa productivity
measureand suggestedvhat he consideredto be typical code rates. The basisof the MeasureLOC

ISHEP93/,p.3, is that programlength can be usedas a predictor of program characteristicssuch as
reliability and easeof maintenanceDespite,or possiblyevenbecauseof, simplicity of this metric, it has
been subjected to severe criticism. Estimatedaatublsourcelinesareusedfor productivity estimatesas
describedby Walston and Felix /WALS77/, during the proposaland performancephasesof software
contracts. Irthe sixtiesSLOC (SourceLinesof Code)werecountedby the numberof 80-columncards.In

1983 Basili and Hutchens /BASI83/ suggested thamMeégic LOC shouldberegardedasa baselinemetric
to which all othermetricsbe comparedWe shouldexpectan effectivecodemetricto performbetterthan
LOC, andso,asa minimum,LOC offersa "null hypothesis'for empiricalevaluationsof softwaremetrics.
The Measure LOC is mentioned in more than ten thousand papers.

It may be, that the earliestpaperaboutsoftwarecomplexity was publishedby Rubeyet al. /RUBEG68/in

1968. In the list of literaturein this paperis no referenceto an earlier publication. In 1979 Belady
/IBELA79/ mentioneda dissertatiomaboutsoftwarecomplexityin 1971.Beladywrites: In 1974 therewas
verylittle knownwork on complexityin general,and evenlesson the complexityof programming At that

time Prof. Beilnerand myselfsharedan office at Imperial Collegeand, accordingto our mutualinterest,
discussed problems of "complex" programs and of laogdeprogramming.Sometimesve asked:whatis

complexity?s it possibleto comeup with a reasonabledefinition?1s the intuitive conceptof complexity
guantifiable?Sincewe could not answerthesequestionswe turnedto literature. And soon,amongthe
many rather philosophicalessayson complexity,we hit upona very interestingdoctoral thesisby Van
Emden:An Analysisof Complexity"/EMDE71/The work of Van Emdenwas basedon the conceptof

conditional probabilities on the formalism of information theory, appleareduitableto modelcomplexity
of interconnected systems, such as programs built of modules.

Early in the sixties, the cost estimationmodels Deplhi /[HELM66/ and Nelson'sSDC (NELS66/ were
introduced.



In 1975, the term SoftwarePhysicswas createdoy Kolence/KOLE75/, andin 1977 Halsteadintroduced
theterm softwarescienceTheideabehindthis termswasto apply scientific methodso the propertiesand
structuresof computerprograms.Kolence's theory connectssuch traditional performancemeasuresas
turnaroundtime, systemavailability, and responsetime with traditional managementneasuressuch as
productivity, cost per unit service,and budgets.Software Physicswas amongthe first theoriesto deal
exclusively with computer sizing and workloads /MORR76/.

The mostfamousmeasuresywhich are continuedto be discussedeavily today andwhich were createdin
the middle of the seventiesare the Measuref McCabe/MCCA76/ and of Halsteadd HALS77/. McCabe
deriveda softwarecomplexity measurdrom graphtheory usingthe definition of the cyclomaticnumber.
McCabeinterpretedhe cyclomaticnumberasthe minimumnumberof paths in the flowgraph.He argued
that the minimum number of paths determitiesscomplexity (cyclomaticcomplexity)of the program:.The
overall strategywill be to measurethe complexityof a program by computingthe numberof linearly
independenpathsv(G), control the "size" of programsby settingan upperlimit to v(G) (insteadof using
just physical size), angsethe cyclomatic complexitgsthe basisfor a testingmethodologyMcCabealso
proposed the measure essential complexity, which may be the first measure which analyzes
unstructurednesbasedon primes.In 1989 Zuse et al. /ZUSE89/ /ZUSE91/khowedthat the idea of
complexity of the Measureof McCabe can be characterizedby three simple operations.The authors
derived this concept from measurement theory (See also Section 1.5).

The Measuresof Halsteadare basedon the sourcecode of programs.Halsteadshowedthat estimated
effort, or programmertime, can be expresseds a function of operatorcount, operandcount, or usage
count /HALS76/. Halstead'smethod has beenusedby many organizationsjncluding IBM at its Santa
Teresalaboratory /CHRI81/, General Electric Company/FITS78/, and General Motors Corporation
IHALS76/, primarily in softwaremeasuremengxperiments. Today the mostusedMeasuresf Halstead
arethe Measured ength,Volume, Difficulty andEffort. Halsteaddied at the endof the seventiethandit is
a pity that he cannot defend his measures today.

In 1977 Laemmeland ShoomanLAEM77/ haveexaminedZipf's Law, which was developedor natural
languages, and extended the theory to applyeittfeniqueto programminganguagesZipf's Law is applied
to operators, operandsndthe combinationf operatorsandoperandsn computermprograms.Theresults
show that Zipf's Law holdsfor computerlanguagesand complexity measuresan be derivedwhich are
similar to those of Halstead.

In 1978 followed a proposalof software complexity measuremenby McClure /MCCL78/. Two other
softwarecomplexitymeasuresginterval-Derived-Sequence-LengidSL) andLoop-Connectdhess(LC))
wereproposedn 1977by Hecht/HECH77/andarediscussedn /ZUSE91/,p.221.They are basedon the
reducibility of flowgraphsin intervals. However, they are not well known. The works of Rubey, Van
Emdenand the Measuresof Hechthave beenrargely forgotten.However,in 1992 the Measureof Van
Emden was used as a basis of a complexity measure by Khoshgoftaar et al. /KHOS92/.

In 1977 Gilb /GILB77/ publisheda book entitled Tom Gilb: SoftwareMetrics, which is one of the first
booksin the areaof softwaremeasuresin 1979Belady/BELA79/ proposedhe MeasureBAND which is
sensitive to nesting.

Alreadyin 1978/JONE78/publisheda paperwherehe discussesnethods€o measurgrogrammingquality
and productivity. Interesting, among others, in this paper are his considerations of units of measures.

Albrecht /ALBR79/ introducedin 1979 the Function-Pointmethodin orderto measurethe application
development productivity.



In 1980 Oviedo /OVIE8O0/ developeda Model of Program Quality. This model treats control flow
complexity and data flow complexity together. Oviedo defines the complexity of a program by the
calculation of control complexity and data flow complexity with one measure.

In 1980Curtis/CURT80/ publishedanimportantpaperaboutsoftwaremeasurementCurtis discussef
the Chapter:ScienceandMeasurementsomebasicconceptof measurementle pointsout thatin a less-
developed science, relationships between theoretical and operationally defined constructs are not
necessarilyestablishedn a formal mathematicabasis,but are logically presumedo exist. And, among
others, he writes: The more rigorous our measuretaeehhiquesthe morethoroughlya theoreticaimodel
can be testedand calibrated.Thus progressin a scientific basisfor software engineeringdependson
improved measuremenbf the fundamentalconstructs.Here, Curtis refers to Jones/JONE78/.Jones
[JONE77/, [JONE78/, IJONE79/ is also one of the pioneers in the area of software measurement.

In 1981 Ruston/RUST81/ proposeda measurewhich describesa program flowchart by meansof a
polynomial. The measurgakesinto accountboth the elementf the flowchartandits structure Ruston's
methodappeargo be suitablefor network measurementyut hasnot beenusedas widely as McCabe's
method.

In 1981 Harrison et al. /[HARR81/ presentedsoftware complexity measureswhich are basedon the
decompositiorof flowgraphsinto ranges.Using the conceptof Harrisonet al. it is possibleto determine
the nestinglevel of nodesin structuredand especiallyunstructuredflowgraphs. This is an important
extension of the Measures of Dunsmdselady,etc./ZUSE91/,p.269, p.362which wereonly definedfor
flowgraphsconsistingof D-Structures(Dijkstra-Structures)in 1982 Piwowarski/PIWO82/ suggestedch
modification of the Measuresof Harrison et al. becausehesemeasureshave some disadvantagesior
example unstructured flowgraph can be less complex than structured flowgraphs.

Troy et al. /TROY81/ proposedin 1981 a setof 24 measurego analyzethe modularity, the size, the

complexity, the cohesionand the coupling of a software system.Especially cohesionand coupling are
fundamentalcriteria of the understandabilityof a software system. The basic division of software
(complexity) measuresinto inter-modular and intra-modular componentsand the specific conceptual
measures of coupling amdhesionarebasedon a work of Constantind CONS68/.Measuregor cohesion
were proposed in 1984 by Emers&MER84a/and/EMER84b/.In 1982Weiserpresentedhe conceptof

slices/WEIS82/, IWEIS84/Basedon the conceptof slicesmeasure$or cohesiorwerediscussedn 1986
by Longworthet al. /LONG86/andin 1991by Ott et al. /OTT91/. However,thereare someotherpapers
which deal with the term cohesionin the context of measureslike: Dhama /DHAM94/, Lakhotia
/ILAKO93/, Pateletal. /PATE92/,Risinget al. /RISI92/,Selbyet al. /SELB88/,andThuss/THUS88/.The

articles of Ott et al. /OTT89/ /OTT91/ /OTT92//0OTT92a//0OTT92b/ /OTT92c/ and /OTT92d/ are
fundamental considerations of the term cohesion by software measures.

In 1981 a Study Panel/PERL81/consistingof peopleof the industry and universities(Victor Basili, Les
Belady, Jim Browne, Bill Curtis, Rich DeMillo, Ivor Francis,Richard Lipton, Bill Lynch, Merv Miiller,
Alan Perlis,JeanSummetFred Sayward andMary Shaw)discusse@dndevaluatedhe currentstateof the
art andthe statusof researchn the areaof softwaremeasuresDuring this panelDeMillo et al. ' DEMI81/
discussedhe problemof measuringsoftwarecomparedo othersciencesThey discussedhe problemof
meaningfulness. However, they did not give conditions for theluseftwaremeasuregssanordinalanda
ratio scale (See also Section 1.5).

In the eighties severalinvestigationsin the areaof software measuresvere done by the Rome Air
DevelopmentCenter(RADC) /RADC84/.In this researchnstitute the relationshipsof softwaremeasures
and softwarequality attributes(usability, testability, maintainability, etc.) were investigated.The goal of



these investigations is tlaevelopmenof the SoftwareQuality Frameworkwhich quantifiesboth user-and
management-oriented techniques for quantifying software product quality.

NASA with the SEI (SoftwareEngineeringaboratory)alsostartedvery early with softwaremeasurement
INASA84/. It is one of the few institutionswho usessoftware measuremensince more than 15 years
INASA90/, p. 6-48. Closely connected with NASA is the work of Basili /BASI75/, IBASI77/, IBASI79/.

1.3 Software Design M easurement

The simplestsoftwaredesignmeasurénasbeenproposecdy Gilb /GILB77/in 1977,namelythe numberof

modules however,more sophisticateadlesignmeasuresvere proposedn 1978by Yin et al. /YIN78/ and
Chapin/CHAP79/. Thesemeasuresnaybethe first measuresvhich could be usedin the softwaredesign
phaseof the softwarelife-cycle. Softwaremeasuresyhich canbe usedin the designphasewereproposed
among others by Bowles /BOWL83/, Troy et al. /TROY81/, McCabeet al. IMCCA89/, Card et al.

/CARD90/, Shepgard et al. /SHEP93/, Ligier /LIGI89/, /IKITC90/, /KITC90a/, and Zuse /ZUSE92a/.

Basedon the works of StevensMyers and Constantind STEV74/ much work hasbeendoneto create
software (complexity) measuredor the Interconnectivityanalysisof large software systems.Software
systemgcontainmultiple typesof interrelationdetweerthe componentslike data,control,andsequencing
amongothers.In 1981 the InterconnectivityMetric of Henry and Kafura/HENR81/was proposedThis
measuras basedon the multiplication of the fan-in andfan-outof modules.At the end of the eightiesa
modificationof this measurd HENR88/was proposedby creatinga hybrid measureconsistingof a intra-
modularmeasurelike the Measuresof Halsteadand McCabeand the "InterconnectivityMetric". Other
approachedpor exampleof Selbyet al. /SELB92/andHutchenset al. /HUTC85/baseon the early works
of Myers/MYER76/ andStevenset al. /'STEV74/,and proposesoftwaremeasuredasedon databinding.
Other works can be found in /BOLO88/, /ROBI89/ and /HARR87/

Hall /HALL83/, /[HALL84/ proposedn 1983/84softwarecomplexity measuresn orderto analyzelarge
systems. Although this approach is very intuitive, the measure are largely forgotten.

At the end of the eighties and the beginning of the ninetieth some effort was spent to create
standardizationsf softwaremeasuresTwo IEEE-ReportdIEEE89/,/IEEE89a/appearedvhich propose
standardizedoftwaremeasuresUnfortunately,mostof the discussedsoftwaremeasuresn thesereports
are processmeasuresand measuredor the maintenancephaseof the software life-cycle. Only some
software complexity measures can be found there.

1.4 Cost Estimation M easures

Costestimationmodelswere one of the first conceptsusing measurementThe following table gives an
overview of some cost estimation models:

Name of Model Organization Year Reference
Delphi Rand Corp. 1966 /HELMG66/
Nelson's SDC SDC 1966 /NELS66/
Wolverton TRW 1974 |WOLV74/

RCA Price-S System RCA 1976 [/FREI79/



Halstead 1977 [HALS77/

Walston and Felix IBM 1977 /WALS77/
Function-Point Method 1979 /ALBR79/
Parr Model 1980 /PARRB80/
COCOMO -Model TRW 1981 /BOEHS81/
SOFTCOST JPL 1981 /TAUSS81/
Bailey and Basili NASA 1981 /BAIL81/
Bang Metrics 1982 /DEMAS82/
MARK Il Function Points 1988 /SYMO88/
Pfleeger Model 198BFLE91/

Figure 3.x: Table of cost estimation models.

In 1979 Albrecht/ALBR79/, /ALBR83/ proposedhe FunctionPoint method.Functionpointsarederived
from requirementspecification.This method,which canbe usedin the specificationphaseof the software
life-cycle, is today widely usedin USA and Europe.In 1988 Jones/JONE88/,a strong proponentof
Albrecht'sfunction points, proposedan extensionof function pointsto attemptto "validate"the metric for
real-time and embeddedapplications.Jonescalled his extensionsfeature points. He introduceda new
parametercalledalgorithms,andreducedthe weightsassignedo datafile parametersin 1988and 1991
this model was modified by Symons/SYMO88/, /SYMO91/.He proposedan extensioncalled Mark Il
functionpointsto addresshe following difficulties which heidentified with Albrecht'smethod:The system
componentclassificationsare oversimplified, the weights of the componentsvere determinedoy debate
and trail, the internal complexity seemsto be ratherinadequatethe 14 factors are overlappingand the
range of the weights are always valid.

In 1981Boehm/BOEH81/,/BOEH84/proposedhe COCOMO (ConstructiveCostModel)- modelwhich
is basedin the Metric LOC. A good overview of cost estimationmodels and measuress given by
Kitchenhamin /FENT91/,Chapter9. Therearefour commonmethodsof costestimation:Expertopinion,
analogy,decompositiorandestimationequationsVery interestingis the methodof decomposition:. This
involveseitherbreakinga productup into its smallestcomponent®r breakinga projectup into its lowest
level tasks.Estimatesare madeof the effort requiredto producethe smallestcomponentor performthe
lowestlevel task. Projectestimatesare madeby summingthe componentshe componenestimates..... .
For this type of predictiononly softwaremeasuresire appropriatedvhich assumean extensivestructure,
like LOC and McCabe/ZUSE92/,/ZUSE94/..A possiblepredictionmodel, which assumesan extensive
structure js the COCOMO-modelBOEHS81/werethe relationshipbetweerthe externalvariableEFFORT
to develop a program and the Measure LOC is defined as:

EFFORT(P)=a LO¢;
whereP is a program,anda,b>0.For LOC othersoftwaremeasureswhich assumean extensivestructure

[ZUSE94/,canbe used.Other costestimationmodelsare the Raleighcurve model of Putham/PUTN78/
and the Bang metric of DeMarco /DEMAS87/.

1.5 Goal-Question-Metric Paradigm, User-View and Viewpoints

In 1984 Basili et al. /BASI84/, /BASI87/,/ROMB90b/ proposedthe GQM (Goal-Question-Metric)
paradigm.GQM is usedfor defining measuremengoals. The basicidea of GQM is to derive software
measuresrom measuremengoals and questions.The GQM approachsupportsthe identification of



measuresor anytype of measurementia a setof guidelinesfor how to formulatea goal comprehensible,
what types of questions to ask, and how to refine them into questions.

Theideathatthe useof softwaremeasureslepend®n the view of the humangs alsosupportedoy Fenton
/FENT91a/, p.253 (called: user-view),and Zuse et al. /ZUSE89/, /ZUSE91/(called: a viewpoint of
complexity).

1.6 Measurement Theory and Software Measur es

Based on articles of Bollmann and Cherniavsky /BOLL81/, and Bollmann /BOLL84/, in which
measurementheory was appliedto evaluationmeasuresn the areaof information retrieval systems,n
1985 Bollmann and Zuse /ZUSE85/, IBOLL85/ transferredthis measurementheoretic approachto
softwarecomplexitymeasuresTheyusedmeasuremertheory,asdescribedy RobertsROBE79/,Krantz
etal. ' KRAN71/ andLuce et al. /LUCE90/, which give conditionsfor the useof measuresin /BOLL85/,
[ZUSES85/, [ZUSE87/, /ZUSE89/, /ZUSE9ldnd /ZUSE92/ the conditions for the use of software
complexity measureson certain scale levels, like ordinal, interval or ratio scale were presented.
Additionally, measuremertheorygivesan empiricalinterpretatiorof the numbersof softwaremeasuredy
the hypothetical empirical relational system and conditions for concatenationand decomposition
operationswhich are major strategiesn softwareengineeringThis conceptis alsoappliedin /ZUSE91/
for morethan 90 softwaremeasuresln 1993/94Bollmannand Zuseextendedhe measuremertheoretic
approactto predictionmodelsandin 1994 Zuse/ZUSE94/,/ZUSE94c/presentedhe empiricalconditions
when validating a software measure. In 1995 Zuse €rZ8ISE95/showedthe empiricalconditionsbehind
softwaremeasureslt could be shownthat measures the object-orientecareahavecompletelydifferent
propertiesassoftwaremeasure$or imperativelanguagesMany softwaremeasure$ollow the structureof
the function of belief from artificial intelligence.

Similar approachesf usingmeasuremertheoryfollowed from 1987 by the GrubstakeGroup/BAKES87/,
/IBAKE9O0/ consistingof the scientistsNorman Fenton(City University, London), Robin Whitty (CSSE,
South Bank Polytechnic, Londorim Bieman(ColoradoStateUniversity), Dave Gustafsor{KansasState
University), Austin Melton (KansasState University), and Albert Baker. The GrubstakeGroup used
measurement theory to describe the ranking order of programs created by software nideasuesment
theory is also proposed as an appropriated theory for software measures by Fenton /FENT91/, p.16.

1.7 European Projects

In 1986 in UK a researchproject started (Alvey-Project SE/069) entitled "Structured-Basedoftware
P Measurement/ELLI88/. This projectwasintendedto build on existingresearch
into formal modeling, analysisand measuremenbf software structure.It was
carried out at South Bank Polytechnic'sCentre for Systemsand Software
) Engineeringn London,UK. Amongothers resultsof this projectcanbefoundin
Fenton/FENT91/.In this project mostly softwaremeasuresasedon the prime
decomposition were considered /FENT91/, /ZUSE91/, p.296.

From 1989till 1992, the Project METKIT (Metrics EducationalToolkit 2384)
IMETKO93/ of the EuropearCommunitywascreated METKIT wasa collaborativeprojectpart-fundedby
the EuropeanCommissionundertheir ESPRITprogrammeThe aim of METKIT wasto raiseawareness
and increase usage of software measures within European industry by producing educatésizddimed
to both industrialand academicaudiencesAn outcomeof METKIT wasthe book of Fenton/FENT91/



which givesan excellentoverview of the areaof softwaremeasuresOther ESPRIT Projectdealingwith

softwareengineeringneasurementvere: AMI from Nov. 1990-92(Applicationsof Metrics in Industry),
MUSIC from Nov. 1990-93 (Metrics for Usability Standardsin Computing), MUSE from 1987-90
(Software Quality and Reliability Metrics for Selected Domains: SafietyagemenandClerical Systems),
PYRAMID from Oct 1990-92(Promotionfor Metrics), with the following task: Improvementof quality

and productivity of Europeansoftware-intensivesystemsdevelopmentand maintenanceby the use
guantitativemethods... in the applicationof measuredvy 1995, COSMOSfrom Febwuary 1989-94(Cost
Managementwith Metrics of Specification),and MERMAID from October 1988-92 (Metrication and
Resource Modelling Aid).

The primary objective of METKIT was to promotethe use of measurementhroughoutEurope. The
projectdevelopedan integratedset of educationaimaterialsto teachmanagerssoftwaredevelopersand
academic students how to use measurement to understand, control and then improve software

1.8 Software M easurement in Germany

In Germanysoftwaremeasuremerdctivitiesareon a very low level. Since1993 a softwaremeasurement
Groupexistswith Gl (Gesellschaftur Informatik). The headof this groupis Dr.
Dumke.Thereareonly someuniversitiesin Germanywherelectureof software
measuremenare offered. At the TechnischeUniversitat Berlin, Bollmann and
Zuseoffer a lecture of softwaremeasurementn Magdeburg,Dumke teaches,
amongothers,softwaremeasurementand in KaiserslauternRombachinvests
much effort to increasethe quality of software. Educationin software
measurementor companiedn the pastwere sponsoredoy BarbaraWix from
DECollege, now with ORACLE. From 1989 Zusethe scopeof DECollegegavethreetimesa year3-day
coursesin software measurementor companies.Severalcompaniesintroducedsoftware measurement
programsduring the last years,examplesare SiemensBosch,Alcatel, BMW, etc. However,in 1994,the
German Government announced a research program, where software measurement is a major part.

1.9 Research in the Area of Software Metricsin USA

Softwaremeasuremenrttegunearly in the seventiethn US andCanadaln

US various software measurementgroups and activities has been
establishedsince the mid-seventiethlt is not possibleto mentionall the
activitiesin US. Many measuremergrogramshavebeen establishedinder
the auspicesf the Software Engineeringlnstitute (SEI) at the Carnegie
... Mellon University to provide a platform from which increasedused of

measurementwithin organizationsan be promoted.A numberof major
companies use software measures extensively, as AT&T, NASA,

Motorola, Hewlett Packard, eté.long tradition (more than 15 years) rmaeasuremenhasthe SEL-labin

Maryland /NASA81/, /NASA83/. /NASA84/, INASA84a/, INASA84b/, INASA86/, /INASA87/,

INASA89/, INASA90/. Other activities are described in the other Section of this Chapter.

1.10 Research in the Area of Software Measurement in Japan



It is not known very muchfrom softwaremeasurementesearchn Japan.
Oneexceptionis thework of Azuma/AZUM92/ in the contextof the ISO-
norm 9126. Togetherwith this norm more than 100 software measures
where proposed to quantify the software quality criteria.

1.11 Desirable Propertiesfor Software Measures

Consideringhe softwarelife-cycle and softwaremeasuresnanyresearcherproposeddesirableproperties
for softwaremeasuresSuchdesiredpropertiescan be found amongothersin Fenton/FENT91/,p.218,
Weyuker/WEYU88/, Kearneyet al. KEAR86/, andLakshmanaret al. /LAKS91/. Many of theserequired
propertiesare contradictory.Someof them are identical with the conditionsof the extensivestructurein
measuremertheory/ZUSE91/.A intensivediscussiorof desirablepropertiesof measureganbe found in
[ZUSE91/, Chapte /ZUSE92band Chapter 5 of the book.

1.12 Validation of Software M easur es and Prediction M odels

Validation of softwaremeasuress anothervery importanttopic in the areaof softwaremeasuredecause
the acceptanceof softwaremeasuresn practice dependson whetherthe measuresan be usedas an
predictorfor a softwarequality attribute. SchneidewindSCHN91/ writes aboutmeasurevalidation: to
help ensurethat metrics are usedappropriately, only validated metrics (i.e., either quality factorsor
metricsvalidatedwith respectto quality factors) shouldbe used. Validation of softwaremeasuresand
prediction models are based on the following questions:

1. Is it possible to predict the error-proneness of a system using software measures from its design phase.

2. Is it possibleto extractquantitativefeaturesrom the representationf a softwaredesignto enableusto
predict the degree of maintainability of a software system.

3. Are there any quantifiable, key features of the program codenodalethatwould enableusto predict
the degree of difficulty of testing for that module, and the number of residual errorsnodo&aftera
particular level of testing has occurred.

4. Is it possibleto extractquantifiablefeaturesrom the representationf a softwaredesignto enableusto
predict the amount of effort required to build the software described by that design.

5. What properties of software measures are required in order to determine the quality of a design.

6. Are there features in order to predict the size of a project from the specification phase

7. What are appropriate softwaremeasurego underliethe softwarequality attributesof the ISO 9126
norm by numbers

8. Whatarethe criteriafor the internalandexternalvalidationof softwaremeasures.Whatarethe criteria
for prediction models?

Till the middle of the eightiesmostly intra-modularsoftware measuregMeasureswhich are appliedto
modulesor programs)were appliedin the coding phaseof the softwarelife-cycle. From the middle of the
eightiesmoreattentionhasbeendirectedto the measuremenh the early phasef the softwarelife-cycle,
like the designphase Softwaremeasureshouldbe appliedin everyphaseof the softwarelife-cycle. The
ideaof applyingsoftwaremeasuremernh the early phase®f the softwarelife-cycle is to improvesoftware
developmenin the softwaredesignphaseby a feedbackprocesscontrolledby softwaremeasuresn order
to get a betterimplementatiorof softwarein the coding phaseand a lesscomplicatedand lessexpensive
maintenance.



In the middle of the eighties,researcherdike Kafuraet al. /KAFU88/ andthe NASA /NASA84/ tried to
verify thehypothesighatthereexistsa correlationbetweersoftwaremeasuresnddevelopmentata(such
aserrorsandcodingtime) of software.In orderto verify this hypothesighey usedthe datafrom the SEL-
Lab /NASA81/. Similar investigationscan be found in /NASA84/ and /NASA86/. Rombach/ROMB90/
summarized some diie resultsdoingmeasuremerih the early phase®f the softwarelife-cycle. He points
out that thereis, using the Spearmarcorrelationcoefficient, a high correlation (0.7, 0.8) betweenthe
architecturadesigndocumentsandthe maintainability(factorsof maintainability).Architecturaldesigncan
be capturedwith "architecturalmeasures”(inter-modularmeasures)ike systemdesignand modularity
measuresThere is a low correlation between"algorithmic measures'(intra-modular measures:code
complexity, like McCabe) and maintainability. There is also a high correlation (0.75, 0.8, Spearman
correlations) between "hybrid measures" (algorithmic and architectural measures). Other stumiedsoan
found in /CONT86/, Chapter 4.

From 1989 the use of factor analysisin orderto analyzethe propertiesof existing softwarecomplexity
measuregndnew dimensionof programcomplexitywere usedby Munsonet al. /MUNS89/and Coupal
et al. /COUP90/.

We haveto distinguishbetweeninternal and externalvalidation of a softwaremeasureBIEM92/, p.39.
Internal validation considersthe homomorphismthat means:doesthe measurewhat the user wants.
Externalvalidation of a measuremeanswhetherthe measurehas any relationshipto a software quality
attribute (externalvariable).Internalvalidationof measuresire consideredoy /SHEP91//SHEP93/using
an algebraicvalidation and Zuse /ZUSE91/ using so-calledatomic modificationswhich can be seenas
necessary conditions for the ordinal scale.

A widely usedconceptof externalvalidation of softwaremeasureselatedto an externalattributeis the
calculationof correlations Early investigationsvere doneby Dunsmoreet al. /DUNS77/,by Curtis et al.
/ICURT79/ who made predictionsof programmersperformancewith software measuresBasili et al.
/IBASI81/, IBASI82/, IBASI83/, /IBASI84//BASI84a/ who made empirical investigationsof software
measuregelatedto an external attribute, like errors, Hamer et al. /[HAMA82/ who investigatedthe
HalsteadneasuresKafuraet al. / KAFU85/ who made investigationwith the Metrics LOC, the Metrics of
Halsteadandthe Metric of McCabe,Ince et al. /INCE89/ who investigatedthe information flow metric.
Other investigationscan be found in /SHEN83/,/JENS85/,/KHOS90/, [HENR9O0/, /LI87/, /LIND89/,
ISCHN91/, IKHOS92a/, /IVALE92/, and /SCHN91la/. The results of these investigations were
contradicting.

Cost estimation models were validated by Kemerer /KEME87/ and /KEME93/,

In 1993 and 1994 Bollmann et al. /BOLL93/ and Zuse /ZUSE94a/consideredprediction models of

softwaremeasuresnd the validation of softwaremeasuredrom a measurementheoreticview, showing
that the validation of softwaremeasureslependson the scaletype of the externalvariable. The authors
showedthat the (basic) COCOMO-modelis the only one which can exist betweentwo ratio scales(the
measurementaluesandthe externalvariableare consideredasratio scales) Zuseet al. alsoshowedthat
wholeness(Thewholemustbe at leastas big as the sumof the parts) is a pseudo-propertyvithout any
empiricalmeaningWholenesss only a numericalmodificationof a measuravithout changingthe empirical
meaning.This resultis importantfor the validation of measuresndin the contextof predictionmodels.
The authorsdiscussedhe consequenceshetherthe costor time for maintenanceanbe determinedrom

the components of the software system, too.

In 1993 appeared the Standard 1061EHE /IEEE93//SCHN91/ which givesrules/ideasow to validate
softwaremeasures.the StandardEEE 1061 hasbeenwritten by Schneidewind and coverstermslike



discriminatepower, tracking, validation, predictability, consistency. Importantto noticeis that software
measures are not validated for ever, the have to re-validated in a continuous process.

1.13 Software Measuresin an Object-Oriented Environment

At the end of the eightiessoftwaremeasuregor the object-orientedenvironment(OO-Measuresyvere

proposed.A very early investigationof OO-Measurescan be found by Rocacher/ROCA88/. In 1989
Morris /IMORR89/ discussedsoftware measuredor an object-orientedapplication, Bieman /BIEM91/
discussedsoftwaremeasuresor softwarereusein an object-orientedenvironmentLake et al. /LAKE92/
discussedmeasuresfor C++ applications, Chidamberet al. /CHID93/ evaluateddifferent Smalltalk
applications,Sharbleet al. /SHAR93/ discussedneasuregor an object-orienteddesign(OOD), Li and
Henry /, /LI93a/ evaluated ADA-PrograntShenandLu /CHEN93/evaluatedDO-Measureselatedto the
OOD-methodof Booch/BOOC91/.Karner/KARN93/ wrote a masterthesisof measuremerih anobject-
oriented environment. Other papersof this area are /CALD91/, /JENK93/, /JJENS91/, /LARA9O/,
/RAIN91/, IBARN93/, ITEGA92/, ITEGA92a/, /ABRE93/, IWHIT92/, /[LAKE94/ and /TAYL93/.

An interestinginvestigationof object-orientedmeasuregpresentedn 1994 Cook /COOK94/. He used
factor analysisin orderto figure out major factorsin object-orientecorograms.Last not least,we should
mention the first book about object-oriented software metrics by Lorenz et al. /LORE94.

In 1995 Zuse/ZUSE9% and Fetcke/FETC95/investigatedthe structuresand the behaviorof object-
orientedsoftwaremeasuresThe resultis that object-orientedneasuresnostly do not assumean extensive
structureIn orderto characterizebject-orientedsoftwaremeasuresibovethe ordinal scalelevel, Zuseet
al. used th®empster Shafer function of beli¢hhe Kolmogoroff axiomsand the De Finetti axioms.

However,in the areaof objectorientedsystemsit is not clear what an object oriented programmakes
difficult to understand, to test or to maintain.

1.14 Data Dependency M easur ement

Most of researchdirectedtowardsmeasuringthe complexity of the programprogrammersnterfacehas
centeredon the measuremenbdf control flow complexity (MCCA76/. Weiser /WEIS82/ found that
programmersseemto work backwardswhen debugging,examining only instructionsthat affect the
variablesin error. Weiser'sresultdemonstratedhe importanceof datadependencieand indicatethat a
measureof data dependencywvould be a useful tool for the developmentof reliable software. Bieman
/IBIEM84/ gives a good overview of data dependency measurement.

1.15 Entropy Measures

Informationtheoryto softwaremeasuredhasbeenappliedthe first time in 1972/HELL72/. Information
theory basedmeasurefiave beerapplied to most phasesof the softwarelife-cycle. However,thereare
existingrelatively few papers Entropy measuresre anotherkind of measuresvhich are sometimesused.
Oneof thefew proposalsarefrom Coulter/COUL87/,from Chen/CHEN78/,/BERL80/,/MOHA81/, and
a collection of these measures can be found in /SAMA87/.



1.16 Software Measuresfor Distributed Systems

Softwaremeasuresor distributedandreal-timesystemsare discussedy Kodres/MOHA79/, IKODR78/,
/ROSE92/, ISHAT86/, ISHAT88/ and /DAME92/.

1.17 Neuronal Networks and Softwar e M easur es

In 1994 Khoshgoftaaet al. ' KHOS94/presented neuralnetworkmodelto classify programmodulesas
either high- or low-risk based upon multiple criterion variables.

1.18 National and Inter national Conferencesin the Softwar e M easurement Area

Softwaremeasuremeris sinceyearsa major topic on conferencesnd workshops We mentionsomeof
them:

. International Conference on Software Engineering (ICSE).
. International Workshop on Software Reliability Engineering (ISSRE).
. IEEE Software Metrics Symposiuiffirstly 1993).
. International Software Engineering Standards Symposium (ISESS).
. International Conference on Software Reusability (ICSR)
. Workshop on Program Comprehension.
. International Conference on Software Maintenance (ICSM), about 200 - 250 people
. International Conference on Software Quality (ICSQ), ca. 250-300 Teinehmer).
. Software Quality Week, San Francisco, about 500-600 people.
10 NASA Software Engineering Workshop, about. 800 people
11 Annual Oregon Workshop on Software Metrics (AOWSM). Since 1989.
12 International Software Engineering Standards Symposium (ISESS 95) and Forum, Montreal, 1995.
13 First International Software Metrics Symposium (IEEE), May 21-22, Baltimore/USA, 1993.
14und 2. SoftwareMetric Symposiunof DECollegeand SoftwareMetriken94 of ORACLE (1992,1993
und 1994 in Minchen).
150n July 1, 1994, the new TechnicalCouncil on Software Engineering(TCSE) was charteredby the
TechnicalActivities Boardof the IEEE ComputerSocietyasthefirst of a new breedof organizatiorfo
innovative programs and services. Among, others, a Committee on Quantitative Methods were founded.
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1.19 Software Measurement Tools

With the increasingimportanceof the areaof quantitativemethods(i.e. softwaremeasurement,.mnany
tools appearedon the market. However, there is a confusing situation. Since no standardizedset of
measuregxist, everymakerof a tool hasits own softwaremeasureset. A good overviewof tools canbe
find in /DAIC95/. Daich et al. alsocharacterizesneasuremertbols by tool taxonomyterms We list them
here:

Universal Metrics Tool:
Niche Metrics Tool:

Static Analysis:

Source code static analyzer:
Size Measurer:



1.20 Software Measures and Reengineering

Softwaremeasurementlaysan essentiatole in the Reengineeringliscipline.An overviewcanbe foundin
Arnold /ARNO92/, JARNO92a/, and /ARNO92b/.

1.21 1SO 9000-3 and Softwar e M easur ement

ISO 9000 is a written set of standardsfor quality createdby the International Organization for
Standardization. Certification does not guarantee a level of product quality; instead, it indicates that a
companyhasdocumentedjuality practicesand proceduresn place.This holdstrue for softwareaswell.
Registrationdoesnot guaranteehat the softwareis problem-free,only that the vendorhasa processn
place to correct errors or provide missing function

The Americanvariantof 1ISO 9000is known as ANSI/ASQC Q90000r Q90.00.This standards jointly
sponsoredy the American Society of Quality Control (ASQC), a trade organization,and the American
National Standards Institute (ANSI), the U.S. voting representative to ISO.

In Section6.4 in the ISO 9000-3 norm we can find aboutProductand ProcessMeasurementProduct
MeasurementMetrics shouldbe reportedand usedto managethe developmenand delivery processand
should be relevant to the particular software product. There are currently no universally accepted
measureof software quality. However,at a minimum,somemetrics should be usedwhich represent
reportedfield failures and/or defectsrom the customer'ssiewpoint.Selectednetricsshouldbe described
such that results are comparable.

The supplierof softwareproductsshouldcollectand act on quantitativemeasure®f the quality of these
software products. These measures should be used for the following purposes:

a) to collect data and report metric values on a regular basis.

b) To identify the current level of performance of each metric,

c) to make remedial action if metric levels grow worse or exceed established target levels,
d) to establish specific improvement goals in terms of the metrics.

In Section 6.4we canfind aboutprocessneasuremerthe following statementsThesuppliershouldhave
guantitativemeasuresof the quality of the developmentind delivery process.Thesemeasuresshould
reflect:

a) how well the developmenprocessis being carried out in termsof milestonesand in-processquality
objectives being met on schedule.

b) how effectivethe developmenprocesss at reducingthe probability that faults are introducedor that
any faults introduced go undetected

The choice of metricsshouldfit the processbeing usedand, if possible,havea direct impacton the

quality of the deliveredsoftware.Different metricsmay be appropriatefor different softwareproducts
produced by the same supplier.

1.22 Cognitive Processes and M easur es



The complexity of the programmer / program interface depends upon the ashmeritalenergyrequired
for a programmerto correctly affect or modify a program. Cognitive activities has beendescribedby
Newell, Simon and Brooks /NEWE72/,/BROO77/.The most salientfeatureof Newell's modelis the
limitation of humanshortmemory.Miller claims/MILL56/ thatshortmemoryis limited to 7 + 2 chunks
of information/MILL56/ and Stroudnotesthathumans arelimited to eighteenrmentaldiscriminationsper
secondSTROG67/. Curtisargueghatthe StroudandMiller numbersarerelevantonly for simpletasksand
substantially lower for the complex cognitive processes involved in programming /CURT80/.

1.23 Future

It is no questionthat software measuremenis an important methodin order to get higher quality of
software. DieteRombachwho wasworking at this time with the SoftwareEngineering_aboratory(SEL)
in the USA, said at the Eurometrics1991 in Paris:we shouldno longer askif we should measurethe
question today is how. .

Although in the pastmuchresearcthasbeendonein the areaof softwaremeasurementhere are many
openquestionsFirstly, thereis still alack of maturity in softwaremeasuremenSecondly thereis still no
standardizationof software measuresThe proposedsoftware measuresn /IEEE89/ are not widely
accepted. Validation of software measures in omereédict an external variable is still a research topic for

the future. Calculations of correlations and regression analysis require a discussion of measurement scales.

In the future, theory building (hypothesesboutreality) becomesnore and more important. The axiom
systemsof measuremertheory canhelp hereto get a betterunderstandingvhat behindsoftwarequality
and cost estimation is hidden.
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