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Overview

• SPACE: Composing (distributed) reactive 
systems from services

• Project thesis: Transforming service 
specifications to input for a model checker

• Master’s thesis: Hiding the difficult bits from 
the user
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SPACE

• A method for creating distributed reactive 
systems

• Systems are composed from services

• Services can span several components

• Asynchronous communication
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Why SPACE?

• Developing distributed reactive systems is a 
hard task

• Make the systems easier to understand

• Reusable services 

• Provide tools to resolve problems early, 
when they are still cheap to fix

• Use familiar syntax (UML)
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Example

reception guest room

h:
Hotel Wakeup a: Alarm

Hotel Wakeup System

reception room site

Structure – Which 
components take part 

in which services?

Behavior – How do 
services interact?

a: Alarm

stop
start

h: Hotel Wakeup

display "Ready"

aborted confirmed

start

display "Aborted"

display "Confirmed"

reception
Hotel Wakeup System

guest room

stop alarm
start alarm

Figures from Kraemer, F. A.; Slåtten, V. & Herrmann, P. (2007)
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SPACE – the process

• Specify structure 
(collaboration diagrams)

• Specify behavior (activity 
diagrams)

• “Is it correct?”

• Transform to 
components 

• Generate code (OSGi 
bundles)

Service Specifications
UML Collaborations,
Activities

Executable System
Service Application Code
Execution Framework

Service Components
UML State Machines,
Composite Structures

Library
Service Engineering 
Composition of Services 
from Building Blocks 

x1 x2 x3

Code Generation

Model Transformation

Composition and Analysis
s

s

c1

c1

c2

c2

x1 x2 x3

x1 x2 x3

+

Fig. 1. The SPACE Engineering Approach

several components: Both, local functionality and
solutions to problems that require coordination of
several components, can be used directly in various
applications.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in the form of building blocks,
we developed the engineering approach SPACE [24,
25, 26], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. The
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced system specification is transformed automati-
cally into state machines which can be implemented
via code generation. The approach comprises three
key features that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-

pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in temporal
logic, the compositions and transformations are
sound. Beyond that, model checking is possible.
Due to the compositional properties of the ap-
proach, building blocks can be analyzed in sepa-
ration which reduces the state space during model
checking. As there exist many general criteria for
a sound behavior of building blocks, the process of
model checking can be automated, and engineers
do not need to deal with any formal technique di-
rectly.

The theoretical foundations of the approach are de-
tailed in [25, 26, 27]. In the following, we focus on
tool support for the approach, implemented by the
Arctis plug-ins, as depicted in Fig. 2. Building blocks
are composed by engineers using the Arctis editor.
The result can either be composite building blocks
or entire systems, which are also special forms of
building blocks. If desired, building blocks may be
archived in the library for later reuse. To analyze
a building block, its UML activity is transformed
into a temporal logic formula and transferred to the
TLC model checker [43]. It verifies the specification
against theorems that we will explain later. If a the-
orem is violated, the analyzer tries to identify possi-
ble reasons and presents an error trace as animation
in the activity to the engineer. Once a system spec-
ification is consistent and sound, it may be imple-
mented automatically using a model transformation
and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
is composed from building blocks using the Arctis
editor. In Sect. 3, we present how Arctis supports
the analysis of specifications by automating model
checking and the provision of corrections in some
cases. The transformation from activities to state
machines is explained in Sect. 4, and the code gen-
eration process is summarized in Sect. 5. We close
with an overview of related approaches and conclud-
ing remarks.
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External State Machines
How do 
services 
interact?

a: Alarm

stop
start

h: Hotel Wakeup

display "Ready"

aborted confirmed

start

display "Aborted"

display "Confirmed"

reception
Hotel Wakeup System

guest room

stop alarm
start alarm

start active stop
start

confirmed

aborted

start
alarm

stop
alarm

started alerting stopped

«esm» Hotel Wakeup «esm» Alarm

start

pushed

stop
active

«esm» Button

How does each services behave?

Figures from Kraemer, F. A.; Slåtten, V. & Herrmann, P. (2007)
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Arctis tool suite
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Analyzer
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Checker

Code 
Generator
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Animation
and Fixes
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Library
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inter-component
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Fig. 1. Components and collaborations

Library

Executable System
Service Application Code
Execution Framework

Service Components
UML State Machines,
Composite Structures

Service Specifications
UML Collaborations,
Activities

Code GenerationModel Transformation

Fig. 2. Approach

A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)

Explain that we transform to get code, and show the approach. implemented
java platforms, explain for this, but very general
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x1 x2 x3

Code Generation

Model Transformation
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Engineering Reasoning

Joint Action Composition, 
Superposition, 

Model Checking

Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.

10

Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.

10

F
ig.

10.
E

x
ecu

tab
le

state
m

a
ch

in
e

as
gen

erated
b
y

A
rctis

In
this

state,it
aw

aits
the

decision
ofthe

proxim
ity

server.D
epending,if

the
player

arrived
at

the
tar-

get
in

the
m

eantim
e,it

either
confirm

s
the

tim
eout

initiative,
or

sends
Sprim

init.
In

the
first

case,
the

gam
e

is
lost

and
the

player
is

notified.In
the

latter
case,the

sam
e

sequence
oftransition

follow
s

as
de-

scribed
before,asthe

decision
nodesd0

and
d1

have
equivalent

outgoing
transitions.

5.1.
C

orrectness
ofthe

T
ransform

ation

O
bviously,it

is
im

portant
that

the
generated

and
executed

state
m

achines
behave

exactly
as

im
plied

by
the

activitiesofthe
specifications.T

o
ensure

this,
w

eusetem
porallogicasw

ell.Sim
ilarto

ourproceed-
ings

in
Sect.

X
,

w
e

have
defined

form
al

sem
antics

of
the

executable
state

m
achines

in
tem

poral
logic

in
K

raem
eretal.(2006).A

system
ofstate

m
achines

can
therefore

be
presented

as
a

T
LA

specification
S

pec
E

.A
s

im
plem

entation
corresponds

to
im

plica-
tion

in
T

LA
,w

e
have

to
proofthat

S
pec

E
⇒

S
pec

A
,

w
here

S
pec

A
is

the
T

LA
specification

ofthe
system

as
expressed

by
activities.T

his
relationship

can
be

show
n

by
a

T
LA

refinem
ent

proofas
dem

onstrated
in

K
raem

er
(2008).T

he
necessary

refinem
ent

m
ap-

ping
A

badiand
Lam

port(1991)iseasy
to

find
using

the
guidelines

described
in

K
raem

er
and

H
errm

ann

(2007b).

6.
C

od
e

G
en

eration
from

S
tate

M
ach

in
es

T
he

m
echanism

s
for

the
execution

of
state

m
a-

chines
go

back
to

principles
found

in
telecom

m
uni-

cation
system

s
B

ræ
k

et
al.

(1981)
and

use
a

run-
tim

e
support

system
that

schedule
the

execution
of

the
state

m
achine

transitions,
further

described
in

K
raem

er
et

al.
(2006).

T
hrough

this
additional

levelofm
ultiplexing,m

any
state

m
achine

instances
can

be
executed

w
ithin

the
sam

e
operating

system
thread,

w
hich

is
im

portant
for

system
s

to
scale.

W
hile

these
m

echanism
s

can
be

im
plem

ented
on

a
variety

ofplatform
s,w

e
focus

currently
on

Java
and

use
the

ServiceFram
e/A

ctorFram
e

execution
plat-

form
s

B
ræ

k
et

al.
(2002).

T
hese

fram
ew

orks
take

care
of

addressing
and

routing.
T

he
im

plem
enta-

tion
and

scheduling
ofstate

m
achine

transitions
are

based
on

JavaFram
e

H
augen

and
M

øller-P
edersen

(2000).
C

ode
for

these
fram

ew
orks

is
generated

autom
atically

w
ith

the
tool

described
in

K
raem

er
(2003);

Støyle
(2004).

T
he

code
generator

creates
O

SG
ibundles

for
the

com
ponents

that
can,thanks

to
the

execution
platform

s,be
deployed

on
different

m
achines.

10

B
R
IE
F
A
R
T
IC
L
E

T
H
E
A
U
T
H
O
R

−
−
−
−
−
−
−
−
−
−
−
−
−

︸

︷︷

︸

totalof
m
factors

1

B
R
IE
F
A
R
T
IC
L
E

T
H
E
A
U
T
H
O
R

−
−
−
−
−
−
−
−
−
−
−
−
−

︸

︷︷

︸

totalof
m
factors

−
−
−
−
−
−
−
−
−
−

︸

︷︷

︸

totalof
m
factors

1

Refinement

Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)

Explain that we transform to get code, and show the approach. implemented
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann
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The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.

10

Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.

10

F
ig.

10.
E

x
ecu

tab
le

state
m

a
ch

in
e

as
gen

erated
b
y

A
rctis

In
this

state,it
aw

aits
the

decision
ofthe

proxim
ity

server.D
epending,if

the
player

arrived
at

the
tar-

get
in

the
m

eantim
e,it

either
confirm

s
the

tim
eout

initiative,
or

sends
Sprim

init.
In

the
first

case,
the

gam
e

is
lost

and
the

player
is

notified.In
the

latter
case,the

sam
e

sequence
oftransition

follow
s

as
de-

scribed
before,asthe

decision
nodesd0

and
d1

have
equivalent

outgoing
transitions.

5.1.
C

orrectness
ofthe

T
ransform

ation

O
bviously,it

is
im

portant
that

the
generated

and
executed

state
m

achines
behave

exactly
as

im
plied

by
the

activitiesofthe
specifications.T

o
ensure

this,
w

eusetem
porallogicasw

ell.Sim
ilarto

ourproceed-
ings

in
Sect.

X
,

w
e

have
defined

form
al

sem
antics

of
the

executable
state

m
achines

in
tem

poral
logic

in
K

raem
eretal.(2006).A

system
ofstate

m
achines

can
therefore

be
presented

as
a

T
LA

specification
S

pec
E

.A
s

im
plem

entation
corresponds

to
im

plica-
tion

in
T

LA
,w

e
have

to
proofthat

S
pec

E
⇒

S
pec

A
,

w
here

S
pec

A
is

the
T

LA
specification

ofthe
system

as
expressed

by
activities.T

his
relationship

can
be

show
n

by
a

T
LA

refinem
ent

proofas
dem

onstrated
in

K
raem

er
(2008).T

he
necessary

refinem
ent

m
ap-

ping
A

badiand
Lam

port(1991)iseasy
to

find
using

the
guidelines

described
in

K
raem

er
and

H
errm

ann

(2007b).

6.
C

od
e

G
en

eration
from

S
tate

M
ach

in
es

T
he

m
echanism

s
for

the
execution

of
state

m
a-

chines
go

back
to

principles
found

in
telecom

m
uni-

cation
system

s
B

ræ
k

et
al.

(1981)
and

use
a

run-
tim

e
support

system
that

schedule
the

execution
of

the
state

m
achine

transitions,
further

described
in

K
raem

er
et

al.
(2006).

T
hrough

this
additional

levelofm
ultiplexing,m

any
state

m
achine

instances
can

be
executed

w
ithin

the
sam

e
operating

system
thread,

w
hich

is
im

portant
for

system
s

to
scale.

W
hile

these
m

echanism
s

can
be

im
plem

ented
on

a
variety

ofplatform
s,w

e
focus

currently
on

Java
and

use
the

ServiceFram
e/A

ctorFram
e

execution
plat-

form
s

B
ræ

k
et

al.
(2002).

T
hese

fram
ew

orks
take

care
of

addressing
and

routing.
T

he
im

plem
enta-

tion
and

scheduling
ofstate

m
achine

transitions
are

based
on

JavaFram
e

H
augen

and
M

øller-P
edersen

(2000).
C

ode
for

these
fram

ew
orks

is
generated

autom
atically

w
ith

the
tool

described
in

K
raem

er
(2003);

Støyle
(2004).

T
he

code
generator

creates
O

SG
ibundles

for
the

com
ponents

that
can,thanks

to
the

execution
platform

s,be
deployed

on
different

m
achines.

10

B
R
IE
F
A
R
T
IC
L
E

T
H
E
A
U
T
H
O
R

−
−
−
−
−
−
−
−
−
−
−
−
−

︸

︷︷

︸

totalof
m
factors

1

B
R
IE
F
A
R
T
IC
L
E

T
H
E
A
U
T
H
O
R

−
−
−
−
−
−
−
−
−
−
−
−
−

︸

︷︷

︸

totalof
m
factors

−
−
−
−
−
−
−
−
−
−

︸

︷︷

︸

totalof
m
factors

1

Refinement

Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.

10

F
ig.

10
.
E

x
ecu

tab
le

state
m

ach
in

e
a
s

gen
era

ted
b
y

A
rctis

In
this

state,it
aw

aits
the

decision
ofthe

proxim
ity

server.D
epending,if

the
player

arrived
at

the
tar-

get
in

the
m

eantim
e,it

either
confirm

s
the

tim
eout

initiative,
or

sends
Sprim

init.
In

the
first

case,
the

gam
e

is
lost

and
the

player
is

notified.In
the

latter
case,the

sam
e

sequence
oftransition

follow
s

as
de-

scribed
before,asthe

decision
nodesd0

and
d1

have
equivalent

outgoing
transitions.

5.1.
C

orrectness
ofthe

T
ransform

ation

O
bviously,it

is
im

portant
that

the
generated

and
executed

state
m

achines
behave

exactly
as

im
plied

by
the

activitiesofthe
specifications.T

o
ensure

this,
w

eusetem
porallogicasw

ell.Sim
ilarto

ourproceed-
ings

in
Sect.

X
,

w
e

have
defined

form
al

sem
antics

of
the

executable
state

m
achines

in
tem

poral
logic

in
K

raem
eretal.(2006).A

system
ofstate

m
achines

can
therefore

be
presented

as
a

T
LA

specification
S

pec
E

.A
s

im
plem

entation
corresponds

to
im

plica-
tion

in
T

LA
,w

e
have

to
proofthat

S
pec

E
⇒

S
pec

A
,

w
here

S
pec

A
is

the
T

LA
specification

ofthe
system

as
expressed

by
activities.T

his
relationship

can
be

show
n

by
a

T
LA

refinem
ent

proofas
dem

onstrated
in

K
raem

er
(2008).T

he
necessary

refinem
ent

m
ap-

ping
A

badiand
Lam

port(1991)iseasy
to

find
using

the
guidelines

described
in

K
raem

er
and

H
errm

ann

(2007b).

6.
C

od
e

G
en

eration
from

S
tate

M
ach

in
es

T
he

m
echanism

s
for

the
execution

of
state

m
a-

chines
go

back
to

principles
found

in
telecom

m
uni-

cation
system

s
B

ræ
k

et
al.

(1981)
and

use
a

run-
tim

e
support

system
that

schedule
the

execution
of

the
state

m
achine

transitions,
further

described
in

K
raem

er
et

al.
(2006).

T
hrough

this
additional

levelofm
ultiplexing,m

any
state

m
achine

instances
can

be
executed

w
ithin

the
sam

e
operating

system
thread,

w
hich

is
im

portant
for

system
s

to
scale.

W
hile

these
m

echanism
s

can
be

im
plem

ented
on

a
variety

ofplatform
s,w

e
focus

currently
on

Java
and

use
the

ServiceFram
e/A

ctorFram
e

execution
plat-

form
s

B
ræ

k
et

al.
(2002).

T
hese

fram
ew

orks
take

care
of

addressing
and

routing.
T

he
im

plem
enta-

tion
and

scheduling
ofstate

m
achine

transitions
are

based
on

JavaFram
e

H
augen

and
M

øller-P
edersen

(2000).
C

ode
for

these
fram

ew
orks

is
generated

autom
atically

w
ith

the
tool

described
in

K
raem

er
(2003);

Støyle
(2004).

T
he

code
generator

creates
O

SG
ibundles

for
the

com
ponents

that
can,thanks

to
the

execution
platform

s,be
deployed

on
different

m
achines.

10

B
R
IE
F
A
R
T
IC
L
E

T
H
E
A
U
T
H
O
R

−
−
−
−
−
−
−
−
−
−
−
−
−

︸

︷︷

︸

totalof
m
factors

1

B
R
IE
F
A
R
T
IC
L
E

T
H
E
A
U
T
H
O
R

−
−
−
−
−
−
−
−
−
−
−
−
−

︸

︷︷

︸

totalof
m
factors

−
−
−
−
−
−
−
−
−
−

︸

︷︷

︸

totalof
m
factors

1

Refinement

Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Refinement

Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt

2

module HotelWakeupSystem
extends Naturals
variables i , t , h, a

Init
∆
=

∧ i = 1 ∧ t = 0
∧ h = “off” ∧ a = “off”

initial
∆
=

∧ i = 1 ∧ i ′ = 0
∧ h = “off” ∧ h ′ = “started”
∧ unchanged 〈a, t〉

startAlert
∆
=

∧ h = “started” ∧ h ′ = “alerting”
∧ a = “off” ∧ a ′ = “active”
∧ unchanged 〈i , t〉

stopAlert
∆
=

∧ h = “alerting” ∧ h ′ = “stopped”
∧ a = “active” ∧ a ′ = “off”
∧ unchanged 〈i , t〉

aborted
∆
=

∧ h = “stopped” ∧ h ′ = “off”

∧ t = 0 ∧ t ′ = 1
∧ unchanged 〈i , a〉

confirmed
∆
=

∧ h = “stopped” ∧ h ′ = “off”
∧ t = 0 ∧ t ′ = 1
∧ unchanged 〈i , a〉

timeout
∆
=

∧ t = 1 ∧ t ′ = 0
∧ h = “off” ∧ h ′ = “started”
∧ unchanged 〈i , a〉

Next
∆
=

∨ initial ∨ startAlert ∨ stopAlert
∨ aborted ∨ confirmed ∨ timeout

Spec
∆
= Init ∧ ![Next ]〈i, t, h, a〉

t0
∆
= !((i = 1) ⇒ (h = “off”))

t1
∆
= !((h = “stopped”) ⇒ (t = 0))

t2
∆
= !((h = “started”) ⇒ (a = “off”))

t3
∆
= !((h = “alerting”) ⇒ (a = “active”))

t4
∆
= !((t = 1) ⇒ (h = “off”))

Figures from Kraemer, F. A.; Slåtten, V. & Herrmann, P. (2007)
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)

Explain that we transform to get code, and show the approach. implemented
java platforms, explain for this, but very general
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Joint Action Composition, 
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Refinement

Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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module HotelWakeupSystem
extends Naturals
variables i , t , h, a

Init
∆
=

∧ i = 1 ∧ t = 0
∧ h = “off” ∧ a = “off”

initial
∆
=

∧ i = 1 ∧ i ′ = 0
∧ h = “off” ∧ h ′ = “started”
∧ unchanged 〈a, t〉

startAlert
∆
=

∧ h = “started” ∧ h ′ = “alerting”
∧ a = “off” ∧ a ′ = “active”
∧ unchanged 〈i , t〉

stopAlert
∆
=

∧ h = “alerting” ∧ h ′ = “stopped”
∧ a = “active” ∧ a ′ = “off”
∧ unchanged 〈i , t〉

aborted
∆
=

∧ h = “stopped” ∧ h ′ = “off”

∧ t = 0 ∧ t ′ = 1
∧ unchanged 〈i , a〉

confirmed
∆
=

∧ h = “stopped” ∧ h ′ = “off”
∧ t = 0 ∧ t ′ = 1
∧ unchanged 〈i , a〉

timeout
∆
=

∧ t = 1 ∧ t ′ = 0
∧ h = “off” ∧ h ′ = “started”
∧ unchanged 〈i , a〉

Next
∆
=

∨ initial ∨ startAlert ∨ stopAlert
∨ aborted ∨ confirmed ∨ timeout

Spec
∆
= Init ∧ ![Next ]〈i, t, h, a〉

t0
∆
= !((i = 1) ⇒ (h = “off”))

t1
∆
= !((h = “stopped”) ⇒ (t = 0))

t2
∆
= !((h = “started”) ⇒ (a = “off”))

t3
∆
= !((h = “alerting”) ⇒ (a = “active”))

t4
∆
= !((t = 1) ⇒ (h = “off”))

a: Alarm

stop
start

h: Hotel Wakeup

display "Ready"
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Figures from Kraemer, F. A.; Slåtten, V. & Herrmann, P. (2007)
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Refinement

Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt

2

2

r4r3

r2r1

c3

c2
c1

x1 x2 x3
componentcollaboration

composite
collaboration

collaboration
role

intra-component

inter-component

Composition:

Fig. 1. Components and collaborations

Library

Executable System
Service Application Code
Execution Framework

Service Components
UML State Machines,
Composite Structures

Service Specifications
UML Collaborations,
Activities

Code GenerationModel Transformation

Fig. 2. Approach

A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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Fig. 2. Approach

A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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java platforms, explain for this, but very general
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
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can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
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The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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module HotelWakeupSystem
extends Naturals
variables i , t , h, a

Init
∆
=

∧ i = 1 ∧ t = 0
∧ h = “off” ∧ a = “off”

initial
∆
=
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∧ h = “off” ∧ h ′ = “started”
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
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OSGi bundles for the components that can, thanks
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get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).
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The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
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(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Refinement

Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt

2

module HotelWakeupSystem
extends Naturals
variables i , t , h, a

Init
∆
=

∧ i = 1 ∧ t = 0
∧ h = “off” ∧ a = “off”

initial
∆
=

∧ i = 1 ∧ i ′ = 0
∧ h = “off” ∧ h ′ = “started”
∧ unchanged 〈a, t〉

startAlert
∆
=

∧ h = “started” ∧ h ′ = “alerting”
∧ a = “off” ∧ a ′ = “active”
∧ unchanged 〈i , t〉

stopAlert
∆
=

∧ h = “alerting” ∧ h ′ = “stopped”
∧ a = “active” ∧ a ′ = “off”
∧ unchanged 〈i , t〉

aborted
∆
=

∧ h = “stopped” ∧ h ′ = “off”

∧ t = 0 ∧ t ′ = 1
∧ unchanged 〈i , a〉

confirmed
∆
=

∧ h = “stopped” ∧ h ′ = “off”
∧ t = 0 ∧ t ′ = 1
∧ unchanged 〈i , a〉

timeout
∆
=

∧ t = 1 ∧ t ′ = 0
∧ h = “off” ∧ h ′ = “started”
∧ unchanged 〈i , a〉

Next
∆
=

∨ initial ∨ startAlert ∨ stopAlert
∨ aborted ∨ confirmed ∨ timeout

Spec
∆
= Init ∧ ![Next ]〈i, t, h, a〉

t0
∆
= !((i = 1) ⇒ (h = “off”))

t1
∆
= !((h = “stopped”) ⇒ (t = 0))

t2
∆
= !((h = “started”) ⇒ (a = “off”))

t3
∆
= !((h = “alerting”) ⇒ (a = “active”))

t4
∆
= !((t = 1) ⇒ (h = “off”))
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t4
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= !((t = 1) ⇒ (h = “off”))
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Introduce an error

theorem__status_h_a ==
 [] (( h = "started" ) => ( a = "active" ))
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STATE 2: <Action line 46, col 3 to line 55, col 60 of module HotelWakeupSystem>
/\ h_counter = 1
/\ a_counter = 0
/\ t_counter = 0
/\ a = "_initial"
/\ _status = "executing"
/\ h = "started"
/\ display_Aborted_counter = 0
/\ t = 0
/\ display_Confirmed_counter = 0
/\ display_Ready_counter = 1

2 states generated, 2 distinct states found, 1 states left on queue.
The depth of the complete state graph search is 2.
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Fig. 2. Approach

A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)

Explain that we transform to get code, and show the approach. implemented
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Refinement

Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt

2

Error: Invariant theorem__status_h_a is violated. The behavior up to this point is:
STATE 1: <Initial predicate>
/\ h_counter = 0
/\ a_counter = 0
/\ t_counter = 0
/\ a = "_initial"
/\ _status = "pre_execution"
/\ h = "_initial"
/\ display_Aborted_counter = 0
/\ t = 0
/\ display_Confirmed_counter = 0
/\ display_Ready_counter = 0
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STATE 2: <Action line 46, col 3 to line 55, col 60 of module HotelWakeupSystem>
/\ h_counter = 1
/\ a_counter = 0
/\ t_counter = 0
/\ a = "_initial"
/\ _status = "executing"
/\ h = "started"
/\ display_Aborted_counter = 0
/\ t = 0
/\ display_Confirmed_counter = 0
/\ display_Ready_counter = 1

2 states generated, 2 distinct states found, 1 states left on queue.
The depth of the complete state graph search is 2.

TLC error trace
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Code GenerationModel Transformation

Fig. 2. Approach

A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)

Explain that we transform to get code, and show the approach. implemented
java platforms, explain for this, but very general
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Engineering Reasoning

Joint Action Composition, 
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Refinement

Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt

2

2

r4r3

r2r1

c3

c2
c1

x1 x2 x3
componentcollaboration

composite
collaboration

collaboration
role

intra-component

inter-component

Composition:

Fig. 1. Components and collaborations

Library

Executable System
Service Application Code
Execution Framework

Service Components
UML State Machines,
Composite Structures

Service Specifications
UML Collaborations,
Activities

Code GenerationModel Transformation

Fig. 2. Approach

A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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java platforms, explain for this, but very general

Library

x1 x2 x3

Code Generation

Model Transformation

Composition and Analysis

Engineering Reasoning

Joint Action Composition, 
Superposition, 

Model Checking

Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
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Based on the idea to enable the reuse of collabora-
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developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt

2

Error: Invariant theorem__status_h_a is violated. The behavior up to this point is:
STATE 1: <Initial predicate>
/\ h_counter = 0
/\ a_counter = 0
/\ t_counter = 0
/\ a = "_initial"
/\ _status = "pre_execution"
/\ h = "_initial"
/\ display_Aborted_counter = 0
/\ t = 0
/\ display_Confirmed_counter = 0
/\ display_Ready_counter = 0

theorem__status_h_a ==
 [] (( h = "started" ) => ( a = "active" ))

Thursday, 3 July, 2008



STATE 2: <Action line 46, col 3 to line 55, col 60 of module HotelWakeupSystem>
/\ h_counter = 1
/\ a_counter = 0
/\ t_counter = 0
/\ a = "_initial"
/\ _status = "executing"
/\ h = "started"
/\ display_Aborted_counter = 0
/\ t = 0
/\ display_Confirmed_counter = 0
/\ display_Ready_counter = 1

2 states generated, 2 distinct states found, 1 states left on queue.
The depth of the complete state graph search is 2.
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt

2

Error: Invariant theorem__status_h_a is violated. The behavior up to this point is:
STATE 1: <Initial predicate>
/\ h_counter = 0
/\ a_counter = 0
/\ t_counter = 0
/\ a = "_initial"
/\ _status = "pre_execution"
/\ h = "_initial"
/\ display_Aborted_counter = 0
/\ t = 0
/\ display_Confirmed_counter = 0
/\ display_Ready_counter = 0

theorem__status_h_a ==
 [] (( h = "started" ) => ( a = "active" ))

Thursday, 3 July, 2008



STATE 2: <Action line 46, col 3 to line 55, col 60 of module HotelWakeupSystem>
/\ h_counter = 1
/\ a_counter = 0
/\ t_counter = 0
/\ a = "_initial"
/\ _status = "executing"
/\ h = "started"
/\ display_Aborted_counter = 0
/\ t = 0
/\ display_Confirmed_counter = 0
/\ display_Ready_counter = 1

2 states generated, 2 distinct states found, 1 states left on queue.
The depth of the complete state graph search is 2.
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt

2

Error: Invariant theorem__status_h_a is violated. The behavior up to this point is:
STATE 1: <Initial predicate>
/\ h_counter = 0
/\ a_counter = 0
/\ t_counter = 0
/\ a = "_initial"
/\ _status = "pre_execution"
/\ h = "_initial"
/\ display_Aborted_counter = 0
/\ t = 0
/\ display_Confirmed_counter = 0
/\ display_Ready_counter = 0

theorem__status_h_a ==
 [] (( h = "started" ) => ( a = "active" ))
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)

Explain that we transform to get code, and show the approach. implemented
java platforms, explain for this, but very general
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
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Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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A promising next step forward is to adopt a collaboration-oriented approach,
where the main structuring units are collaborations and their partial object
behaviors, called roles. This is made practically possible by the new UML2 col-
laboration concept, albeit many of the underlying ideas have been around for
a long time [OORAM and others]. As we shall, see in the following this opens
many interesting opportunities.

Figure 1 illustrates with a coarse system architecture the relations between
a service, collaborations and components. A service is delivered by the system
through the components x1 to x3, which may be physically distributed. The
collaboration role behavior necessary is expressed by the logic denoted by the
circles r1 to r4.

However, instead of expressing the behavior of the system in terms of its com-
ponents, we decompose the service into sub-services described by sub-collaborations
c2 and c3.

Communication between components (“inter-component”) is asynchronous
by means of buffered signals (cf. [1]), while the communication within one compo-
nent may in addition include shared variables as well as synchronously executed
actions, where statements belonging to one collaboration are executed within the
same state machine transition as statements belonging to another collaboration.
(The event in one collaboration can cause actions in another collaboration.)
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Fig. 10. Executable state machine as generated by Arctis

In this state, it awaits the decision of the proximity
server. Depending, if the player arrived at the tar-
get in the meantime, it either confirms the timeout
initiative, or sends Spriminit. In the first case, the
game is lost and the player is notified. In the latter
case, the same sequence of transition follows as de-
scribed before, as the decision nodes d0 and d1 have
equivalent outgoing transitions.

5.1. Correctness of the Transformation

Obviously, it is important that the generated and
executed state machines behave exactly as implied
by the activities of the specifications. To ensure this,
we use temporal logic as well. Similar to our proceed-
ings in Sect. X, we have defined formal semantics
of the executable state machines in temporal logic
in Kraemer et al. (2006). A system of state machines
can therefore be presented as a TLA specification
SpecE . As implementation corresponds to implica-
tion in TLA, we have to proof that SpecE ⇒ SpecA,
where SpecA is the TLA specification of the system
as expressed by activities. This relationship can be
shown by a TLA refinement proof as demonstrated
in Kraemer (2008). The necessary refinement map-
ping Abadi and Lamport (1991) is easy to find using
the guidelines described in Kraemer and Herrmann

(2007b).

6. Code Generation from State Machines

The mechanisms for the execution of state ma-
chines go back to principles found in telecommuni-
cation systems Bræk et al. (1981) and use a run-
time support system that schedule the execution
of the state machine transitions, further described
in Kraemer et al. (2006). Through this additional
level of multiplexing, many state machine instances
can be executed within the same operating system
thread, which is important for systems to scale.
While these mechanisms can be implemented on a
variety of platforms, we focus currently on Java and
use the ServiceFrame/ActorFrame execution plat-
forms Bræk et al. (2002). These frameworks take
care of addressing and routing. The implementa-
tion and scheduling of state machine transitions are
based on JavaFrame Haugen and Møller-Pedersen
(2000). Code for these frameworks is generated
automatically with the tool described in Kraemer
(2003); Støyle (2004). The code generator creates
OSGi bundles for the components that can, thanks
to the execution platforms, be deployed on different
machines.
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Fig. 1. The SPACE Engineering Approach

opens new possibilities for the reuse of services
as sub-functions provided by several components:
Not only local functionality, but also solutions to
problems that require coordination of several com-
ponents can directly be reused.

Based on the idea to enable the reuse of collabora-
tive, reactive behavior in form of building blocks, we
developed the engineering approach SPACE [14, 15,
16], depicted in Fig. 1. To build a system, an engi-
neer considers a library of reusable building blocks.
In contrast to more traditional components, these
building blocks may cover collaborative behavior
among several components. They are expressed as
a combination of UML 2.0 collaborations, activi-
ties and so-called external state machines (ESMs)
to document their externally visible behavior. These
building blocks are composed to more comprehen-
sive ones, until the system specification is complete.
After an analysis and potential corrections, the pro-
duced activities are transformed automatically into
state machines which can be implemented via code
generation. The approach comprises three key fea-
tures that speed up development:
– The design of a service is facilitated by apply-

ing reusable building blocks that are general or
domain specific collaborations which can be in-
tegrated into several system descriptions. Due to
the abstract description via external interfaces ex-
pressed by the ESMs, the internals of the building
blocks do not have to be considered when they are
applied.

– Engineers only work on collaborative, horizontal
models expressed by activities. The component-
oriented models expressed by state machines are
derived fully automatically; a difficult and time-
consuming manual synthesis of state machines is
not necessary.

– Due to the mathematical background in tempo-
ral logic, the compositions and transformations
are sound. Beyond that, model checking is pos-
sible. Due to the compositional properties of the
approach, building blocks can be model checked
in separation, which reduces the state space and
makes analysis easier. As there exist many general
criteria for a sound behavior of building blocks,
the process of model checking can be automated,
and engineers do not need to deal with any formal
technique directly.

To reason about the correctness of the approach, we
employ temporal logic, as illustrated on the right
hand side of Fig. 1. In [15], we described how the
UML description of building blocks corresponds to
temporal formulas. As the composition of building
blocks is formally based on the mechanism of joint
actions [? ], the principle of superposition applies
according to which properties of a building block
are also present in the complete system, depicted by
SpecA. The executable state machines generated by
our transformation algorithm have a formal repre-
sentation as well [17], here depicted as SpecE . To
ensure that the state machines execute the behavior
implied by the building blocks, there exists a refine-
ment relation between the two formulas, detailed in
[16].

In the following, we focus on tool support for the
approach, implemented by the Arctis plug-ins, as
depicted in Fig. 2. Building blocks are composed by
engineers using the Arctis editor. The result can ei-
ther be composite building blocks or entire systems,
which are special forms of building blocks. If desired,
building blocks may be archived in the library for
later reuse. To analyze a building block, its UML ac-
tivity is transformed into a temporal logic formula
and transferred to the TLC model checker. It veri-
fies the specification against theorems that we will
explain later. If a theorem is violated, the analyzer
tries to identify possible reasons and presents an er-
ror trace as animation in the activity to the engi-
neer. Once a system specification is consistent and
sound, it may be implemented automatically using
a model transformation and code generation.

We will proceed as follows: In the next section, we
present how our example of a mobile treasure hunt
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Example 2

theorem_mobileClient_locationServer_e7_K_bounded ==
  [] ( mobileClient_locationServer_e7 <= 5 )

theorem_locationServer_mobileClient_e12_K_bounded ==
  [] ( locationServer_mobileClient_e12 <= 5 )

theorem_mobileClient_locationServer_e3_K_bounded ==
  [] ( mobileClient_locationServer_e3 <= 5 )
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