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ABSTRACT

Automotive software is one of the most challenging fields of
software engineering: it must meet real time requirements,
is safety critical and distributed over multiple processors.
With the increasing complexity of automotive software, as
for example in the case of drive-by-wire, automated driving
and driver assitents, software correctness becomes more and
more a crucial issue. In order that these innovations can be-
come reality, it is necessary to be able to guarantee software
correctness.

The presented work aims at verification of automotive
software. For this purpose it introduces a verification ap-
proach, including a framework of verified modules which
assists the verification of the actual application. Feasibil-
ity of this approach was validated on a case study that also
showed how verification can be integrated into the develop-
ment process.
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1. INTRODUCTION

Over the last years the trend to embed more electron-
ics and software functionality into the vehicles considerably
advanced the complexity of the software applications for au-
tomotive control. Along with that an increased demand for
improving the reliability of this functionality comes. Facing
these challenges new approaches in ensuring the correctness
of the software systems have to be considered.

Safety critical real time applications distributed over a
network of embedded systems are typical for this domain.
Thus a safety critical function is typically provided by a
set of subsystems deployed on a heterogeneous network of
electronic control units (ECUs). These are often developed
in parallel by different suppliers. In the integration phase of
the development it has to be ensured that the combination
of the implemented subsystems realises the desired overall
behavior. For this purpose testing is the state of the art
technique in the automotive industry. However, testing can
only exemplarily demonstrate the absence of errors, not the
correctness. Due to the high demand for the reliability of
the safety critical systems this is insufficient. In opposite
to testing, verification delivers a correctness proof for the
fulfillment of safety critical properties by the system.

To come up with this proof, development has to get on
with a number of challenges. At first the affected subset of
functionality must be identified and isolated. Secondly, the
correctness of the demanded functionality has to be proven.
Finally, it must be guaranteed, that the rest of the system
cannot interfere with this safety critical subset.

Every identified subsystem is embedded into two kinds of
environments: its communication partners (local or remote)
and its run time environment, consisting of the operating
system, the communication mechanisms and the hardware
the task runs on'. This implies that the correctness of a
safety critical system depends on the correctness of every
involved subsystem, the correctness of their integration, as
well as on the correctness of their execution and communi-
cation infrastructures.

In the described problem space the goal of the Verisoft
Automotive project [17] is to ensure the quality of this kind
of systems by adding formal verification to their develop-
ment process. The proposed model based approach aims to
guarantee the correctness of the developed systems and to
reduce the verification and integration efforts at the same
time.

1Also in the case that the hardware is transparent to the
applications, it is still the main factor determining their ex-
ecution time and other resource usages.



The approach provides a verification framework with a
formalized verified operating system (OSEKtime) and a com-
munication protocol (FlexRay) (see Section 3). Further on
the framework simulates the behavior of the hardware por-
tion of the developed system (e.g. of the ECU and net-
work). Using this framework, models of developed applica-
tions can be verified for the fulfillment of desired properties.
The framework verifying single subsystems, their embedding
into the run-time environment, as well as the integration of
several subsystems. At the same time C code can be gen-
erated from the same models, which can executed in the
environment of this OS/bus combination and accomplish its
mission correctly. The approach was evaluated with a case
study. Within its scope the emergency call system was mod-
eled and verified.

The following section of the paper introduces the approach
and discussed its integration into development process. Sec-
tion 3 presents the verification framework and Section 4 de-
scribes its application within the emergency call case study.
Section 5 overviews the related work. Finally Sections 6
and 7 summarize the presented work and sketch further re-
search directions.

2. DEVELOPMENT METHODOLOGY

The development methodology proposed here consists of
4 phases: natural language requirements in the specifica-
tion phase (Section 2.1), a model in the design phase (Sec-
tion 2.2), theories in the verification phase (Section 2.3) and
C code in the integration phase (Section 2.4). In the fol-
lowing sections each of these phases will be described along
with the workflow products for each step. The phases are
illustrated in Figure 1.
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Figure 1: Work Products

2.1 Specification

The input of the presented approach is a natural language
specification. The requirements describe the desired behav-
ior of the application to be developed. In addition to these
requirements, the specification contains a set of properties,
which deliberately specify safety critical aspects of the sys-
tem. The properties of the software to be developed will be
proved by formal methods in later stages.

2.2 Design

The requirements are formalized in an executable model.
The model is built with AutoFocus [7], a model based
CASE tool with a time synchronous operational semantics.
It is based on concurrent components communicating over
directional typed channels. A component may be composed
of subcomponents or an extended finite state machine.

If inconsistencies in the requirements are found when mod-
eling the system, the requirements have to be clarified in co-
ordination with their stakeholders. The executable model,
implementing the clarified requirements, can be translated
into several other languages. In this approach theories for
the theorem prover Isabelle (see Section 2.3) and C code can
be generated.

In addition to the model, system parameters for the op-
erating system and the communication network, e.g. the
scheduling tables, are specified. These are required by the
code generators and the formal verification.

In this phase only a model of the application is built, oper-
ating system, network and hardware are not regarded. The
synchronous model is later on deployed onto a time-triggered
platform, which still maintains the timing properties of the
system. In this way the system remains time synchronous
throughout development and run time (see also Section 3)
as shown in [2].

2.3 \Verification

For the verification of the system the interactive higher-
order general purpose theorem prover Isabelle [9] is used. It
allows the system to be decomposed into theories, which are
roughly the equivalent of modules in procedural program-
ming languages.

Once the Isabelle theories have been generated and the
properties have been formalized, the verification work can
start. Theories for the OSEKtime operating system and the
FlexRay communication network have been formalized and
verified as parts of the framework (see Section 3). These
theories and their properties can be reused for other appli-
cations, so only the properties of the application itself have
to be shown.

The subsystems that have been modelled separately in
the design phase can also be verified separately. The case
study (see Section 4) showed that the verification of smaller
subsystems is easier than verifying the system as a whole.
After the verification of the subsystems these can be inte-
grated. The verification of this integrated system becomes
easier, since the subsystems now provide a wide range of
proven properties, which can be used. Another benefit is
that these verified subsystems can be reused for other sys-
tems. By proving the correctness of the integrated system,
the integration itself is shown to be correct.

Since the FlexRay communication system provides fault
containment for network errors, verified and non-verified
ECUs can be integrated into the same network, without
jeopardizing the correctness of the verified components.

If there are errors detected during the verification phase,
the model and/or requirements have to be modified to be
able to fulfill the properties. Then new theories can be
generated from the model and the verification process can
continue. In the presented approach the generated Isabelle
theories are proven since this is more effective than verify-
ing the generated C code. By proving the equivalence of
model, theories and C code using translation validation [13]



the properties that have been verified for the Isabelle theo-
ries also hold for the C code. This proves that the system
running as C code on an ECU really satisfies the properties
specified in the requirements phase.

2.4 Integration

Once all properties are proved to be valid for the model,
C code can be generated from it. This code can then be
compiled for and executed on the target platform.

To be able to argue about the real time properties and
schedulability of the operating system tasks, an upper bound
for the worst-case execution times (WCET) can be esti-
mated for each task. For this measurement the C code and
the characteristics of the microprocessor of the ECU are re-
quired. For the WCET analysis existing tools can be used,
which are not part of this work. Once the WCETSs have
been estimated, it can be verified if they, together with the
operating system schedule, meet the real time requirements.
Together with the verification described above this guaran-
tees system correctness.

3. VERIFICATION FRAMEWORK

The verification framework provides the methodology for
the verification of single subsystems, as well as for their
integration. The framework is oriented towards the time-
triggered paradigm (time-triggered communication protocol
and time-triggered operating system) because it provides
deterministic time behavior, which is important for distrib-
uted real time applications. In a time-triggered system all
actions are executed at predefined points in time. An exact
time schedule is a good basis for the deterministic system
behavior because of fixed task execution times and order, as
well as deterministic message transmission times.

3.1 Architecture

The developed verification framework is split into layers
that depict the typical technical infrastructure of ECUs:
hardware, communication protocol, operating system, and
application. This structure is shown in Figure 2. For the
framework FlexRay (see [1] and [5]) was chosen as a com-
munication protocol and OSEKtime [12] as operating sys-
tem, but the main ideas are also applicable to other time-
triggered communication protocols and operating systems.

FlexRay is a communication protocol for safety critical
real time automotive applications that has been developed
by the FlexRay Consortium [4]. It is a static time division
multiplexing network protocol and supports fault-tolerant
clock synchronization via a global time base.

OSEKtime OS (Time-Triggered Operating System) is an
OSEK/VDX [10] open operating system standard of the Eu-
ropean automotive industry. The OSEKtime OS supports
static cyclic scheduling based on a computation of tasks’
WCETSs (worst case execution times). FTCom [11] is an
OSEKtime fault-tolerant communication layer that provides
a number of primitives for interprocess communication and
makes task distribution transparent.

The integrated system is modeled as a network of nodes
that are connected by a FlexRay bus. Every node runs
a number of application processes and an operating sys-
tem. To maintain synchrony of the distributed application
processes on different nodes the cycle length of the schedul-
ing tables has to be the same for all the nodes.
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Figure 2: Verification Framework Architecture

The syntactical compatibility of applications interfaces is
provided in the design phase by the AutoFocus [7]. The
semantical compatibility of the layers is proven in the veri-
fication phase by verification of the properties.

3.2 \Verification

The developed verification framework is oriented towards
the integration of independently developed subsystems into
a sound system. The overall verification task is decomposed
in two dimensions: verification of layers, available in the de-
veloped framework, and verification of application processes.
While the correctness of the application processes has to be
shown separately for every application (see also Section 4),
the correctness of the underlying layers is shown once and
can be reused. The verification of all the layers yields the
verified system. When proving the properties of the appli-
cations it is necessary to assume that the operating system,
the hardware and the bus connecting the nodes behave cor-
rectly. The following list provides an excerpt of the prop-
erties proven for FlexRay and OSEKtime and that are re-
quired by the applications:

e The behavior of the FlexRay and OSEKtime sched-
ulers is cyclic, which implies deterministic behavior.

e The messages received by the FlexRay controller are
not lost or modified.

e If a message is send by a node, it will be received by
all the other nodes.

e Every message identifier in FTCom message list is unique
and no FTCom function can destroy this property.
This guarantees that on arrival of a new message the
old message of the same type is overwritten.

e The OSEKtime scheduler does not change any appli-
cation data.

e The application processes are called by OSEKtime on
time and in a correct way (according to the dispatcher
table and the scheduling policy).

These properties are used in the verification of the case
study, which is presented in the next section.



4. CASE STUDY

The goal of the case study was to demonstrate feasibil-
ity of the introduced approach. The verification activities
presented in this paper aim to prove the correctness of an
emergency call system. According to the plans of the Euro-
pean Union and European automotive industry all new cars
in Europe will be equipped with automatic emergency call
(eCall) technology by 2009 [3]. The system’s purpose is to
notify the rescue services in the case of an accident. Thereby
the coordinates of the vehicle are transmitted. Afterward it
has to try to establish a voice communication between a call
center operator and the driver. The system exhibits some
typical properties of the automotive domain, such as real-
time requirements, safety requirements and distribution.
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Figure 3: Interaction Dependencies between Sub-
systems

The emergency call system consists of a network of sub-
systems, visualized by Figure 3. The central subsystem,
responsible for the execution of the emergency call, has to
interoperate with a number of further subsystems in order to
deliver the demanded functionality. In particular the crash
sensor activates the emergency call sequence by detecting an
accident. The navigation system delivers the current coor-
dinates of the vehicle and the mobile phone system handles
the actual call. These dependencies lead to the fact that the
correctness of the emergency call functionality is dependant
on the correct functioning of the listed subsystems, as well
as the correctness of their interactions. The further pre-
requisite is the aforementioned correctness of the execution
environment.

The execution environment, the system is deployed to,
consists of two ECUs connected by a FlexRay link (see Fig-
ure 4). It is modelled as an instance of the layered reference
architecture presented in Section 3. The subsystems crash
sensor and navigation are deployed to the ECU 1; emergency
call and mobile phone — to ECU 2.

The properties which have been proven for the systems
are:

e The emergency call is not initiated as long as there is
no crash.

e The emergency call is performed within the specified
time after the crash.

The verification of the first item is simple: it is sufficient
to verify that the emergency call application remains in the
same inactive state as long as no crash signal is received
from the sensor. The verification of the second item is much
more involved because it is necessary to verify the correct
interaction between the mobile phone and the emergency
call. Each application-level process was modelled as an au-
tomaton and the verification task was to prove that the au-
tomatons cooperate properly. The Isabelle theorems proved
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Figure 4: Deployment Architecture of Emergency
Call System

for the emergency call system rely on the verified properties
of its run-time environment (e.g. of OSEKtime and Flex-
Ray) discussed in Section 3. The theorems are not presented
here because the paper aims to emphasize the verification
principles and not the technical details.

The result of the case study was a provably correct in-
tegrated emergency call system which guarantees the de-
manded behavior. The study demonstrated applicability of
the verification framework within the automotive domain.

5. RELATED WORK & CONTRIBUTION

The idea to use formal verification as quality assurance
means for safety critical systems is not new and the question
what is special in the presented work is legitimate.

Verification of general purpose operating systems (or some
aspects of these systems) is for example addressed by Mark
Hillebrand [6] and Sergey Tverdyshev [16]. These works deal
with verification of some aspects of the L4 microkernel [8],
which can provide a basis for large scale operating system
verification. Although important on their own, these works
are not directly applicable to time-triggered systems. The
conceptual core of time-triggered systems is a firm schedule
that makes the system behavior deterministic. Thus, a key
requirement when verifying a real time system is the cor-
rectness of the scheduler, as well as of the schedule itself.
These issues are not addressed in the works cited above.

Verification of time-triggered systems was addressed by
John Rushby in [14]. However, Rushby addresses verifica-
tion of bus protocols only. Although important on its own,
verification of bus protocols is not sufficient to build a veri-
fied time-triggered system. To build a complete verified sys-
tem, it is necessary to add at least a verified time-triggered
operating system and a verified application.

As compared to other verification work, the presented ap-
proach has two important distinguishing features:

e [t treats the system as a whole, especially taking mod-
ule interfaces into consideration. This also requires
structuring of the verification tasks and implies de-
pendencies of verification properties. In the presented
work the dependencies of the verification tasks were
implied by the layered system structure.



e The presented work treats time-triggered systems. Time-

triggered systems are different form the event triggered
ones in that they require other properties to be ver-
ified, namely correct schedules and correct schedule
execution.

To sum up, the presented approach reaches the verification
of the integrated system, which is new in the time-triggered
domain.

The verification of the whole system bases on the verifica-
tion of a standard time-triggered operating system (OSEK-
time) and a bus protocol (FlexRay). They were formalized
as a prerequisite for the case study. To obtain a verified in-
tegrated system, the infrastructure (OS and bus) properties
that are necessary for application verification were verified.

An additional result of the presented work is the demon-
stration how model-based development can be applied in
the practice. The idea of model-based development, as in-
troduced by Schétz et. al [15], is to build an explicit model
before going to code. The development starts with a simple
model that is enriched and refined during the development.
The final result of the whole development process is code
that is obtained by successive model refinement. Model-
based development of synchronous systems deployed onto
time-triggered platforms was already approached for exam-
ple by Caspi et. al in [2], but they did not perform any
verification. For the verification purpose it means that cer-
tain properties can be shown for the model first and then it
must be proven that the refinement steps do not invalidate
the properties. This way of successive model refinement can
be followed using the presented approach.

6. CONCLUSION

The goal of the presented work was to demonstrate the
feasibility of formal verification in automotive software de-
velopment. The feasibility was shown in two steps: Intro-
duction of a framework for verification of automotive soft-
ware and validation of the framework on a case study. In
order that the framework itself be sensible its single con-
stituents (OSEKtime scheduler, OSEKtime communication
layer (FTCom), and FlexRay) were verified. Properties to
be verified for the standard modules were identified on the
basis of the infrastructure requirements posed by the appli-
cation. These infrastructure requirements were specific to
the time-triggered domain, which provides reusability of the
verified properties.

The application properties to be verified were identified
on the requirements level. Then they were verified under
assumptions that had already been proven for the infrastruc-
ture. This modular verification approach resulted in a ver-
ified modular system and circumvented the unmanageable
“all-in—one” verification. The performed case study showed
feasibility of this approach. Last but not least, the presented
work was motivated and supported by BMW.

7. FUTURE WORK

The presented work demonstrated that verification of au-
tomotive software is feasible. However, feasibility alone is
not sufficient for the method to become accepted by car
manufacturers. It is also the question of the development
cost that is vital. Thus, quantifying the verification efforts
can be an interesting direction of further research. To per-
form these measurements a new case study shall be per-

formed. This case study will also include harder real time re-
quirements. The introduced verification framework can also
be made more adequate by including explicit fault models,
typical in the automotive domain, and verification of fault
tolerance. Hard real time requirements and fault tolerance
verification would make the results of the case study and
of the effort quantification better applicable to the OEM
development process.
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