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Abstract

We introduce a method for the specification of reactive asynchronous
components with a concurrent access interface and outline its mathematical
foundation. The method supports the specification of components that show a
complex reactive behavior including timing aspects. Examples are the nonstrict
fair merge or the arbiter. The method supports the specification of reactive
systems and their modular composition into data flow networks. The
specification approach is compositional. It supports the integrated specification
and verification of both safety and liveness conditions in modular system
descriptions. We outline particular specification styles that may be useful for the
better readability of such specifications.

1. Introduction
A descriptive functional semantic model of distributed systems of interacting components is
of major interest in many research areas and applications of computing science and systems
engineering. For the modular systematic development of systems we need precise and
readable interface descriptions of system components. We require that such interface
descriptions contain all informations about its syntactic and semantic properties needed in
order to use it properly. In the interface specification we also describe the time dependency of
a component.

Although ignored in theoretical computer science for a while, the incorporation of time
and its formal representation is of essential interest for system models. In time dependent

                                                
1) This work was partially sponsored by the Sonderforschungsbereich 342 "Werkzeuge und Methoden für die
Nutzung paralleler Rechnerarchitekturen" and the industrial research project SysLab.



 2

systems, the timing and the data values of the output depend upon the timing and the data
values of the input. However, for certain components the timing of the input does not
influence the data values of the output, but only their timing. Then we can describe the
input/output behavior of a component without explicit reference to time.

We are interested in the description of components that react by output to input. Both
input and output takes place within a frame of time. When dealing with the time properties of
systems we distinguish three basic classes of components characterized by their time
dependencies:

- time independence: the data output values of a component do not dependent on the timing
of the input data but only on their values,

- weak time dependency: some of the nondeterministic decisions in the behavior of a
nondeterministic component is controlled by the timing of the input such as the relative
order of messages on different input channels or the relative order of messages on input
and output channels. But this is done in a superficial way that does not allow control of
the nondeterministic decisions in the behavior (the output) by the quantitative timing of the
input,

- strong time dependency: the behavior (the timing as well as the data output) depends on
the quantitative timing of the input data.

The class of weak time dependent components brings specific problems for their functional
specification. Examples are fair nonstrict merge or the arbiter (see section 4.2 and 6.3 for a
detailed treatment). This has already been observed in [Park 83].

The modular specification of the observable behavior of interactive systems is an
important technique in system and software development. We speak of black box
specification or interface specification. An adequate concept of interface specification does not
only depend on a simple notion of observability, but also on the operators that we apply to
compose components into systems.

In the following we introduce a semantic model of interface behavior and study
composition operators. On the basis of this semantic model we introduce more pragmatic
specification techniques for the description of reactive components.

The paper is divided into a more theoretical and a more practical part. In the theoretical
part we introduce and discuss the mathematical foundations. In the more practical part we
give examples of component specifications and specification styles.

In a first chapter we introduce our mathematical basis. Then we show how to describe
the syntactic interfaces and the dynamic behaviors of interactive systems. We treat
composition operators. Finally, we briefly demonstrate different specification styles by some
examples.
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2. Streams
In this section we introduce the basic mathematical concepts for the description of systems by
functional techniques. We define the set of streams over a given set of messages. We
introduce a number of functions on this set. Finally we define the notation of stream
processing function.

In the following we concentrate on interactive systems that communicate asynchronously
through channels. We use streams to denote histories of communications on channels. Given
a set M of messages a stream over the set M is a finite or infinite sequence of elements from
M. By  M* we denote the finite sequences over the set M. The set M* includes the empty
sequence that we denote by ‹›.

By the set M∞ we denote the infinite sequences over the set M. The set M∞ can be
understood to be represented by the total mappings from the natural numbers N into M. We
denote the set of all streams over the set M by Mω. Formally we have

Mω =def M
* ∪ Μ∞ .

We introduce a number of functions on streams that are useful in system descriptions.
A classical operation on streams is the concatenation of two streams that we denote by

the infix operator ˆ. The concatenation is a function that takes two streams (say s and t) and
produces a stream sˆt as result starting with the elements in s and continuing with those in the
stream t. Formally the concatenation has the following functionality:

.ˆ. : Mω × Mω → Mω

If a stream s is infinite, then concatenating s with a stream t yields the stream s again:

s ∈ Μ∞ ⇒ sˆt = s

Concatenation is associative and has the empty stream ‹› as its neutral element:

rˆ(sˆt) = (rˆs)ˆt, ‹›ˆs = s = sˆ‹›,

For a message m ∈ M we denote by ‹m› the one element stream. For keeping our notation
simple we extend concatenation also to elements from the set M (treating them like one
element sequences) and to tuples of streams (by concatenating the streams in the tuples
elementwise).

On the set Mω of streams we define a prefix ordering Æ. We write s Æ t for streams s and
t to express that the stream s is a prefix of the stream t. Formally we have for streams s and t:

s Æ t   iff   ∃ r ∈ Mω: sˆr = t.

The prefix ordering defines a partial ordering on the set Mω of streams. If s Æ t holds, then
we also say that the stream s is an approximation of the stream t. The set of streams ordered
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by Æ is complete in the sense that every directed set S ⊆ Mω of streams has a least upper
bound denoted by — S. A nonempty subset S of a partially ordered set is called directed, if

∀ x, y ∈ S: ∃ z ∈ S: x Æ z ∧ y Æ z .

By least upper bounds of directed sets of finite streams we may describe infinite streams. A
stream processing function is a function

f: Mω → Mω

that is prefix monotonic and continuous. The function f is called prefix monotonic, if for all
streams s and t we have:

s Æ t  ⇒ f.s Æ f.t .

For better readability we often write f.x instead of the more common notation f(x) for
function application. Infinite streams are also of interest as (and can also be described by)
fixpoints of prefix monotonic functions. The streams associated with feedback loops in
interactive systems correspond to such fixpoints.

The function f on streams is called continuous, if for all directed sets S ⊆ Mω of streams
we have

— {f.s: s ∈ S} = f. — S .

By — S we denote the least upper bound of a set. If a function is continuous, then we can
already predict its results for infinite input from its results on all finite approximations of the
input.

By ⊥ we denote the pseudo element that represents the result of diverging computations.
We write Μ⊥ for M ∪ {⊥}. Here we assume that ⊥ is not an element of the set M. On the set
Μ⊥ we define also a simple partial ordering by:

x Æ y iff x = y ∨ x = ⊥

We use the following functions on streams

ft: Mω → Μ⊥,

rt: Mω → Mω.

We define their properties as follows: the function ft selects the first element of a stream, if
the stream is not empty. The function rt deletes the first element of a stream, if the stream is
not empty. We can express the properties of the functions by the following equations (let m
∈ M, s ∈ Mω):

ft.‹› = ⊥, rt.‹› = ‹›, ft(mˆs) = m, rt(mˆs) = s.
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All the introduced concepts and functions for streams such as the prefix ordering and the
concatenation carry over to tuples of streams and functions on streams or tuples of streams by
applying them pointwise.

By #x we denote the length of a stream. This is a natural number for finite streams.
Infinite streams have infinite length.

Given a set S ⊆ M and a stream x ∈ Mω we denote by S©x the substream of x
consisting of the elements in S.

We denote the function space of (n,m)-ary stream processing functions by:

[(Mω)n → (Mω)m]

The operations ft and rt are prefix monotonic and continuous, whereas concatenation ˆ as
defined above is prefix monotonic and continuous only in its second argument.

3. Asynchronous Interactive Components
In this section we outline a domain theoretic approach to the modeling of the black box
behavior of nondeterministic reactive systems. We use the fundamental observation that the
concept of approximation chains as it appears in fixpoint computations is a central mean for
modeling computations.

3.1 Parallel and Sequential Interfaces
In theoretical computer science there is a long dispute whether explicit concurrency
(sometimes even called "true" concurrency) is necessary or at least helpful when treating
interactive, distributed systems. This issue is mainly discussed on the grounds of an
operational semantics of a closed system. The discussion has led to a controversy between
the proponents of the so-called interleaving semantics and the so-called "true" concurrency
semantics. However, there was not much discussion, so far, how these issues are reflected in
modular system descriptions. In this section we briefly discuss sequential interfaces in
contrast to parallel (or concurrent) interfaces. Let us start with a basic informal definition.

An interactive (or reactive) system is an information processing object that interacts with
its environment by sending or receiving messages. Its syntactic interface is defined by its set
of input and output channels and by the sort of the messages it may send or receive on its
channels. Its semantic interface that we also call its black box behavior is defined by the
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causal relationship between the messages that it receives or sends. We call every instance of
the sending or receiving of a message an event.

For a reactive component we call its interface sequential, if it can only process one event
at a time. As a consequence, in every behavior of a sequential component there is a linear
order for the execution of its events. Moreover, its output events may of course depend on
the specific linear order of its input events.

A typical example of a component with a sequential interface is a deterministic state
machine with the set of input messages I, the set of output messages O and a set of states S .
The dynamic behavior of the state machine can be described by a transition function:

δ: S × Ι → S × Ο

With such a state machine we can associate traces with a straightforward linear order of
events. Here we assume that every element in the trace taken from the set I or the set O stands
for one event of sending and receiving messages. The behavior of a state machine can be
easily represented by stream processing functions associated with its states

f: S → (Ιω → Οω)

The function f is specified by the following equation (for input messages i ∈ I, input streams
x ∈ Iω, states σ ∈ S, output messages o ∈ Ο):

(f.σ).‹› = ‹›

(f.σ) (i & x) = o & (f.σ').x where (σ', o) = δ(σ, i)

Since our state machine has such a simple "ping pong" behavior we immediately obtain the
following equation (for every state σ and every input stream x):

#x = #(f.σ).x

The equation expresses the obvious fact that for every input message exactly one output
message is generated.

A state machine nevertheless shows a kind of "parallel" behavior since input and output
are processed in one step although we may assume that the output occurs only after the input
has been received. A strictly sequential view is obtained by state transition systems defined
by transition relations (cf [Lynch, Stark 89])

R ⊆ S × (I ∪ Ο) × S

where for simplicity we assume that the sets of input messages I and output messages O are
disjoint.

A transition step represented by (σ, a, σ') ∈ R may either be an input or an output step.
We obtain a strictly sequential order for each of the steps (each event) in a computation. We
maintain the character of input steps and assume that input events are completely determined
by the environment of the system. Therefore we assume that all input transitions can be
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executed in every state without any restrictions. We call this the principle of input
enabledness. It is formally expressed by the following proposition:

∀ σ ∈ S, a ∈ I: ∃ σ' ∈ S: (σ, a, σ') ∈ R

Stream processing functions with one input stream and one output stream model reactive
systems with sequential interfaces such as given by state machines with input, output and an
initial state.

For a component with a concurrent interface several input and output events may take
place concurrently. We can model a component with n input channels and m output channels
by a stream processing function

f: (Mω)n → (Mω)m

A graphical representation of f is given in Fig. 1.
This model of component behavior works well for a large variety of specifications.

However, for certain components we run into difficulties that are caused by the following
fact: according to the monotonicity assumption the relative order of the messages on different
input channels cannot be used to determine the result of the function. We demonstrate this by
the following basic example.

f

... 

... 

n

m

Fig. 1 Graphical representation of a component with n input and m output channels

Example (Independence of the output of the relative order of input on different channels):
Let

n = 2

hold and assume that x, x1, x2 are pairs of streams where

x1 Æ x ∧ x2 Æ x

holds and where the pair x1 contains an additional message in its first component while x2

contains an additional message in its second component. Monotonicity implies the validity of
the following formula:

f(x1) Æ f(x) ∧ f(x2) Æ f(x)
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So the result of the function f on input history x cannot depend on the fact that the message
on channel 1 comes first or that the message on channel 2 comes first. Such differences in the
timing of messages cannot even be expressed for pairs of streams x. In other words,
messages on the different channels may be received in parallel.

Allowing that messages arrive in parallel on different channels has the consequence that
we cannot observe a relative order between these messages. Thus the behavior of a
component cannot depend on this relative ordering. The function f models a nonsequential
interface for components with a number of input channels n > 1. Ÿ

Recall that monotonicity models the causality between input and output histories.
Unfortunately, the interface modeled by prefix monotonic stream processing functions is

so highly parallel that we cannot represent any relative order of messages on different input
channels and therefore cannot use it to determine the result.

For specific components we need to have information about the relative order of input
messages on its different input channels. A simple solution to this problem reads as follows:
we consider streams

z ∈ (M*)ω

instead of streams x ∈ Mω. We understand the stream z as a representation of a
communication history of a channel in a time frame formed by an infinite sequence of time
intervals. The kth entry in the stream represents the sequence of messages that are
communicated along the channel in the time interval k.

If we model the behavior of a component by a function

g: ((Mn)*)ω → ((Μm)*)ω

mapping streams of tuples of finite sequences onto streams of tuples of finite sequences then
we obtain a function representing the behavior of a parallel interface which allows
nevertheless to speak about the relative order of messages on different input or output
channels. A stream

x ∈ ((M∗)n)ω where x = x1 & x2 & x3  ...

with xi ∈ (M*)n can be understood as the representation of an input history given in some
discrete time frame. The tuple xi of sequences of messages represents the sequences of
messages received on the channels in parallel in the time interval i.

3.2 Theoretical Foundation: Approximation Chains
A complete communication history for n channels is given by an infinite stream which is an
element of the set
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((M*)n)∞.

We can understand every stream in this set as an infinite sequence of tuples of sequences of
messages. The tuple represents the sequences of messages received on the individual
channels during the time interval i.

Note that the sets ((M*)n)∞ and ((M*)∞)n are isomorphic. This allows us to construct an
input history for the n channels from the input histories for each of the n channels a.

In the following we give a theoretical foundation for stream processing functions
operating on streams from (M*)∞. However, to keep the theory as abstract as possible we
represent (M*)∞ by chains of streams from Mω.

In domain and fixpoint theory we model the stepwise progress in computations of the
output of a component by the concept of approximation. The basic idea is that during a
computation step by step more information about the output of the component is generated. A
partial order Æ is used to express for the partial (information about the) output x and y by x Æ
y that the output y gives more (or at least as much) information about the output of the
computation as x does and that the information of x is consistent with the perhaps more
specific information of y.

We call the partially ordered set (D, Æ) an algebraic domain, if there is a subset Dfin ⊆ D
containing the "finite" elements of D such that every element x ∈ D is the least upper bound
of a directed set S ⊆ Dfin.

An element e ∈ D is called finite if for every directed set S ⊆ D we have

e Æ — S  ⇒  ∃ d ∈ S:  e Æ d

In the case of the streams the finite elements are exactly the finite sequences.
Let (D, Æ) be an algebraic domain with approximation ordering Æ and the set Dfin ⊆ D its

set of finite elements. Any mapping

x: N → Dfin

with

xi Æ xi+1

is called an approximating chain for the possibly infinite element —x ∈ D, where

— x = — {xi ∈ Dfin: i ∈ N}

Such a chain represents an infinite stepwise approximation of the element — x ∈ D by finite
elements. Such approximation chains clearly are closely related to computations and in
particular to the timing of a computation.

By a chain we represent a computation of the element — x that has computed the partial
output represented by xi until time point i.

We denote the set of chains of finite elements from the set D by
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C(D)

Of course there exists a surjective mapping from the set C(D) of chains over the domain D to
the set D that maps every chain x ∈ C(D) to its least upper bound — x.

For streams Mω and tuples of streams (Mω)n the set of finite elements is given by M* and
(M*)n respective. Every chain

x ∈ C((Mω)n)

represents also a stream

y ∈ ((M*)n)∞

by the following definition which defines for given finite stream xi the stream yi uniquely.

x0 = y1

xi+1 = xiˆyi

Obviously we can also always represent a chain in C((Mω)n) by a stream ((M*)n)∞.
This shows that the sets C((Mω)n) and ((M*)n)∞ are isomorphic. We prefer to work with

C((Mω)n) instead of ((M*)n)∞ in this section, since the concept of a chain is more general and
therefore we can apply our construction for arbitrary domains.

We can understand a chain x of tuples of finite streams as a collection of observations
about a system at time points t0 < t1 < t2 < ... . We do not use a specific concrete physical
time such as seconds or microseconds, but quite abstractly just assume that the elements of
the tuple xk represent the streams of observed messages up to time point tk. In analogy, we
interpret chains of input or output elements as observations about communication histories up
to certain time points tk.

Given a chain x ∈ C(D) we write x|i to denote the sequence of the first i elements of the
chain x.

A function

F: C(D1) → ℘(C(D2))

mapping chains onto sets of chains is called a behavior, if the first i elements (more precisely
the messages received till timepoint i) of the input chain determine the first i elements in the
output chain. In mathematical terms, for all i ∈ N we require:

x|i = z|i ⇒ {y|i: y ∈ F(x)} = {y|i: y ∈ F(z)}

The definition expresses that for a behavior the output history till time point i is determined
exclusively by the input history till time point i.

A behaviour is called time guarded, if the first i elements in the input chain determine the
first i+1 elements in the output chain. Time guardedness is equivalent to a delay property of a
component.
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We call a set-valued function

F: C(D1) → ℘(C(D2))

limit closed, if for every chain x ∈ C(D1) and every chain y ∈ C(D2) we have

(∀ k ∈ N: ∃ z ∈ F(x): y|k = z|k) ⇒ y ∈ F(x)

We assume that every behavior function F is the union of a set of limit closed behaviors.
We call a component with the behavior F timing independent, if

— x = — z ⇒ {— y: y ∈ F(x)} = {— y: y ∈ F(z)}

We call a behavior F consistent, if it has at least one possible output history for every input
history. Mathematically expressed, if for all input histories x ∈ C(D1)

F.x ≠ Ø

We use the set C(D) to model the behavior of system components by set-valued functions

F: C(D1) → ℘(C(D2))

that are behaviors and associate with every approximation of an input element in  D1 a set of
approximations for the possible output histories of the component.

Example (The arbiter): An arbiter is a component that receives elements form a message set
M. It reproduces all its input elements as output, but adds to its output stream an infinite
number of clock signals that we can interpret as time out signals. Given a set of data elements
M and the element √ called a clock signal we specify the function

arb: C(Mω) → ℘(C((M ∪ {√})ω))\{∅}

by the following formulas

y ∈ arb(x) ⇒ — x = M©(— y) ∧ #{√}©(— y) = ∞

The specification is consistent, since there exists a behavior function that fulfills this
specification. For instance, we may define for a chain x = {xi ∈ Dfin: i ∈ N} the function arb
by

arb(x) = {y ∈ C((M ∪ {√})ω): y0 = ‹› ∧
∀ i ∈ N: M©yi+1 = xi ∧
M©(— x) = M©(— y) ∧ #{√}©(— y) = ∞ }

There is an essential difference between time and clock signals in our approach. We consider
the timing as a physical frame modeled by the intervals of the streams while clock signals are
technical means to synchronize behaviors. Ÿ
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The output of functions on approximation chains x may depend, such as the output of I/O-
machines, on the particular information how the input streams — x are approximated by the
chain x (which can be used to model its "timing") and thus on the approximation granularity
of the input and not only on the least upper bound — x. Under certain conditions we can,
however, obtain a more abstract view of such functions that work on elements of D rather
than on elements of C(D) when we abstract away the information given by the
approximation.

4.2 Abstractions from Functions on Approximations
In this section we describe properties of functions on approximations that allow to abstract
from set-valued functions on approximation chains to functions on the approximated
elements. We start by introducing a number of notions and definitions that are useful for
reaching our goal.

The construction of appropriate abstractions is an important requisite for the treatment of
complex systems. Here abstraction means the elimination of (unimportant) details. We begin
with the introduction of a number of definitions that define a relationship between behaviors
and stream processing functions.

A function

f: C(D1) → C(D2)

is called a descendant of a function

F: C(D1) → ℘(C(D2))

if for all chains x ∈ C(D1) we have

f(x) ∈ F(x).

For a timing independent function

F: C(D1) → ℘(C(D2))

which by definition has the property

— x = — z ⇒ {— y: y ∈ F(x)} = {— y: y ∈ F(z)}

we may construct an abstraction of the timing aspects contained in the behavior F by
functions on D1 as follows. Given a set valued F function

F : C(D1) → ℘(C(D2))

we call a continuous function
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f: D1 → D2

a weak abstraction of the behavior F and we write

f abs F

if for all input elements x ∈ D1 we have:

∃ z ∈ C(D1): x = — z ∧ ∃ y ∈ F(z): ∀ i ∈ N: f(zi) Æ yi

A weak abstraction f is partially correct for the behavior F. In other words, f is correct with
respect to the safety properties of F, but not necessarily with respect to the liveness properties
of F.

We call the function f a weak abstraction, since it guarantees only output consistent with
output contained in F, but it might not produce any output at all. If in addition f(zi) = yi holds
in the formula above, we call the function f a strong abstraction. We then write

f abs+ F.

Weak abstractions always exist. Strong abstractions do not always exist according to the
monotonicity requirement for the function f.

Example (Behavior without strong abstractions): The arbiter of the example above does not
have strong abstractions. According to the specification of the arbiter for a weak abstraction f
of the arbiter specification we assume

M©f.x Æ x

For a strong abstraction we, in addition we require

#{√}©f.x = ∞

So we may conclude

f.‹› = √∞

∃ k: f.‹m› = √k ˆ ‹m› ˆ √∞

There does not exist a monotonic function that fulfills these equations, since

‹› Æ ‹m›

and therefore

f.‹› Æ f.‹m›

is required which does not hold for the function specified above. Ÿ

We call a behavior function a strongly time independent, if its behavior can be described by
its set of strong abstractions. In mathematical terms, then we have
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F(x) = {y ∈ C(D2): ∃ f: — y = f(— x) ∧ f abs+ F}

As we have seen already, not all behaviors have strong abstractions. This is not surprising,
since we cannot expect strong abstractions for strongly time dependent specifications.
However, for a subclass of the time dependent specifications we can find abstractions by so-
called input choice specifications (for a detailed description see [Broy 93]).

An input choice specification for a component with input domain D1 and an output
domain D2 is a relation

R: [D1 → D2] × D1 → B

R is called abstract specification of a behavior F, if the following formula is valid

R(f, x) ≡ f abs F ∧ ∃ z ∈ C(D1): x = — z ∧ ∃ y ∈ F(z): ∀ i ∈ N: f(zi) = yi

The proposition R(f, x) expresses that f fulfills the safety properties required by F and for
input x also the liveness properties of F. In general, the predicate R cannot characterize the
behavior of F. But for time independent behavior R characterizes F. So R can be seen as a
description of F in a model without time.

Theorem: Every time independent behavior can be defined by an input choice specification.

Proof: Given a time independent behavior

F: C(D1) → ℘(C(D2))

We define an input choice specification

R: [D1 → D2] × D1 → B

by the definition

R(f, x) ≡ f abs F ∧ ∀ z ∈ C(D1): x = — z ⇒ f.x ∈ {— y: y ∈ F.z}

We define a behavior F' based on R by

F'(z) = {y ∈ C(D2): ∃ f: R(f, — z) ∧ — y = f(— z)}

By the definition of R and the time independence of F we obtain F = F'. Ÿ

We can use the input choice specification R of F as a representation or a specification of F at a
more abstract level.
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5. Composition Operators
When modeling systems and system components the composition of larger systems from
smaller ones is a basic structuring technique. We consider only three basic composition
operators, namely sequential composition, parallel composition and feedback.

As well known these three composition operators suffice to formulate all kinds of
networks of reactive information processing components, provided we have simple
components available for permuting and copying input and output lines.

5.1 Parallel Composition
To define parallel composition we first introduce an operation that allows to form a chain of
tuples (of streams) out of two chains of tuples (of streams). Let D1 and D2 be domains.
Given two chains of streams

x ∈ C(D1), y ∈ C(D2)

we construct a chain

x⊕y ∈ C(D1 × D2)

by elementwise composition as follows:

(x⊕y).i = x.i ⊕ y.i

where x.i ⊕ y.i is the tuple obtained by concatenating the tuples x.i and y.i.

 

F

... 

... 

F

... 

... 

1 2

Fig. 2 Parallel composition

Given two behaviors

F1 : C(D1,1) → ℘(C(D2,1))

F2 : C(D1,2) → ℘(C(D2,2))

we define the parallel composition
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F1||F2 : C(D1,1 × D1,2)→ ℘(C(D2,1 × D2,2))

by the behavior defined by the following formula (let x1 ∈ C(D1,1), x2 ∈ C(D1,2)):

(F1||F2) (x1⊕x2) = {y1⊕y2 : y1∈ F1(x1) ∧ y2 ∈ F2(x2)}

It is a straightforward proof to show that the parallel composition F1çF2 leads to a behavior
provided F1 and F2 are behaviors.

F

... 

F

... 

... 

1

2

Fig. 3 Sequential composition

5.2 Sequential Composition
Sequential composition is simple to define by functional composition. Give two behaviors

F1: C(D0) → ℘(C(D1))

F2: C(D1) → ℘(C(D2))

we define the sequential composition

(F1 ; F2) : C(D0) → ℘(C(D2))

by

(F1 ; F2).x = {y : ∃ z : z ∈ F1(x) ∧ y ∈ F2(z)}

Again it is a straightforward proof to show that the sequential composition (F1 ; F2) is a
behavior provided F1 and F2 are behaviors.
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5.3 Feedback Operator
Given a behavior

F: C(D1 × D0) →℘(C(D2 × D0))

we define the behavior

µF: C(D1) →℘(C(D2))

by the equation

(µF).x = {(z, y) ∈ D2 × D0: (z, y) ∈ F(x, y)}.

Again it is a straightforward proof to show that the feedback µF is a time guarded behavior
provided F is a time guarded behavior.

Theorem: A time guarded consistent behavior

F: C(D) →℘(C(D))

has a (least) fixpoint c ∈ F(c).

F

... ... 

... 
... 

Fig. 4 Feedback operator

Proof: Define the elements zi ∈ D by

z0 = ⊥

and

zi+1 ∈ {yi+1: ∃ x ∈ C(D): y ∈ F.x ∧ ∀ j: j ≤ i ⇒ xj = zj}

The elements zi form a chain z. Furthermore for this chain z we have

z ∈ F(z)

since F is limit closed. So z is a fixed point. Ÿ

If a behaviour F is time independent, then µF is time independent. If F is strongly time
independent, then µF is strongly time independent.
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6. Specifications
The model introduced above is very powerful. It supports the specification of reactive
systems with and without timing aspects. Many small case studies have shown the power and
flexibility of the specification, development and verification methods based on this model.
However, writing such specifications is a difficult task. From the mathematical and logical
basis it is a long way to a applicable specification method that can be used by an engineer. In
the following section we demonstrate how a more practical specification method can be based
on the model introduced so far.

We introduce a number of specification techniques for the description of reactive
components. As we have demonstrated above we can specify systems with a parallel interface
and a possibly time dependent behavior by mathematical formulas describing functions on
chains of tuples of streams that yield sets of chains of tuples of streams. However, for many
applications it is more appropriate to use more specific and better readable specification
techniques. We demonstrate such specification techniques in the following by a number of
simple examples.

6.1 Relations Between Input and Output Histories
For practical purposes one might be interested in a more formalized syntax. It is not difficult
to provide a logic based syntax for our formalism. A simple form of such a syntax could be
predicate logic to specify the relation between the input and output histories.

We have already seen a simple relational specifications (the arbiter). We give an
additional example that illustrates the important concept of an interrupt.

Many concepts in systems programming, in process control, and in telecommunication
show a behavior of the following type: do something until a certain event happens. For
message passing components we can express this often as: send (or receive) messages until a
particular message is received. Such a behavior corresponds to what we call an interrupt. A
typical example is the sender in a protocol of the type of the alternating bit protocol or many
other similar communication protocols.

Example (Sender protocol): We consider a component with the behavior

SP: C(Mω × Aω) → ℘(Mω)

where M is a set of messages and A = {ack}. We define the sender protocol SP by the
following formula
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y ∈ SP(x, z) ≡ ∃ r ∈ Nω: #r = #— z ∧ — y = do(— x, rˆ‹∞›)

where

do: Mω × (N ∪ {∞})ω → Mω

with (let m ∈ M, n ∈ N, x ∈ Mω, r ∈ (N ∪ {∞})ω):

do(‹m›ˆx, nˆr) = mnˆdo(x, r). Ÿ

We can understand many of our example problems given so far as instances of such an
interrupt behavior:

(1) Fair nonstrict merge: process messages from the left input line until a message arrives
on the right input line.

(2) Arbiter: Send signals √ until a message arrives on the input line.

Interrupt behavior is a very typical and important behavior when dealing with reactive
systems. Of course, we have given very abstract specifications of interrupts. More specific
interrupt specifications may take the timing into consideration, too, and model behaviors that
react "immediately" (more precisely, within a certain amount of time) for any interrupt.

6.2 State Transition Specifications
In a state transition specification we specify the behavior of a component by a state transition
system with input and output. In a state transition specification we use a set of states as an
auxiliary structure.

For a state transition specification we introduce a set of states. In the example of the
arbiter we may choose as states the messages received but not sent so far.

We can choose any appropriate set as the set of states. Let State be the set of states. We
define a relation:

R: State × D1* → ℘(State × D2*)

and an initial state set State0. We can define this relation in many ways using logic, tables or
just plain mathematics. We then define a behavior

F: C(D1ω) →℘(C(D2ω))

as follows: we define that a history y is a possible result of the behavior F applied to the input
history x, in mathematical terms

y ∈ F(x),
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if and only if there exists a sequence of states σi that form a computation for the relation R.
The sequence of states σi that forms a computation if for every i ∈ N there exists a state
transition from state σi to σi+1 such that the input and output of this transition define the
messages that have to be added to xi and yi to obtain xi+1 and yi+1. Formally we have

∃ a, b: xi+1 = xiˆ‹a› ∧ yi+1 = yiˆ‹b› ∧ (σi+1, b) ∈ R(σi, a)

and σ0 is in the set of initial states State0:

σ0 ∈ State0.

This way a state machine defines a function on chains (of tuples) of streams.

Example (Locked Access to Data): A component that guarantees locked access to a number
of memory cells can be specified as follows. We use the following sets:

Data data values to be read or written,

Key identifier for the memory cells,

Id identifier for the processes that access the memory cells.

We define the state set as follows

State: Key → Data × (Id ∪ {nil})

For a state σ and a key k the value (σ.k).2 ∈ Id indicates for which process the key k is
locked. The special value nil (where we assume nil ∉ Id) expresses that the key is not locked
for a process. We use the following set In of input messages.

In = {Lock(k, i): k ∈ Key ∧ i ∈ Id} ∪

{Read(k, i): k ∈ Key ∧ i ∈ Id} ∪

{Write(k, i, d): k ∈ Key ∧ i ∈ Id ∧ d ∈ Data} ∪

{Unlock(k, i): k ∈ Key ∧ i ∈ Id}

and the following set Out of output messages.

Out ={Ack(x): x ∈ In\Re} ∪

{Fail(x): x ∈ In} ∪

{Ack(x, v): x ∈ Re ∧ v ∈ Data}

Where Re is the set of messages in the set of input messages In labeled with a read.
Now we define the transition relation R by the following proposition:
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(σ', o) ∈ R(σ, x) ≡

(x = Lock(k, i) ∧ ((o = Ack(x) ∧ σ(k).2 = nil ∧ σ'= σ[i/k.2]) ∨

(o = Fail(x) ∧ σ(k).2 ≠ nil ∧ σ'= σ)) ∨

(x = Write(k, i, d) ∧ ((o = Ack(x) ∧ σ(k).2 = i ∧ σ'= σ[d/k.1]) ∨

(o = Fail(x) ∧ σ(k).2 ≠ i ∧ σ'= σ)) ∨

(x = Read(k, i) ∧ ((o = Ack(x, σ(k).1) ∧ σ(k).2 = k ∧ σ'= σ) ∨

(o = Fail(x) ∧ σ(k).2 ≠ i ∧ σ'= σ)) ∨

(x = Unlock(k, i) ∧ ((o = Ack(x) ∧ σ(k).2 = i ∧ σ'= σ[nil/k.2]) ∨

(o = Fail(x) ∧ σ(k).2 ≠ i ∧ σ'= σ))

Here we write

σ[i/k.2]

and

σ[d/k.1]

to denote the update of the second or first respective component of σ(k) by the vakue d.
For such a problem a state-oriented description seems much more appropriate than one in

terms of pure history relations. By the relation R we describe the behavior of a locked access
component we call LAC. Ÿ

State based specifications often are helpful to express the data dependencies between
messages in a more suggestive if the state space is chosen carefully.

6.3 Relational Specifications
In a relational specification we specify a component by a formula referring to the input and
output streams written in first order predicate logic.

A relational specification of a weakly time dependent specification can also be given by a
relation

R ⊆ D1 × D2

The relation R defines a function

F: C(D1) →℘(C(D2))
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by the following formula

F(x) = {y : (— x, — y) ∈ R}

In addition we can indicate that the relation is time independent.

Example (Fair Merge): We define the relation R by the formula

((x1, x2), y) ∈ R ⇔ ∃ b ∈ B∞: x1 = sched(y, b) ∧ x2 = sched(y, ¬*b)

where the function sched is defined by the following formula

sched(x, b) = if ft.b then ft.x & sched(rt.x, rt.b)

else sched(rt.x, rt.b)

f i

¬*b = ¬ft.b & ¬*rt.b Ÿ

We give a second example of a time independent component.

Example (Delayed Permutation Component): A behavior that we can observe in many
examples of the type of remote procedure control mechanisms are delayed permutation
function. Given a set M a behavior

DPC: C(Mω) → ℘(C(Mω))

is called a delayed permutation component provided DPC fulfills the following specification:

y ∈ DPC(x) ≡ ∀ m ∈ M: {m}©— y = {m}©— x

A delayed permutation accepts messages from the set M as input and reproduces them as
output after a while. DPC produces only messages as output that have been received as input
(safety). All messages are delayed only for a finite amount of time and then produced as
output (liveness). It is one of the advantages of the presented specification method that an
artificial separation of properties into safety and liveness properties is not required, but
possible, if wanted. We can combine the component LAC with the delayed permutation
component by

DPC ; LAC ; DPC

This component may rearrange the order of its input messages and the order of its output
messages. Ÿ

All the specification techniques we have available for defining relational specifications can
this way be used for defining behavior functions.
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6.4 Pragmatic Specification Techniques
In principle we can write specifications by predicates that characterize set valued functions
that we call behaviors. However, such specifications are hardly readable by software
engineers that are not familiar with predicate logic and the foundations of fixpoint theory. For
them it is certainly helpful if more pragmatic specification techniques are available.

Useful pragmatic specification techniques, that are familiar to engineers, may be
graphics, tables and diagrams.

Example (Table of a relation): For the example given in section 6.2 a table is more readable
than the rather lenghty logical formula. In the following tabele every line corresponds to a
formula.

(σ', o) ∈ R(σ, x) ≡ (x = ... ∧ σ(k).2 ... ⇒ o = ... ∧ σ' = ... ) ∧ ...
x = σ(k).2 o = σ '

Lock(k, i) = nil Ack(x) σ[i/k.2]
≠ nil Fail(x) σ

Write(k, i, d) = i Ack(x) σ[d/k.1]
≠ i Fail(x) σ

Read(k, i) = i Ack(x, σ(k).1) σ
≠ i Fail(x) σ

Unlock(k, i) = i Ack(x) σ[nil/k.2]
≠ i Fail(x) σ

Ÿ

Of course we can use tables both for describing relations and for describing state machines.
This way we obtain more practical techniques both for relational and for state oriented
specifications.

The semantic model of a reactive system may be difficult to handle for a systems
engineer, since it is tuned too much towards mathematics. Nevertheless, we may give rather
intuitive explanations for our model. Furthermore we can give more syntactic sugar for the
specification of a component. We shortly outline (without going into a concrete syntax) how
such a specification technique might look like.

We describe a component by introducing identifiers for each of its input or output
channels and a sort for the messages of its identifiers. The sorts of the messages can be
defined by any appropriate specification mechanism for describing data types.

Then the relation between the input and the output streams is described. For doing so for
an input or output stream x we can refer by x.t (where t ∈ N) to the input or output produced
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up to time point t. By x[t1 : t2] we refer to the input or output in the time interval [t1 : t2]. We
write x[t] instead of x[t : t]. Both x.t and x[t1 : t2] are always finite sequences.

If appropriate we may introduce a local state in a component to write a state-based
specification.

7. Conclusions
The specification of interactive system has to be done in a time/space frame. A specification
should indicate which events (communication actions) can take place where, when and how
they are causally related. Such specification techniques are an important prerequisite for the
development of safety critical systems.

Modeling information processing systems appropriately is basically a matter of choosing
the adequate abstractions in terms of the corresponding mathematical models. Giving
operational models that contain all the technical computational details of interactive
nondeterministic computations is relatively simple. However, for system engineering
purposes operational models are not very helpful. Only, if we manage to find good
abstractions is it possible reach a tractable basis for system specifications.

Abstraction means forgetting information. Of course, we may forget only information
that is not needed. Which information is needed does not only depend upon the explicit
concept of observation, but also upon the considered forms of the composition of systems.

Finding appropriate abstractions for operational models of distributed systems is a
difficult but nevertheless important task. Good abstract nonoperational models are the basis
of a discipline of system development.
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