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Abstract

Aspects are widely accepted as properties that cross-cut several com-
ponents in a subsystem. Aspect Oriented Software Development (AOSD)
is a challenging field of research. On the one hand, the main problems
have been defined and addressed; on the other hand, these problems and
their solutions have brought new ones. Since a few years there are mainly
two linguistic approaches for aspectual programming languages, namely
AspectJ and Compose*. Proposals towards the modeling of aspects, have
also been outlined, as well as methods for aspect identification at the
requirements stage. Tools for aspect mining in code have also been devel-
oped. The efforts of several research groups come together and provide
an interesting framework which we believe is aimed at improving current
software development approaches and build over the Object Oriented Par-
adigm. It is nevertheless necessary to precise our understanding of the
subject matter of research, the so called aspects, and provide for a clear
definition, a syntax and semantics. This paper proposes a basic still pre-
cise definition of aspect and outlines an approach to provide aspects with
a syntactical and semantic corpus.

1 Introduction

For many serious computer scientists the name AOSD or Aspect Oriented Pro-
gramming (AOP) is still obscure and the concept of aspect ambiguous, to say
the least. A number of problems in software engineering have been correctly
addressed by Object Oriented Programming (OOP). Basically, OOP manages
to handle complexity by providing a useful and very clear concept for program-
ming. Together with it a series of methodologies for software engineering have
been developed. It is out of the scope of this work to praise the OOP, it is also
needless, but to draw attention to its enhancement.
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The author believes that the enhancement of the OOP lies in comprehend-
ing its inherent limitations. The class abstraction, understood as a a collection
of types of encapsulated instance variables and types of methods, helps encap-
sulating closely related behavior. Nevertheless, while doing so, it restricts the
possibility of translating a number of concerns, a problem which a program tries
to solve (synchronization policies, security, among others), into the class pro-
gramming abstraction without leaving the concern dispersed in several classes.
The cons of Object Oriented Programming (OOP) in relation to composition
and concern separation have been identified as in [BAT01, Aks96]. In this work,
we would like to add the understanding that such limitations stem not from
the technical difficulties related to the OOP, given that it is a rather mature
technology, but from the abstraction itself.

Let us explore the limitations of the OOP and the reasons to consider AOP as
an extension to it. Object oriented techniques decompose software into modules,
in this case classes, because the unit of modularity in OOP languages is the class.
Some desired behavior might be common to different classes and therefore ends
up spread among several classes. Systemic concerns or concerns that relate to
a group of classes, such as security concerns, cannot be encapsulated in a single
unit and therefore surface disperse across several classes.

The role of programming languages in shaping the abstractions by which
software designers and programmers aprehend and organize software can not be
underestimated. This applies for requirements engineering as well. The abstrac-
tions that ultimately shape a software are heavily influenced by the underlying
implementation paradigm, like the prevalecent class/object concept.

In this evolutionary trend we find more and more conceptual tools, just like
objects in OOP provide an abstraction for elements in the real world. Evolv-
ing together with the programming languages we find software development
methodologies.

Nevertheless, the object abstraction along with the composition mechanisms
provided in the OOP entail limitations. These limitations have already been dis-
cussed in [Aks96] and more in depth by S. Clarke in [Cla01]. S. Clarke clearly
demonstrates that the units of modularisation in the OOP are structurally dif-
ferent from the units of modularisation of requirements specification. This is
the source of aspects.

2 A definition of aspect

2.1 Current definitions

It is commonly accepted that aspects are ”concerns that cut across other con-
cerns”. According to the early definitions of aspects, two concerns crosscut if the
methods related to such concerns intersect [EFB01]. Therefore being responsi-
ble for producing tangled representations that are difficult to understand and
maintain [ARA02]. This crosscutting is relative to a particular decomposition
[AKLO01]. A concern is any area of interest in a software system. We should
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also consider the meaning of the word aspect in order to shape the concept
correctly and use the right name. The word aspect has the following meaning:

The particular angle from which something is considered. i.e. Per-
spective

Moreover, the word aspect comes from the latin aspectus, from aspicere, that is,
to look at. All in all the selected definition and the etymological meaning of the
word reflect the idea of a perspective towards an artifact, in this case towards a
system. Choosing the word aspect is then consistent with conceiving a system
as composed of different parts (subsystems) or angles and allows us to separate
such subsystems as areas of interest. In short, to arrange a system in concerns.

A number of difficulties for aspect identification, either at requirements or
at other stages of software development stem from a definition of aspect that
needs to be made more complete and precise. Let us for instance consider the
proposal on early aspect identification as in [AC03]. Their approach towards
aspect identification relies on use cases, when a use case extends more than one
use case or when a use case is included by one or more viewpoints then it is
considered an aspectual use case. There are a number of difficulties associated
with aspect identification by doing so, for instance, prioritization of conflicts
that stem from different viewpoints is done by hand, and by hand is made also
the decision of what is an aspect and what is not an aspect once they identify
candidate aspects. It is nevertheless a valuable approach that gives an important
insight towards aspect identification.

Moreover, the problem of aspect identification relates to the fact that we need
to have an integral view of the problem of concern cross-cutting and consider
its context as well. As authors like [Lop04] have already outlined, the problem
AOSD solves is one of complexity in today’s software applications.

Therefore, in order to provide clarity and later on a new computational ab-
straction we introduce the following definition which builds on the one presented
in [FJ05] and the commonly accepted definition introduced at the beginning of
this section.

2.2 Definition

We define an aspect as a requirement that is partially implemented in more
than one class as illustrated in figure 1. An aspect is defined as follows:

Definition (Aspect) Given a problem space P
a solution space SOLSP =

⋃
ρ SolSp(ρ)

Let A =def {r ∈ RE | ∃ o1, o2 ∈ CL : Implementsϕ(r , o1)∧Implementsϕ(r , o2)∧
o1 �= o2}

where
Implementsϕ(r , θ) ⇔ ∀ϕ′ ⊆ ϕ.(ϕ′ |= r ⇒ θ ⊆ ϕ′)
ϕ |= r ϕ satisfies r
RE = P(SOLSP)
r ⊆ ⋃

ρ SolSp(ρ)



4

CLϕ is the set of classes in the solution space.

Please note that the link between requirements and aspects has been iden-
tified by authors like [Jac03]. B. Tekinerdogan and M. Aksit in [TA01] discuss
the concept of solution and problem domain, we refer to them here as solution
and problem spaces.

Now consider the following two examples. First, portray an example from
the literature. The problem of multiple views on a system is discussed by M.
Aksit in [BAT01] as there presented as a characteristic AOP problem that can
be solved by composition mechanisms as Compose* 1.

aspect set

Class 1 Class 2 Class 3 Class 4 Class 5

r1 r2

Class 6

r3

aspect set

Figure 1: Requirements and aspects in relation to classes

The problem can be illustrated as follows. In [Fox02] the author presents
a small E-Learning Support System (ELSS). The system is aimed at facilitat-
ing the evaluation of students in a university with online support for learning.
Students are supposed to attend a given number of hours of self-learning and
evaluate their advance with use of this system. The professors define the tests
to be applied by the system and are also interested in having an overview of
their students’ advancement.

The system, shown in figure 2 is designed for the following users: Professors
and Students. We may define two views on the system and based on it restrict
access to evaluation-related methods by identifying the user. Restricting access
based on the user is a requirement that under OOP is implemented in different
classes. We should then define views on the system, the studentView and the
profesorView. Table 1 shows the access critical methods that are assigned to
each view.

The object abstraction allows us to encapsulate the behavior related to each
of the classes. But assume we decide to modify the ELSS and add a new view

1http://trese.cs.utwente.nl/
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Table 1: Methods per View

studentView professorView

readTest() enableTest()

answQuestion() defineAnswer()

checkOwnAnsw() evaluateStudent()

answTest() groupAverage()

eraseTest()

on the system. This view could be the university exams administration office
and has the duty of enabling a given student to take an examination, as well
as a given professor of applying an test. The behavior related to this new view
can not be encapsulated in one single new class. That is what we mean by an
aspect.

As a second example, consider the same base system from figure 2. In this
case, assume the users may access the system remotely. The requirement is that
the information related to the exams shall be kept secret to third parties through
the communication channel. This can be achieved by adding an encryption
protocol to every information send from and to classes student, professor,
and exam, the example is being kept simple in order to point at the definition
of aspect and the suggested structure in section 4.

Both aspects are finally implemented cross-cutting several modularisation
units, in this case, several classes.

Based on this examples, in section 3 we may distinguish two types of aspect,
both can be considered by definition 2.2.

3 A Classification of Aspects

The two examples presented above can be considered representative of the typ-
ical aspects found in the literature, from synchronization policies, all the way
to composition aspects as multiple views, considering as well logging, security,
persistence, which are system properties involving more than one functional
component and help substantiating our definition. The reader may also refer
to [FJ05] for a reasoning on the definitions of aspect, though in that paper we
outlined a preliminary definition not considering the problem of multiple views
as explored in [BAT01].

We may classify aspects now, based on the composition problems involved
in the following two main groups:

1. Type 1 or Systemic e.g. multiple views, quality of service. Example 1

2. Type 2 or Fine Granular (FG) e.g. security, synchronization, logging.
Example 2.



Figure 2: Class Diagram E-Learning System

We call Type 1 Systemic, based on the reason that these aspects influence
the decisions shaping or modifying the architecture of a system. While type
2 aspects can be implemented at the level of the methods in the classes. The
problems related to the transformation from requirements to a systems design
and implementation are outside the scope of this work. However, we must keep
in mind that different solutions to the problems posed by aspects, cross-cutting
concerns, have been achieved. Type 2 aspects may be in some cases solved
by using Design Patterns, AspectJ, or Composition Filters, for instance. Type
1 aspects by composition mechanisms as Hyper/J or Composition Filters as
already mentioned.

The need for a new abstraction for aspects together with a theoretical frame-
work for the composition problems that these present has not been previously
solved, not at least in a comprehensive way as presented here. This paper
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therefore proposes the following abstraction for an aspect. We will define in
this paper the structure for aspects of type 2. An abstraction for aspects of
type 1 will not be defined in this paper.

4 A Structure for Aspects

Just as the Class in OOP allows us to encapsulate data and methods in one unit,
we propose to embody the relation between an aspect and the classes affected
by it as illustrated in table 2. In order to do so, we need the following elements:
an identifier, the set of classes that relate to the aspect, the methods modified
by it, and finally a function specifying the aspectual behavior that adds to the
selected base methods.

Table 2: The Aspect Abstraction

Aspect

Aspect identifier: Name

e.g. Encryption

Set of related Classes

e.g. S = {Student ,Professor ,ExamServer}

Set of concerned methods

e.g. BE = {Student .answTest ,Student .answQuestion,Professor .defineAnswer}
Mapping function f : M×M → M

f (n,m) = method n modified by method m

where m is the specification of the aspect functionality

e.g. f (Student .answTest , sendEncrypt) = Student .answTest � sendEncrypt

The first three elements need no further explanation. We refer to the aspect
identifier, the set of classes related to it, as well as the methods that the as-
pect modifies. In our structure there is neither appending of new data elements
to the set of classes, nor the possibility of deviating the flow of the program
arbitrarily. Both for preserving the principle of encapsulation and avoiding un-
desired modifications in a given software. Current approaches as AspectJ allow
for arbitrary modification of the flow of the program because of its underlying
model for implementing aspects, meaning by this the concept of Join-Point and
Advice. For a thorough analysis of the Join-point+advice model the reader may
refer to [DWL03]. We prefer to avoid the drawbacks of the above mentioned
model even at the price of its flexibility and power which, by the way, can be
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compared to the use of pointers in the ANSI C Language. In [Pri04] the author
explores the limitations of the join-point model as implemented in AspectJ, its
drawbacks are mainly the following:

– it may not contribute positively to the modularization of the program,

– it has a negative impact on coupling and readability in a program

– the use of interceptions and introductions changes a program in a non-
trivial manner and hinders its unambiguousness

Considering the above our mapping function is conceived in such a way that
the unambiguousness (clarity) of a program as well as its modularization are
preserved. Therefore, concerning the function mapping the aspectual behavior
into the set BE we have chosen to preserve the original function and modify it
as described below.

The function relating the classes given methods and the new method is based
on a service architecture approach. On the one hand, we propose to specify the
class methods and the behavior of the aspect in a formal language.

4.1 An overview of Focus

This formal language2 is based on input/output relations on sets of histories of
externally observable events. The behavior of a component is described by the
relationship between its external input and output histories, defined as streams.
It allows us to obtain a black-box view of the component in question. It also
allows us to distinguish between elementary and composite specifications. Com-
posite specifications are built from elementary specifications using constructs for
composition and network description.

The composition constructs we propose to use are mutual feedback ⊗ and
piping �. These are defined as follows:

Given two specifications S1 and S2 with disjoint lists of output identifiers:
os1 ∩ os2 = {}
We assume that the channel identifiers in
l = (iS1 ∩ oS2) ∪ (iS2 ∩ oS2)
are of the same types L in both specifications. The composition of S1 and

S2 by mutual feedback S1 ⊗ S2 is defined as follows: [[S1 ⊗ S2]] =def ∃ l ∈ L∞ :
[[S1]] ∧ [[S2]]

moreover S1 � S2 is the special case where l = oS1 = iS2 and iS1 ∩ oS2 = {}

4.2 A Black-Box view of methods and composition

We propose to model the methods in the set BE (Table 2) as well as the behavior
defined in the aspect itself as a black-box with a set of input stream channels
and output stream channels as illustrated in Figure 3.

2This section is based on [BS01]



Figure 3: Black-Box View of a Method with two parameters and a return value

The specification of the methods can be made with help of a state machine
diagram, as in the example encryption protocol specified by a state machine,
provided in [FJ05], or by the specification techniques of the formal language
we mentioned above. By reasons of space, this paper focus on the introduction
constructs for aspects, and not in the specification of the methods themselves,
in order to explain the aspect structure introduced in section 4.

A method is modeled in FOCUS as a component in which every parameter
is an input channel, and the return value is an output channel. For reasons of
clarity we consider the parameters of a method as call by reference.

The composition of the class methods with the aspect is then performed by
mutual feedback ⊗ or piping �. Mutual feedback in case the base method (from
set BE) also receives input from the aspect, piping otherwise.

In the example of table 2 we describe the following introduction of aspect
sendEncrypt in the method Student.answTest as the piping of two components
as illustrated in Figure 4. The resulting method is defined as:

[[Student .answTestwEncryption]] = [[Student .answTest ]] � [[sendEncrypt ]]

Figure 4: Glass-Box View composition of two components

By modeling the methods of the classes and the aspects we aim at providing
them with syntactical and semantic constructs that allow us to further discuss
aspect composition and interaction problems. This is outside the scope of this
paper.

5 Conclusions

In this paper we have seen that OOP prevents some concerns from being ex-
pressed in one single locus, a new abstraction for such concerns is therefore
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needed. The aim of this paper was to clearly define aspects, based on the ac-
cepted notion. Moreover, our discussion also considers the context in which
cross-cutting concerns (aspects) stem, namely from the inherent limitations of
the class abstraction.

Equally important, this paper proposes a simple though comprehensive soft-
ware structure for aspects and outlines two composition constructs for introduc-
ing the aspect behavior in the methods of the affected classes. The constructs
are safe in the sense of respecting the encapsulation of the base classes and avoid-
ing arbitrarily disrupting the flow of a program. This is an advantage compared
to other aspect introduction approaches and further work will be carried out in
this line of research.

Finally, a number of challenges in AOSD reside in aspect identification, this
research work helps providing a clear definition of aspects and a new abstraction
to model them.

Acknowledgements. Special thanks to Jan Jürjens for his help on giving
shape to the definition presented here. Thanks to Florian Deißenböck, and
Leonid Kof for enriching discussions on the subject.
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