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ABSTRACT

Today many software systems need to take into account
security considerations. While Software Engineering has
been quite successful in ensuring that systems satisfy non-
functional requirements such as dependability, less work has
been done wrt. security requirements.

In this work we present a software engineering method
aiming to facilitate secure systems development, which is
based on an extension of UML called UMLsec.
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1. INTRODUCTION

While functional requirements are generally analyzed care-
fully in systems development, security considerations often
arise after the fact. Also, the relationship between non-
functional requirements and software architectures is only
very poorly understood. In particular regarding security,
there has been significant research in verifying formal speci-
fications of small security critical components against secu-
rity requirements. However, security concerns must inform
every phase of software development, from requirements en-
gineering to design, implementation, testing and deployment
[6], because adding security as an afterthought often leads
to problems [2]. With our approach, we try to improve on
this situation by integrating security requirements analysis
with a standard development process.

Extending the work in [15], we give an extension of the
Unified Modeling Language (UML [22], the de facto industry-
standard in object-oriented modelling) to include modelling
of security related features such as confidentiality, access
control etc.. Advantages of this approach include

e a unified design of systems and security policies,
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e modularity and possibility for reuse

e the opportunity to make use of existing or future tools
from general systems engineering.

This approach is useful, since many problems with security-
critical systems arise from the fact that their developers do
not always have a strong background in computer security.
This is problematic since in practice, security is compro-
mised most often not by breaking the dedicated mechanisms
(such as encryption or security protocols), but by exploit-
ing weaknesses in the way they are being used [2]. Security
mechanisms cannot be “blindly” inserted into a security-
critical system, but the overall system development must
take security aspects into account.

For instance, in the case of GSM security [23], some ex-
amples for security weaknesses arising in this way are

o the failure to acknowledge limitations of the underlying
physical security (misplaced trust in terminal identity;
false base stations),

e an inadequate degree of flexibility to upgrade security
functions over time and

e lack in the user interface wrt. communicating security-
critical information (no indication to the user that en-
cryption is on).

We aim to draw attention to such design limitations during
the design phase, before a system is actually implemented.

More specifically, we use a simplified formal core of UML
(in its current version 1.4 [22]) to give an extension, called
UMLsec, using the standard UML extension mechanisms
that encapsulates knowledge on prudent security engineering
and thereby make it available to developers who may not be
specialized in security.

We use a combination of a use-case driven process [11]
with a goal-directed approach [3]. This enables us to make
use of results from object-oriented analysis for functional
requirements and to complement these with the formulation
of goals especially suited for non-functional requirements.

Currently a large part of effort both in implementing and
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pointers to related work, a conclusion and indication of fu-
ture work.

1.1 Security Requirements

During the requirements engineering stage in the devel-
opment of a software system one identifies the functional
and non-functional requirements of the system. Functional
requirements describe which services a system should offer.
Non-functional (or quality) requirements describe qualities
of these services, such as fault tolerance, performance and
security aspects [3] (for example, “secrecy” is called non-
functional because it describes not what a system should do
(e.g. send some data), but how it should do it (e.g. send the
data in a way that prevents illegitimate access)).

While much research in software engineering research was
focussed on specifying functional requirements, non-functio-
nal requirements have received less systematic attention.
There are standard industrial software engineering devel-
opment processes (e.g. ISO-12207) that do consider non-
functional requirements, but these are often formulated in
rather general terms. Here we pay special attention to dis-
tributed object-oriented systems.

2. A PROCESSFOR SECURE SYSTEMS
DEVELOPMENT WITH UMLSEC

2.1 Designing Secure Systems

It is still largely the case that developers rely mostly on
their intution in developing secure systems, without much
systematic help or guidance.

Following [3], we address the following questions regarding
our proposed design process.

(1) How can a variety of well-known and lesser-known se-
curity techniques be made available to the designer
through systematic search ¢ Our approach aims to
encapsulate design knowledge to facilitate reuse [12].
One can use a variety of security notions (such as con-
fidentiality, integrity, authenticity) to express security
requirements [15]. Transformations to introduce pat-
terns aid the selection of specific security mechanisms,
such as guards controlling access to objects [16].

(2) How can interactions among potentially conflicting or
synergistic requirements be managed systematically ?
We can make use of various extensions of the UML that
evaluate system designs wrt. different requirements,
such as performance requirements.

(3) How can the nature of relationships between design de-
cisions be represented ¢ How can the effect of each
design decision be systematically evaluated ¢ Design
decisions are evaluated in a systematic way using con-
ditions on the diagrams in a UML specification [15].
Since UML diagrams allow various views on a system,
one can evaluate design decision regarding these (in-
cluding e.g. the physical environment).

(4) How can security requirements be systematically inte-
grated into the design, together with other types of non-
functional requirements ¢ Using UML makes integra-
tion into the design and the general development pro-
cess relatively straightforward, since many developers
know UML and can use it without too much overhead

(after learning the security-specific information given
in accordance with the standard UML extension mech-
anisms (such as stereotypes)).

(5) What drives design actions ? What representational
structures are appropriate for systematically recording
the results of such actions ¢ As pointed out in [6],
a goal-oriented approach to requirements (such as [3])
may work better wrt. non-functional requirements than
use-case driven approaches (such as [11]). However,
[18] points out that goal-oriented analysis and object-
oriented analysis complement each other. Thus one
can fruitfully employ the goal tree approach to non-
functional requirements [3] in our work using UML.
Specifically, we propose to combine a use-case driven
approach as in [11] for the functional requirements
with a goal-driven approach as in [3] for the security
requirements. This takes account of the fact that secu-
rity requirements (such as confidentiality) often apply
to specific functions (e.g. a certain value) of a system,
rather than the system as a whole, because applying
the security requirement to the whole system may be
infeasible [21].

As remarked in [2], security-critical systems often require
an iterative development (such as the Spiral).

2.2 UsingUMLsec

UMLsec consists of the following diagram types describing
different views on a system: Use case diagrams, Activity
diagrams, Class diagrams, Sequence diagrams, Statechart
diagrams, and Deployment diagrams (for an introduction to
UML cf. [20]):

UML offers rich extension mechanisms in the form of la-
bels. These can be either stereotypes (written in double an-
gle brackets such as «stereotype ) or tag-value pairs (writ-
ten in curly brackets such as {tag = value}). Using profiles
one can give a specific meaning to model elements marked
with these labels. Here we give an extension UMLsec of
UML making use of such labels to express security require-
ments.

We stress that the aspects not mentioned here (such as
association and generalisation in the case of class diagrams)
can and should be used in the context of UMLsec; they do
not appear in our presentation simply because they are not
needed to specify the considered security properties.

As mentioned, we use a combination of a use-case driven
process with a goal-directed approach. More specifically, we
develop a security goal tree alongside the development of
the system specification. The security goals are refined in
parallel by giving more system details in subsequent design
phases. The process is in general iterative; here we only ex-
plain one iteration due to space limitations. To keep things
simple, our examples employ relatively simple goal trees.

Since we are using a formal fragment of UML, we may
reason formally, showing for example that a given system
is as secure as certain components of it. This way, we can
reduce security of the system to the security of the employed
security mechanisms (such as security protocols). We aim
to exhibit the conditions under which protocols can be used
securely in the system context.

As a running example we consider an Internet-based busi-
ness application.
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Figure 1: Use case diagram with goal tree

2.3 Requirements Capture

We use use cases to capture security requirements. To
start with our example, Figure 1 gives the use case diagram
describing the situation to be achieved together with the
(yet trivial) goal tree: a customer buys a good from a busi-
ness in a way that should provide a fair exchange of the
good against the payment. The semantics of the stereotype
« fair exchange is, intuitively, that the actions “buys goods”
and “sells goods” should be linked in the sense that if one
of the two is executed then eventually the other one will be
(where these actions are specified on the next more detailed
level of specification). The “U” in the goal tree stands for
“undetermined” — it is not yet known whether the goal will
be satisficed (“S”) or denied (“D”) [3].

24 Analysis

We use activity diagrams to explain use cases in more
detail. Following our example, Figure 2 explains the use
case in Figure 1 and the associated goal tree in more detail
by giving an activity diagram and a refined goal tree. The
activity diagram is separated in two swim-lanes describing
activities of different parts of a system (here Customer and
Business). Two tag-value pairs {start = Pay} and {stop =
final} are used to mark certain actions. Now any such di-
agram fulfills the security requirement fair exchange given
in the diagram in Figure 1 if for both actions marked with
these tag-value pairs it is the case that if one of the actions
is executed, then eventually the other will be. As one can
demonstrate on the level of the formal semantics [13, 17],
the activity diagram does fulfill the requirement (intuitively,
because the customer may reclaim the payment if the order
is undelivered after the scheduled delivery date), assuming
that the customer is able to prove having made the payment
(indicated by the stereotype « provable»), e.g. by following
a fair exchange protocol.

2.5 Design: classdiagrams

Pursuing our example, Figure 3 gives a class-level descrip-
tion of a key generator (such as used in the fair exchange
protocol mentioned above). The key generator offers the
method newkey() which returns a Key for which it guaran-
tees confidentiality and integrity.! On the other hand, it calls
methods random() supposed to return a random number
that is required to fulfill integrity and confidentiality (as spec-
ified in the model element stereotyped «outgoing actions)
added in UMLsec). Here, this requirement is however not
met by the random generator. As an example, consider the

Homebanking-Computer-Interface (HBCI) specifications which

in an early version (in the case of the RDH procedure) re-

!Here we use the convention that where the values are sup-
posed to be boolean values, they need not be written (then
presence of the label denotes the value true, and absence
denotes false).

quired the client system to perform key generation without
specifiying security requirements for the used random num-
ber generators. Omissions like this one can be detected using
our modelling approach.
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Figure 2: Activity diagram and goal tree

Here we assume that the attributes are fully encapsulated
by the operations, i. e. an attribute of a class can be read
and updated only by the class operations.

2.6 Design: sequence diagrams

In our UML-based approach, security protocols can be
specified using message sequence charts. Further to our ex-
ample, we assume that the payment is undertaken using the
purchase protocol from the Common Eletronic Purse Specifi-
cations (CEPS). In particular, the security then relies on the
correctness of the purchase transactions protocol, whose ab-
stract specification is given in Figure 4. Assumptions on the
underlying physical layer (such as physical security of com-
munication links) can be expressed in implementation dia-
grams (cf. below), and the behaviour of the system context
surrounding the protocol can be stated using statecharts and
reasoned about as indicated below. In Figure 4, two objects
in the system (a card C and a purchase security applica-
tion module (PSAM) M) exchange messages that involve
cryptographic operations such as public-key encryption and
signing. The encryption of the value d (or verification of
signature) with the public key K is denoted by {d}x, the
decryption (or signing) with the private key K ' by {d} ;-1
(for simplicity we assume use of RSA type encryption). Thus
M starts by sending to C the message Init with argument a
value SKpgs (the session key created by the PSAM) signed
with M’s private key and encrypted with C’s public key. C
decrypts the received message with its private key and ver-
ifies the signature with M’s public key. C uses the resulting
session key to encrypt a secret S which is then sent back as
an argument of the message Resp. M decrypts the received
message using the session key and sends back the message
OK.

Again one can make use of a formal semantics to reason
about such protocol descriptions [13, 17].

2.7 Design: statechart diagrams

Statechart diagrams give the dynamic behaviour of an in-
dividual object: events may cause state in change or actions.

We demonstrate how this kind of diagram can be used in
the context of UMLsec with an example involving guards
(such as used in Java security), in Figure 5. Statechart di-
agrams consist of states (written as boxes) and transitions
between them. The initial state is marked with a transition
leading out from a full circle. Transitions between states
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Figure 5: Statechart for guard object

can be labelled with events, conditions (in square brackets)
and actions (preceded by a backslash). An event can be a
method of the specified object called by another object (e.g.
the transition labelled checkGuard in Figure 5), and the in-
terpretation is that the transition labelled with an event is
fired if the event occurs while the object is in the state from
which the transition goes out. If a transition is labelled by
a condition (formulated in the UML-associated object con-
straint language (OCL) or otherwise) then it is only fired if
the condition is true at the respective moment. If a transi-
tion is labelled with an action (which can be to call a method
of another object or to assign a value to a local variable),
then this action is executed whenever the transition is fired.

Suppose that a certain micropayment signature key may
only be used by applets originating at and signed by the site
Finance (e.g. to purchase stock rate information on behalf of
the user), but this access should only be granted five times
a week.

The Java 2 security architecture allows the use of guard
objects for this purpose which regulate access to an object.
In our example, the guard object can be specified as in
Figure 5 (where ThisWeek counts the number of accesses
in a given week and weeklimit is true if the limit has not
been reached yet). One can then demonstrate using a for-
mal semantics that certain access control requirements are
enforced by the guards (for details cf. [14]).
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Figure 6: Package diagram with visibility

2.8 Design: package diagrams

Package diagrams can be used to group parts of a sys-
tem together into higher-level units. They play a security-
relevant role in so far as one can specify visibility of ob-
jects within a package wrt. objects outside the package. In
Figure 6, the package Packl contains the class Clsl with
public visibility. The package Pack2 contains the public class
Cls2a and the private class Cls2b. Thus class Cls2b cannot
be accessed by the class Clsl even though the package Packl
is assumed to access the package Pack2.

2.9 Implementation: deployment diagrams

Deployment diagrams describe the underlying physical
layer; we use them to ensure that security requirements on
communication are met by the physical layer.

For example, Figure 7 describes the physical situation un-
derlying a system including a client system and a webserver
communicating over the Internet. The two boxes labelled
Client and Webserver denote nodes in the system (i. e. phys-
ical entities). The two rectangles labelled browser and access
control represent system components residing on the respec-
tive nodes. The component browser has an interface offer-
ing the method get password. The component access control
calls this method over the Internet via remote method in-
vocation. The system specification requires the data ex-
changed in this invocation to be guaranteed confidentiality
and integrity. However, these requirements are not met by
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browser

the underlying communication link (as usual, this would be
treated by using encryption).

3. RELATED WORK

This work extends a line of research started in [15], mak-
ing use of results on a formal semantics for UML in [17].
[6] suggests to make systematic use of the UML extension
mechanisms to treat security aspects. So far, this topic does
not seem to have been addressed otherwise.

There has been much work on security using formal meth-
ods (for an overview regarding security protocols cf. [19]).
Less work has been done using software engineering tech-
niques [5]. Similar in spirit is the work in [7] (defining role-
based access control rights from object-oriented use cases).
Also relevant is work on security patterns (such as [8]). Note
e.g. work on trusted software engineering in [4]. There has
been a lot of work on formal methods for object-orientation,
cf. e.g. [10, 9].

4. CONCLUSION AND FUTURE WORK

The aim of this work is to use UML to encapsulate knowl-
edge on prudent security engineering and to make it avail-
able to developers not specialized in security by highlighting
aspects of a system design that could give rise to vulnera-
bilities.

We showed how the extension UMLsec of UML (obtained
using the UML extension mechanisms), can be used to ex-
press standard concepts from computer security. These defi-
nitions evaluate diagrams of various kinds and indicate pos-
sible weaknesses. We demonstrated a process to use with
these diagrams, which is a combination of use-case driven
and goal-directed approaches.

Work towards tool-support is being undertaken by giv-
ing translations from UML into Abstract State Machines
(ASMs) [17] which allows use of the associated tools to check
security properties.
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