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Abstract

Modern software engineering bases heavily on models that represent an abstraction of a system
under development. Object orientation has established as a standard modeling technique for the
specification of software systems. Abstraction and refinement relations within the development
process require the transformation of different models. Today there exists no language that is
capable to unambiguously define transformations of object oriented models.

This report presents the Bidirectional Object oriented Transformation Language (BOTL). BOTL
is based upon a precise, formal foundation and a comprehensible, graphical notation. Further
techniques are presented that allow to verify whether a BOTL specification is applicable and
whether it will produce models that are conform to a given metamodel. Another property that is
introduced is the bijectivity of BOTL specifications.

A running example is used throughout the report to illustrate the BOTL concepts. Further an
extension for inheritance and a mapping to the UML are presented as detailed applications of the
BOTL.

BOTL is intended to be supported by a tool that uses the presented verification techniques and
generates code for the transformation of object oriented models.
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1 Motivation

In virtual every engineering discipline the key factor for successful development of any kind of
products is the use of appropriate models. Thereby a model abstracts from reality by suppressing
irrelevant details. According to the specific needs of a discipline different kinds of models are
used. Whereas models in the area of construction are usually building plans, chemical engineers
depend heavily on abstractions of chemical processes. In the discipline of software engineering
object oriented models are widespread to describe software systems. Object orientation is used
as general modeling technique to define the structure of data. Thus object oriented models are
also used at a meta level to define other types of models as for the Unified Modeling Language
(UML) [OMGO0Z.

Refinement, abstraction, refactoring, and integration of models are special cases of model trans-
formations that can be found in many areas of software engineering. Since object orientation
is a rather young modeling technique there is still a lack of mature specification techniques for
transformation of object oriented models.

This work introduces the Bidirectional Object oriented Transformation Language (BOTL) as a
language for the specification of such transformations.

In the following we will sketch some typical application scenarios for model transformations and
introduce the BOTL, which results from ongoing research in the projects AUTOMOTIVE and
KOGITO.

1.1 Application Areas for Model Transformations

In this section we sketch three exemplary application areas where model transformations are
necessary within software development. We are actively involved in these applications areas
within the projects AUTOMOTIVE §ut03 and KOGITO kog03. Thus we are convinced that

the use BOTL can be of great value for these, and of course other fields.

1.1.1 Model Driven Architecture (MDA)

In software engineering models are essential for the description of software systems under de-
velopment and their environment at different layers of abstraction. The NE2AO) ORMO]]
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introduced by the Object Management Group (OMG) outlines a model based software engi-
neering approach that explicitly separates models at three different abstraction layers. The most
abstract model layer, the Computational Independent Model (CIM), is used to specify the con-
cepts of the application domain. This model layer is refined into a Platform Independent Model
(PIM) that contains already computational information about the specified system but still is
free of platform specific realization details. Platform specific details, like e.g. information about
whether a PIM component is realized as a session Enterprise Java Bean (EJB) or a entity EJB
[Mic03], are added in the Platform Specific Model (PSM). Thus the PSM again is a refinement
of the PIM.

A developer obtains a refined model from an existing one by transforming it either by hand or
with the help of an appropriate tool. The MDA identifies also possible mappings from a PIM to
a PIM, from a PSM to a PSM, and from a PSM to a PIM. These mappings are refinement steps
within a given model, resp. reverse engineering activities. Especially for a tool supported map-
ping of models there must exist a precise specification of the performed transfornhAkitey3].

As the MDA metamodel already indicates, it is essential to know about the metamodel of the
source and target models to define mapping rules among the models.

The MDA doesn't specify or prescribe any language for the specification of these model trans-
formations, but it recommends the UML, as a specification language for MDA models. Further
the UML is the actual de facto standard for modeling in software development. Thus a transfor-
mation language for MDA models must be capable to transform object oriented models.

1.1.2 Integration of Heterogeneous Views on Development Models

Models in software engineering are usually not accessed directly but manipulated via views. A
view is an abstraction of a model that focuses on a certain aspect like structure or behavior.
Therefore a view usually provides a suitable description technique like static structure diagrams
or activity graphs. There must be a specification that defines how graphical elements are mapped
into a common model, like e.g. an instance of the UML metamodel. In UML this mapping is
specified textual, the abstract syntax representation of the graphical notations are fragments of
this instance model.

This approach lead to a rather unhandy UML metamodel with a structure that is motivated
strongly by the constructs of its graphical notations. Another approach that is currently real-
ized within the KOGITO project is the definition of a notation’s semantics by the specification

of a mapping of its abstract syntax representation into a common model. Higidepicts this
situation. This approach decouples the conceptual model from the used notations and thereby
allows a much more clear conceptual model.
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Tool B

GUI (concrete syntax )

internal (abstract syntax)

Figure 1.1:ntegration of various views into a common model



4 1 Motivation

1.1.3 Integration of Heterogeneous Applications

A classical area in software engineering is the integration of heterogeneous applications. Beyond
the orchestration of different workflows the integration of heterogeneous application data models
is an essential prerequisite for this task. The still increasing popularity of themes like B2B, B2C,
and Web-Services reflect the relevance of this issue.

In this field XML [BP9§ established as a textual standard exchange format. In contrast nearly all
of the modern systems internally represent their data by object-oriented models, using languages
like Java or C#. Therefore standards like XMINII99] define a schematic mapping from class
diagrams to XML document type definitions or XML Schem$/L02]. This allows one to
transform the internal representation of application data into a standardized XML representation
which enables the use of general document transformation techniques like e.g. XSL. Thus XSL
[XSL99] may be used for the integration of models.

Unfortunately those transformation techniques require to specify the transformation on a tech-
nical level. Ideally the specification of a transformation should be defined in terms of a more
abstract application data model.

Other technologies like CORBAOMGOQ don’t provide any transformation specification tech-
niques. So the transformations have to be manually coded which is naturally error-prone, time,
and cost expensive.

1.2 Related Work

XSL transformationsXSL99| are widespread as a language for the specification of transforma-
tions of XML documents into other textual representations. Thus XSL transformations are often
used for the integration of applications that exchange different kinds of XML documents.

Unfortunately XSLT is not really intuitive and doesn’t provide any graphical notation. XSLT
specifications are quite verbose like most XML related technologies. Especially when using
XSLT for transformations of the XMI representations of MDA models writing MDA transfor-
mations is a long winded and error-prone task. Therefore other approaches, as for example
[PBGOT, propose different XSL-based solutions, which help to develop more abstract model
transformation specifications.

However, XSL does not provide any techniques to ensure or prove that newly generated models
are actually conform to their metamodel. This must still be verified manually by the developer of
the XSL document. Further XSL allows only the specification of unidirectional transformations.

Different techniques for the specification of model transformations are examin&ke(j and
[GLR*02]. The most promising stem from the area of graph gramniReg97 Sch94 Nag9q.

They deliver a theoretical foundation for the transformation of graphs. As a theoretically founded
approach they have to be adopted to the concepts of object orientation. Therefore attributed,
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typed graph grammars extended by constraints might be used for a deep integration with object
orientation which missing up to now.

Other approaches to model transformation stem from specific domains like database migration
and especially schema evolutioBB95, Cas95 LCC94, VW95]. These approaches show how

to transform schemas systematically, so that models stored in an old version of a schema can be
transformed automatically into a new schema. These often very technical approaches seem to be
unhandy for specifying abstract model transformations especially, if also an inverse transforma-
tion is needed.

1.3 BOTL

Hence, we are convinced that neither algorithmic languages nor graph grammars are appropriate
and ergonomic languages, to define object model transformations. Therefore we propose BOTL,
the Bidirectional Object oriented Transformation Language, as a trade-off between these two
approaches.

In BOTL we regard structures that consist only of typed objects and associations. While struc-
tural transformations are expressed by rules that are similar to those in graph grammars we use
algorithmic expressions within these rules to relate the values of attributes and object identities.

This paper introduces the BOTL that is currently developed by the authors. BOTL comes with a
sound, mathematical foundation of the language itself and its transformation mechanisms. BOTL
offers the ability to use graphical description techniques and algorithmic descriptions integrated
to graphically define a set of mapping rules. These rules determine the relation between two
metamodels and how the according models are transformed. Further BOTL allows reasoning
about the following properties:

Applicability, i.e. the property that the application of rule set for a given metamodel doesn’t
cause any conflicts for any arbitrary source model,

Metamodel Conformance, i.e. the property that the application of a rule set can only generate
target models that are conform to a given target metamodel;

Bijectiveness of transformations, i.e. the possibility to invert the rules of a rule set to retrans-
late models (respectively a part of a model), so that the source model is obtained again or
the source model and the re-transformed model are isomorph.

This technical report is structured as follows. In Sect®a small scenario is introduced that
serves as a running example throughout this report.

Section3 introduces the BOTL formalism and its underlying concepts. A mathematical model
for class models, object models, and rule sets is described together with a UML-based notation.
Further the mechanism of a rule set application is formally defined.
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Section4 presents two basic properties of BOTL rule sets: applicability and metamodel confor-
mance. Further the concept of bijectivity of rule sets is introduced. A set of techniques to prove
these properties is provided that make only use of a given rule set together with its source and
target metamodel. These verification techniques allow a tool supported proof of these properties
of rule sets.

Section5 introduces two extensions of the basic BOTL formalism. First an extension for the
support of inheritance is defined, which allows one to use BOTL together with metamodels that
contain inheritance relations. Further a mapping of BOTL metamodels to UML class models is
defined. Thus we show that BOTL is not restricted to models that are defined in terms of the
BOTL formalism but it can be also used to directly transform UML models.

The report is rounded up by a short discussion and outlook on future work in Séct@e also
[BMOZ2] for a short BOTL introduction.



2 Running Example

In this section a small example is introduced to illustrate the proposed approach and guide the
reader through the paper. The example is intentionally small but it covers many relevant aspects.

In the sample scenario there are two applications, the Alpha Information System and the Beta
Application, that both process data about employees and offices. The structures of the object
models that the two applications use internally are determined by UML class diagrams.

We use the notion metamodel within the example despite the fact that those class diagrams are
usually named models within the MOF hierarchies. Note that the confusion stems from the fact
that metamodels within the MOF level 2 are depicted as class diagrams similar to models of the
MOF level 1. So visually there is no difference. But metamodels of MOF level 2 usually describe
modeling languages but not data models. Within BOTL we don’t care about this unobvious
difference between the meanings. So informally spoken every class diagram can be a metamodel.

The class diagram for the first application, the Alpha Information System (AIS), is depicted in
Figure2.1 Some of the class attributes are written in bold face to indicate that their values serve
as primary keys to identify objects. We will discuss this issue later on in detail, so far it isn’t of
any relevance, yet.

Employee Office Phone
0.2 worksIn isln 0..1

personiD : int officeNumber: int
firstName :  String [employee 1 |size: float| 1 contains
secondName:String

phoneNumber: int

Figure 2.1.The metamodel of the Alpha Information System

As one can see every employee works in exactly one office, while an office offers space for up to
two employees. Further every office may have a phone.

Person Compan Room
* worksFor pany belongsTo *
personiD : int | 1 0.1 roomNo:int
fullName: String|MP'OYe€ - OWNS |squareFt: float
room: int phone:  String

Figure 2.2.The metamodel of the Beta Application
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Figure2.2 shows the Beta Application’s class diagram for dealing with employees and offices.
Obviously the Beta Application has no extra class for phones; instead the phone number is stored
in an additional attribute of the claBoom.

It's easy to recognize, that the two metamodels try to express the same or at least very similar
concepts in a common application domain. But to allow inter operation between the two applica-
tions all exchanged data either has to be converted in a format according to one of the partners’
metamodel format or a common metamodel might be chosen. A common metamodel makes
sense if you want to integrate a vast number of applications, but in this example it's assumed that
the AIS is to be extended to be capable of communicating with the BA.

17 : Employee employee  worksln 1517 : Office
personlD: 17 officeNumber: 1517
firstName : ,Gerhard"” size: 17,62

. « workslin
secondName:,Popp .
isln

18 : Employee )

contains
personiD: 18 )
firstName :  ,Andreas” |employee 22693 . Phone
secondName:,Guenzler” phoneNumber: 22693

Figure 2.3:The alpha object modeh,, that is conform to the AIS metamodel

Figure2.3 shows a sample object model of the Alpha Information System that should be trans-
formed to correspond to the Beta Application’s meta model. We will refer to this model as the
alpha modein,,.

ACME" : Company
worksFor belongsTo
worksFor
employee owns
17 : Person 1517 : Room
personiD : 17 roomNo: 1517
fullName: ,Gerhard Popp*“ squareFt :189.59
room: 1517 phone: ,+49 (89) 289-22693"
18 : Person
personiD : 18
fullName: ,Andreas Guenzler” I
room: 1517 employee

Figure 2.4The transformed beta object moate} that originates from the AIS model,

Intuitively one can sketch a solution by interpreting the names of associations, classes, and at-
tributes. The result of a transformation of the the model from Figugento an instanceng of
the metamodel shown in Figu&2 should obviously look like depicted in Figug4. As one



can see the resulting model had to be enriched with static information, like e.g. the the local area
code, that is not available in the AIS but required within the Beta Application.

The goal of the proposed BOTL approach is to provide a language that allows a developer to
easily express this intuitive knowledge about how the two models relate. Further the language
needs well defined semantics that allows the generation of model transformers.

(personlID) : Employee

personiD =id ACME" : Company

firstName —f worksFor belongsTo

secondName =s

I‘O: employee employee owns

worksin (personID) : Person (roomNo) : Room

(officeNumber) : Office personiD = id roomNo = o

officeNumber =o fullName =f¢“°s squareFt = m*10.76

size =m room =0 phone =¢

(officeNumber) : Office

officeNumber
size

o
0

(roomNo) : Room
r.: isin roomNo =0
1 squareFt= ¢
phone: = ,+49 (89) 289-“° toStr(pn)

contains

(phoneNumber) : Phone

phoneNumber = pn

Figure 2.5:Sample BOTL rule set= (ro, r1)

Therefore a user may write BOTL rules that define model transformations. For the transformation
of Alpha into Beta models one might write two BOTL rulesandr, as depicted in Figurg.5.

The left side of a rule consists of a model pattern that is searched in the source model. In our
example the source model is the Alpha model of Figure The right side consists of a model
pattern that is created within the target model. The attribute values and identifiers of newly
created objects can be calculated from those found in the source model matching. Therefore
the two model patterns contain constants, terms, and variables instead of attribute values and
identifiers.

Informally spoken the first ruley identifies employees and their offices and relates them to a pair
of Person andRoom objects in the Beta model. Ti@mpany object“ACME” of the Beta model
remains always constant.

Note that the identity of objects is determined by relating them with an attribute value. This
allows to access already generated objects in the target model. If the identity of an object was
not determined in a rule a unique identifier would be generated instead. Further there are also
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more enhanced strategies for dealing with object identities, such as to determine the identity by
a mathematical term, that imply a much higher complexity and thus lie out of the scope of this
paper.

Belowrg in Figure2.5the second BOTL rule; is shown. This rule identifies objects of the type
Office and their belonginghone objects in the alpha model and creates a corresporRbiog
object in the beta model.

If ro has already been applied tReom object may already exist with ajp value for the attribute
phone. In this case it will just be updated. The author of the rules can add static information to
the rules. So he can provide the full phone number for the Beta Application, while the AIS does
not have any information about the country and area code of the phone numbers.

Now we explain the application of the given sample rule set in more detail. The first step in the
application of a single rule is to identify a match of its left side in the source model.

match
match 2T TS __ match
————— - - P L '~ =~
’/’ /./ /’/ \\\ '\. \\\
ys - & ™ - = ‘S RS
17.Employee employee, ” 1517:0ffice :Employee emp|o;eé Office
personiD  :17 worksin ] . personiD  :id : " .
firstName  :"Gehard" (s)ifzf:aceNumber : 157)1672 firstName  :f worksIn :ifzf‘leceNumber : ?n
secondName : "Popp" e secondName : s )
worksin =
18:Employee contains
22693:Phone
personlD 118 employee
firstName :"Andreas"” phoneNumber: 22693
secondName : "Guenzler"
— 4 —_ M
T~ N
m, my,

Figure 2.6r¢’s left side model pattern matches in the mouhgl

Figure2.6 shows how the left hand model pattern of the mgenatches to a model fragment of

the modelm,, (c.f. Figure2.3). A valid match implies that we find the structure of our model
pattern as a substructure of the source model. l.e. the structure must be congruent and we can
map every element of the model pattern to an object or association of our source model, as
indicated in the figure.

For every match in the source model a new model fragment is created that will be merged into
the target modeing. Figure2.7 shows how the model fragment that was found in Figusis
transformed into a new one conforming to the metamodel of the Beta Application. As one can
see the attribute values and identifiers are calculated in accordance to the terms, variables and
constants of the model patterns in the mgeThe resulting fragment is depicted on the right side

of the figure.
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o
_ A
l N match
0 z SA
mat ho 17:Person
R 9N :Person
A - personiD: 17
17:Employee :Employee employee | personiD: id employee | fullName : "Gerhard
D 17 D ” —1 fullName : f°”“°s — Popp*
person : person i room ) 1 .
firstName :"Gehard" firstName f matcha room L1817
secondName : "Popp secondName : s P I-— ------- > worksFor
employee employee « «
matcha I::> ACME”":Company __ Lngt_cha_ Ly ACME”":Company
worksIn worksIn belongsTo | . _ . _._._._._._._. ———mm »| belongsTo
. -OFffi 1
1517.0ffice ~Office :Room matcha 1517:Room
officeNumber : 1517 officeNumber : o L ]
. . . . roomNo : o roomNo : 1517
slze $ 17,62 size -m owns squareFt : m* 10,76 owns squareFt : 189,59
< _ _ - - phone : ¢ phone : ¢
] < Pl
match, e _-- -7
1
match,
— _ — _
| — ~— ~—
mf mv mv, mfy

Figure 2.7:A new model fragment of the Beta model is created from a mataly'eieft hand

side.
LACME' : Company ACME : Company
worksFor belongsTo worksFor belongsTo
employeeF _‘ owns employee —‘owns
17 : Person 1517 : Room 18 : Person 1517 : Room
personID : 17 roonNo : 1517 personID : 18 roomNo : 1517
fullName: , Gerhad Popp squareFt: 189.59 fullName: , Andreas Guenzler” | [squareFt:189.59
room: 1517 phone: <> room: 1517 phone:

(a) (b)

Figure 2.8:The model fragments created by the applicationyof



12 2 Running Example

Obviously there are two possible matches¢d left side in the modeing. Applyingro for the

second match produces another model fragment for the target model. Both model fragments are
shown in Figure.8. In both fragments the attribute value fgrone contains ar}>. This denotes

that this attribute value is not yet determined.

17 : Person worksFor |.ACME" : Company [belongsTo 1517 : Room
personiD : 17 employee owns [roomNo: 1517
fullName: ,Gerhard Popp* KSF squareFt:189.59
room: 1517 worksror phone:

18 : Person
personID : 18 employee
fullName: ,Andreas Guenzler®
room: 1517

Figure 2.9:The result of merging the two model fragments that have been created by the appli-
cation ofrg.

All the created model fragments are merged to one big fragment that finally should look like
our target modeing in Figure2.4. Figure2.9 shows the new model fragment that results from
merging the two newly created model fragments from Fig2u& Since there are only two
possible matches in the source model, this fragment is already the result of the applicagion of
Obviously it still does contain & in the phone attribute of theRoom object. This value might

be overwritten during a subsequent rule application. If it still does remain after the application
of the entire rule set, it will be replaced afterward by a default value like e.g. an empty string.

r
A
' N
0
match,
yeaa T~
1517:Office :Office == Qu_z_tc_h\ -
officeNumber : 1517 officeNumber : o _ - - RN
size 117,62 size 10 A
:Room 1517:Room
isln 0 isln
matcha roomNo : o roomNo : 1517
''''''''' i squareFt : ¢ squareFt : ¢
phone  : "+49 (89) 289 " ° toStr(pn) phone : "+49 (89) 289 22693"

contains contains

22693:Phone

phoneNumber: 22693 phoneNumber: pn
< =

~ [

:Phone

0
match,

S
mfo

—
mvy

~—

mfy

my,
Figure 2.10The second rule; generates a model fragment that consists of only one object.

The application of rule; yields to one match of the left hand rule side in the madgl Figure
2.10shows how the data of the matching model fragment is used to create a new model fragment
that consists only of one object of the typeom.
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The bold typeface that is used for themNo attribute of theRoom object in the rule indicates

that this attribute servers as a primary key to uniquely identify objects of this type. As one can
see the neviRoom object has the same value for the attribttemNo as the one created by the
rulerg. Thus we know that the twRoom objects created by andr, represent actually the same
object in the target model. Consequently they are merged into one object whereby the existing
<> value of thephone attribute is overwritten by the value-49 (89) 289 22693" of the object
generated by;. The resulting model fragment is the target maugldepicted in Figure.4.

The mechanism of the rule based model transformation that was described here in a very informal
fashion is defined formally in the following section. Further it is interesting to know for a given
rule set, if the application of the rules might fail, e.g. because we try to overwritsgtlzeeFt

value generated in our sample rutewith a different value resulting from another rule. Thus
Sectiond.1 does show how one can assure that a given rule set is applicable. Another property
we didn’t discuss yet is the ability of a rule set to create only metamodel conform models, i.e.
models that are conform to the given target metamodel. In this example the generated model
mg is conform to the rules target metamodel as one can easily verify. Set&qorovides
verification techniques to formally prove that this is the case for arbitrary source models.
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2 Running Example




3 BOTL Formalism

The Bidirectional Object-oriented Transformation Language (BOTL) is formally defined based
on simple set theory. Currently BOTL serves mainly as a specification mechanism for the de-
scription of tool chains and the integration of development models. E.g. within the FORSOFT Il
project Automotive yBBRS04 BOTL is used to define the transformation of data between the
CASE tools DOORS, The UML Suite, and ASCET-SD. This specification is then implemented
manually as the interfaces to the CASE tools are proprietary. in the Project KOGITO the BOTL
is used to unambiguously define the mapping of various description technigues into a common
conceptual development model. As the UML and especially class diagrams are widely used,
BOTL is based upon a formalization of UML class diagrams. This formalization is given in
Section3.1 Section3.2 describes the formalism used for rules, rule sets, and their application.
Section3.3 introduces a UML-based representation for rules and meta models. In S&ction

the semantics of rule set applications are formally determined.

3.1 Basic formalism

In this section a formal model for class models and object models is presented. It is our goal to
capture all aspects of UML class and object diagrams that concern model transformations in the
given formalization . However one main concept of object orientation, namely inheritance, is not
yet introduced within this section since it is discussed in se&i@n

First we define the set of all possible identifiers. Identifiers are needed to distinguish classes,
objects and primitive types.

Definition 3.1.1 (Set of identifierslD)
Let ID be the set of validdentifiersand|ID| = co. 0

A primitive type can be referenced by its identifier and contains a (possibly infinite) set of values.

Definition 3.1.2 (Type)
A typeis a tuple(it, Tyq) consisting of

* atype identifier ite ID and

* a setT,4 Of type elements

15
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In programming languages like Java typical primitive typesiatrénot Integer), float, etc. Re-
garding our transformation formalism other types like the claSsesg or Integer may be re-
garded as primitive, too.

Definition 3.1.3 (Type Allocation (TA))
A Type Allocation TAs a set of typegty, .. .,th} with:

Vit e TAD tifie =tjlit = ti =1t (3.1)

Thereby 8.1) ensures that all types have unique identifiers.

Thus a type allocation is a set of types with different identifiers. However there might exist two
types in a type allocation that have common elements. For example the4zatoght be an
example for an primitive value that is contained in the set values of theityp@ad that of the
typelong. In Java there would exist two valuég and42L that must be converted to the desired

type.

The following definition formalizes classes according to the UML notation. Concepts that are not
relevant for our mechanism, like e.g. methods or abstract classes, are left out. Additionally a set
of attributes can be marked as primary keys, which means that these attribute values determine
the identity of the class instances.

Definition 3.1.4 (Class €))
A Class cis a tuple(id, A, Keys consisting of

» an identifierd € ID,
* a setA of attributes(n,t) consisting of
— an identifiem € ID and
— atypet € TA
with the property:

V(mi,t),(nj,tj) € A n=nj =t =t; (3.2)

+ a setKeysof tuples(n,t) with KeysC A
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Let consistent be a predicate defining if a class is consistent to a type allocation

consistent (C, TA) =Vt € c|alt 1t € TA

Thereby 8.2) ensures that every attribute of a class has a unique name.

A

attr1 : String
attr2 : int

Figure 3.1:A sample class

In Figure3.1a classA with two attributesattrl andattr2 can be seen. A restricted form of UML
class diagrams is used for the representation of metamodels that will be presented in detail in
Section3.3. The tuple(A, {(attrl, String), (attr2,int)} represents this class.

Definition 3.1.5 (Class Allocation CB))
A Class Allocation CR:onsists of a set of classésy, . ..cn} for that holds:

Veci,cj € CB:  Gilig =Cjlia = Ci =¢;j (3.3)

The predicateonsistent holds if a class allocation is consistent to a given type allocation.

consistent(CB, TA) 1< Vc € CB: consistent(c, TA)

According to 8.3) the identifiers of the classes have to be pairwise different.

Different classes may be related by associations. Within BOTL only some aspects of associa-
tions between classes are relevant. These are the associated classes, their role names, and the
multiplicities of the association. Only binary associations are considered.

Definition 3.1.6 (Class AssociationAE))
A Class Association AEegarding a class allociatidDB is a set of tuplese= (rn,c,m,t, nav),
so calledclass association endsonsisting of

* arole name rne ID,

* aclasx € CB,

For a sefT of tuplest = (x,y) let T|x the set{t|x:t € T}.
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» amultiplicity me (NgU ) x (NU o),
* anaggregation type & {none aggregatecompositeé, and
» a boolean navigability propertyay,

so that it holds:

1<|AE <2 (3.4)
A (|AE| = 2 A AE = {(rno, co, Mo, to, NaW), (rN1, 1, my,t;,nav) } A 31i € {0,1} : ti = none
V(JAE| =1AAE= {(rn,c,m;t,nav)} :t = nong (3.5)

The predicateonsistent holds if a class association is consistent to a given class allocation.

consistent(AE,CB) :< Vc € AE|;: c€ CB

(3.5 ensures that at least one of the ends is of the aggregation type none to prevent mutual
compositions or aggregations of an association. Thej&By= 1 denotes an association as it

can be seen in Figui@4. The navigability propertyavhas a purely informal character within

the formalism.

An association of the type aggregate defines an asymmetric, acyclic relation between objects.
So an object may not directly or indirectly aggregated by itself. An association of the type
composite is even stronger. An object can have at most one container in any composite relation.
Within BOTL both aggregation types have only informal character. Aggregation type is only
included for later extensions.

A mA mB B

Figure 3.2:A class association

A mA mB B

Figure 3.3:An unidirectional navigable composition

In Figure3.2a class association between the two clagsasdB can be seen. This class associa-
tion is denoted by the sétE; = {(rnA, A,none (0,),true), (rnB, B,none (1,),true)}. Figure
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2.8 m

2.8

Figure 3.4:A symmetric class association

3.3shows a unidirectional (in direction of the arrow) navigable composition, consisting of the set
of class associations end&; = {(rnA, A,composite(1,1), false), (rnB,B,none (1,),true)} .

A symmetric class association, as it is needed e.g. for modelling an association of the type “Per-
son is_related_to Person”, is depicted in FigBr¢ The setAEz = {(rn,A,none (2,8),true)}
represents this association.

Definition 3.1.7 (oppositeEnd (AE, ae))
The functionoppositeEnd returns the appropriate opposite endaefwithin a class association
AE.

ae for |AE =1
oppositeEnd (AE,ae) = < ae* for |AE| = 2 with AE = {ae a€'}
1 otherwise

Within the BOTL formalism and its application the notion metamodel is used more generally
than it is used by the UML or MOF community. In BOTL a metamodel is used for the definition
of a data model that may be used within a tool. This may be e.g. the UML metamodel used
within a UML CASE tool. But from the BOTL point of view also a class diagram as e.g. shown

in Figure2.1is called a metamodel. In the UML community this is called a model, as it is simply
an instance of the UML metamodel. This confusion stems from the fact, that class diagrams are
used at different MOF levels.

Definition 3.1.8 (Metamodel (nm)
A metamodel mris a tuple(TA CB, CA) that consists of

» atype allocatiomA,
* a class allocatio®B with consistent(CB, TA), and

» a set of class associatio@#\ with:
VAE € CA:Vaec AE: a€g¢; € CB

|.e. the ends of all associations reference classefkthe class allocatio@B of the meta-
model.
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Instances of classes are called objects. Within BOTL a metamodel has to be defined before ob-
jects may be instantiated. Every object has an unique identity, which is one key issue within
object orientation. If the according class defines primary keys, then the values of the correspond-
ing attributes of the object determine together the unique identity.

Definition 3.1.9 (Object (0))
An object ois a tuple(oi,ot,V) consisting of

* an identifieroi € ID,
« anobject type ot mmcg, and

» asetV of tuples(a,v) with:

Ot/aln = V/a A ]otyA( - M (3.6)
(3.7)

The predicateonsistent holds if an object is consistent to a given metamodel.

consistent (0, MM) :< 0|ot € MM cp (3.8)
AY(a,v)eoly:3t: (at)cot|a (3.9)
AV E t‘TVaI U {<>}

For objects that are instances of classes with primary keys it further has to hold:
0|ot|keys7# 0 = itexistsonebijective mappingK for all objects of theypedot (3.10)

For a convenient access to attribute values we introduce the following notation:

v ifJ(a,v) eoly:a=att
o.att:= (8 v) € olv
1 else

An objecto with: Vatt € oly |4 : 0.att # < is called{>-free 0

(3.6) uses the projectivé operator on sets to ensure that the object has exactly the attributes
specified in the class definitior3.0) determines that the attribute values of an object are exactly

of the type defined in the according clas8.10 enforces, that the identity of an object with
primary key attributes is linked to these values by stating that there must be a bijective mapping
that allows to calculate the object identifier from these attributes. Since in practice this function
is not always of interest we can assume that it yields to a tuple of the key attribute values as an
unambiguous object identifier.
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ObJA LA
attr1 = myval
attr2 =7

Figure 3.5:A sample object

In Figure 3.5 an objectobjA with two attributesattrl, attr2 and their values can be seen. The
object type of this object, i.e. its according class, is depicted in FigdraNithin the BOTL for-
malism the object is represented by the tu@bjA A, {(attrl,”myval’), (attr2,7)}). Thereby
objA.attrl results in"myval".

Definition 3.1.10 (Object Allocation (OB))
A object allocation OHs a set of object$oy, . ..,0,} for that holds:

V0i,0; € OB:  0jfoi = Ojoi = 0i = 0;j (3.11)
The predicateonsistent holds if an object allocation is consistent to a given metamodel.
consistent (OB, mm) :< Vo € OB: consistent(0,mm)

An object allocatiorOB is called<{>-freg, if all objectso of the object allocation aré-free. 0O

All objects of an object allocation have an unique identifged.g).

Similar to classes objects may be connected by object associations. As objects are instances of
classes, object associations are instances of class associations.

Definition 3.1.11 (Object Association ¢a))
An object association oeegarding an object allocatidDB is a tuple
(OAT, card, OAE) consisting of

* aclass associaticdDAT € mm|ca,
 acardinality carde N, and
+ a setOAE of tuplesoae= (ae 0) that consist of
— aclass association end aad
— an objecib € OB
for that holds:

Yoaec OAE: 0agae|c = 0a€o|ot (3.13)
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The predicateonsistent holds if an object association is consistent to an object allocation.

consistent(0a, OB) :< V0 € 0a|paglo : 0 € OB

Within an object association the ends in the ®&E and the according class associatioAT
coincide B.12. (3.13 implies that the objects of the object association are of the correct type.

This definition of associations does not yet guarantee that object associations have to be consis-
tent with the metamodehm since eventually cardinalities may to exceed the valid limits.

obiA:A mA mB obiB:B

>—>

Figure 3.6:A sample object association

In Figure3.6an object association that matches to the class association in Bigusalepicted.
It is represented by the tuple

(AE2, 1, {((rnA/A, (1,1),comp,0bjA), ((rnB,B, (1,),nav),objB)})

rmA rnA
rnA mA

mA

rmA

Figure 3.7:A symmetric object association

|OAE| = 1 represents an object association as it can be seen in Bguikhis object association

is conform to the class association from Fig@ré The object association is represented by the
tuple (AEs, 3, {((rnA A, (2,8), std,0bjA))}). As one can see the three association instances in
the UML diagram are treated as one single association with a cardinality of 3. An object associa-
tion has no identifier and consequently no own identity. Thus it is not possible to distinguish two
object associations of the same type between the same two objects. To represent multiple object
associations of the same type among two objects the cardicalithof an object association is

used in the BOTL formalism.

A model consists of instances of the according types defined in a metamodel. So a model refers
to a metamodel and contains sets of objects and object associations.
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Definition 3.1.12 (Model ())
A model mis a tuple(mm OB, OA) consisting of

* a metamodemm
» a-free object allocatio®B with consistent(OB,mm), and

* a set of object associatio@A with
Voae OA: consistent(0a, OB)

for that holds:

VAE € mmca : Vae€ AE with (Ib, ub) := oppositeEnd (AE, a€)|m :
Yo € OB with 0|t = aglc
b < z 0@ carg < Ub (3.14)
0acOA with 0a|oat=AEA(a€0)€08|oaE
Voa e OA: VYoae€ 0alpae:
oad, € OBA 0ado € mimca (3.15)

(3.14) determines that there is a correct number of object associaDArier all class associa-
tions CA of the metamodeinm if according objects are contained in the mowhelTherefore in

(3.14) the sum of all outgoing object associations is build. E.g. a metamodel may demand that
all objects of typeA must have at least two attached associations of a certain kind but must not
have more than eight of them (as depicted in Figai®. If this consistency criteria does not
hold for a set of objects and associations the staten3et)(will be violated.

(3.15 determines that all object associatid®& connect only objects contained in the model

That means also that there are no dangling associations. The property that associations connect
only objects of the correct type is not enforced here, because this is already ensured by the
definition of object associations i8.(L3).

Definition 3.1.13 (Set of Conform Models ¥lmm)
Mmmdenotes the set of all valid models that are conform to the metamuel 0

3.2 BOTL Transformation Rule Sets

BOTL uses rules for the definition of a model transformations. Each rule defines a mapping of a
clipping of the source model onto a clipping of the target model. Each rule consists of a left and
a right hand side model variable. In the following the constituents of rules are defined.
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Within model variables terms are used for the description of the interrelationship of source and
target model attribute values and identifiers. BOTL does not contain a complete definition of
correct terms and their semantics. Within the pragmatic context of BOTL this is not needed, as
“correct” terms used in BOTL are defined with some programming language in mind.

Definition 3.2.1 (Termrp)
Termpa denotes the set of all valid terms over types of the type allocatfonTermra contains
. The set of possible types of a term is determinedtjpge: Termra — 22(TA) O

Definition 3.2.2 (Termyp)
Termyp denotes the set of all valid terms over the set of identifiBrsThusTermyp may consists
of

a constant (element @D),

a variable,

a tuple of variables, or
*

In the case that the identifier consists of a tuple of variables there has to exist a bijective mapping
uK that maps the values of the variabledia TherebyuK generates identifiers different from
all constants, variables, ar 0

Examples for valid identifier terms aré;, id, (cid, aid)

Object variables describe objects. They are depicted similar to objects (3.8 iglhey contain
terms for the identity and the attribute values of objects. For better readability attributes that
serve as primary keys can either be listed in the object identifier (see S8&jam printed bold

in the object variables attributes box as depicted in Fi@u8e

Definition 3.2.3 (Object Variable ov)
An object variable ovs a tuple(ovid, oiv, otv, VV) consisting of

* an unique object variable identifiewid,

terme Termp  if OV/ot|keys= 0

* an object identifiepiv = )
€ otherwise

 an object typeotv, and
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:Employee

personiD :id ovid i
firstName  : "Hans"

secondName: sn

Figure 3.8:A sample object variable

» asetVV of tuples(a,t) with:
V(a,t) e VV: te Termma,ac D
A ‘otwA - ’vv
AY(a,t) e VV: d(a,p) € otvaAp € typelt)

(3.16)

The predicateonsistent holds if an object variable is consistent to a given metamodel.
consistent (0V,mmM) :< OV|ory € MM cp

For a convenient access to attribute term we introduce the following notation (similar to the
notation of Def.3.1.9:

t if Jda:(at)eoviyyAa=att
ov.att := (1) € oMwv
1 else

Please note that the object variable identifier is usually hidden but formally necessary to allow to
distinguish several object variables with the same content (exceptothidg) within an object
variable allocation as defined in Definiti@i2.4 Further a term as an object identifier can also

be <. In this case the identity of the object variable is not determined by a specific valé). (
determines that terms have to be specified for every attribute of an object variable and that each
term’s type has to match to the type of the corresponding attribute.

In Figure3.8a sample object variable belonging to the metamodel of Figuris shown. In the
example the used terms are variables depicted in italic face, or constants. In the example no term
for the identifier is used asmployee has primary key attributes which are shown in bold face.

To refer to the object variable its name can be shown optionally as a note as shown in the figure.

Definition 3.2.4 (Object Variable Allocation OVB)
An object variable allocation OVBs a set of object variablesy for that it holds:

Vowu, 0vj € OVB: (0Vi|ovid = OVi|ovid = OVi = 0Vj)
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The predicateonsistent holds if an object variable allocation is consistent to a given metamodel.

consistent(OVB, mm) :< Yov € OVB: consistent (0V, mm)

Object variable associations describe object associations. Graphically they are depicted like
object associations.

Definition 3.2.5 (Object Variable Associationova)
An object variable association ova a tuple(OVAT, cardv, OV AE) consisting of

* a class associatic@VAT
* a cardinalitycardve N
 a setOVAE of tuplesovae= (ae ov) that consist of
— aclass association eiae
— an object variablev
for that it holds:
{ae: (ag0v) € OVAE} = OVAT

A Yovaec OVAE: ovadae|c = 0Vadoy|oty
A 1< |OVAE <2

The predicateconsistent holds if an object variable association is consistent to a given object
variable allocation.

consistent(ova OVB) :< ovdey € OVB

Model variables are the left hand sides and the right hand sides of rules. Model variables consist
of object variables connected by object variable associations.

Definition 3.2.6 (Model Variable my)
A model variable mis a tuple(mm OVB, OVA) that consists of

* a metamodeim
* an object variable allocatiodVB with consistent(OVB, mm), and

* a set of object variable associaticD¥Awith
Vovae OVA: consistent(ova OVA).
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:Office

officeNumber : o
size 10

isln
roomNo : o
squareFt : ¢

phone  :"+49 (89) 289 " ° toStr(pn)

:Room

contains

:Phone

phoneNumber: pn

Figure 3.9:A sample rule

All object variables of a model variable must be connected to each other directly or indirectly by
object variable associations. 0

Thus, a model variable can be inconsistent regarding the metamaodstcause the cardinalities
of the object variable association don’t have to be conform to the multiplicities that are defined
within mm

Definition 3.2.7 (Model Transformation Ruler;)
A model transformation rule; is a tuple(mw, mv; ) consisting of

» a source model variablay and
 atarget model variable,.

Thereby it has to hold: Every variable that occurs within terms of a rule must must occur at both
sides of the rule. The LHS may not contain any constants as tepnmsused as a free variable

that occurs exactly once. Terms consisting of a tuple of variables for object identifiers that occur
within a source model variable are treated lixeerms. All variables of these tuples have to be
bound outside of tuples within the source model variable O

An example for a rule between the metamodels shown in Figdrand2.2can be seen in Figure
3.9

For a better tangibility the model variabhe\, is also called thé.HS of the rule whilemv; is
called theRHSof the rule.

A < value occurring on the RHS yields to target model fragments that contain an arbitrary value
again represented b§y. When merging such attributes with the val}ethis value is always
overwritten by any other value. If a variable occurs multiple times on the RHS but not on the
LHS this would imply a constraint. The newly created target model fragment contains attributes
whose values are not finally determined but the their values depend on each other.

2This predefinition is necessary to make the bidirectional application of rules possible, as this is defined later.
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For example a fragment with an attribut@ight be created wheranight have an arbitrary value.
Further it might have another attribujghat must always have the valuei2 By merging such
fragments additional constraints like these might be added (e.g. it might hold additionally for the
attribute j that j = 3- k). This results in an equational system that can be resolved only after the
application of all rules. Hereby there is the danger that the equational system is not solvable and
the model transformation is not applicable. Yet to ensure successful model transformations the
constraint in Definitior8.2.7prohibits such situations.

Definition 3.2.8 (Model Transformation Rule Setr)
A model transformation rule setis a finite sequence of model transformation rulgs..,r, for
that it holds:

(3.17) determines that all model transformation rules of a model transformation rule set define
transformations between the same two metamodels. 0

The following section concludes the UML based graphical specification language that is build
on top of BOTL.

3.3 UML-based Notation for BOTL

In the previous section we already introduced exemplary a UML-based graphical notation for
BOTL metamodels and model variables. This section defines a small UML profile for represent-
ing BOTL based metamodels as UML class diagrams and model variables as object diagrams.
Therefore we extend the UML by two new types of tagged values that are defined in3Table

and four new stereotypes that are listed in Tébk

AClass BClass CClass
att1 : Typet =42 | -2 b| att1 : Type3 a Cl att1 : Type6 {isPK = True}
att2 : Type2 * * | att2 : Type4d * * | att2 : Type7 {isPK = True}
att3 : Typeb

Figure 3.10A sample BOTL meta model represented as a UML class diagram.

Figure3.10shows a sample BOTL metamodel in the presented UML notation that consists of
three classes. As one can see only the cI€3siss does contain tags of the typPK . Thereby

it is determined that two instances (i.e. objects) of the c@Stass must not have the same
values for their key attribute€CLass.attl and CClass.att2 . The attributeattl of
AClass has an initial value of 42 that intuitively can be interpreted as its default value in terms
of BOTL.
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Tag
Definition

Tagged
Element

Tag Ele-
ment Type

Description

isPK

Attribute

Boolean

This tag indicates if the given attribute is part of a
primary key for the instances of the class it belong
to. If a class has a number of primary key attribute
this implies that there must not exist any two
instances (objects) of this class that have pairwise
identical values for all of these attributes. If no suc
tag is provided for an attribute it is assumed that t
attribute is either not part of a primary key or that
nothing is known about this attribute.

The alternative graphical representation of attriby

with the tagisPK is: The tag is left out and the re

garding attributes are written bold face.

Term

Object
DataValue

EXp.

A term as a tagged value fo2ataValue
determines how the value of this attribute can be
retrieved during a transformation. In BOTL it
conforms to the Termisof object variables as
defined in Definitior3.2.3

If Term serves as a tagged value for an object itse
it defines the expression that yields to the objects
identity. It corresponds to the object identifier term
Definition 3.2.3 It may occur that the given object i
of a class type that has primary keys in its class
definition. In this case the object’s term value mus
be an ordered tuple that consists of the term value
the attributes that are defined as primary keys.
Alternatively the existence of primary key attribute
can be indicated by writing the corresponding in
bold face Figure3.8in Section3.2already provided
an example for this representation style.

For every data value or object identifier of an obje
variable that has no term tag a term tag with the
value<) is assumed.

Terms appear only in object variables where the ¢
values of the UML object isn’t relevant. Therefo
an alternative graphical representation of the tag
values is allowed: All data values are be left out g
replaced by the terms with all variables written in
italic style. For variables of a class type with prima
keys a tuple of the key attribute names may be writ
as object identifiers.

Table 3.1:The UML tagged values of the BOTL profile
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Stereo- UML base | Description

type class

Source Package A source model variable package indicates that the object

Model model it contains represents a BOTL model variable as defined

Vari- in 3.2.6that represents the left side of aruler, i.gay,. Thus it

able must contain only object models, whereby every object repre-
sents a object variable that may contain terms (see Takhje
Since model variables must be coherent it is not mandatory to
depict this package. If the two model variables of a rule can be
distinguished by their position using the “arrow notation” tor
the rule the package may be omitted to improve the clarity of
the representation. Throughout this work we usually omit
representation of this stereotyped package for a better readabil-
ity.

Target Package Atarget model variable package indicates that the object model

Model it contains represents a BOTL model variable as defined in

Vari- 3.2.6that represents the right side of a rule r, itén,,. Like

able a source model variable package it must contain only object
models. Again the representation of this package can be omit-
ted if the two model variables of a rule can be distinguished
otherwise.

Rule Package A rule package represents a BOTL model transformation
as defined in Definitiod.2.7. Thus it must contain exactly on
source model variable and one target model variable. As an
alternative representation the two contained packages may be
omitted and an arrow as shown in Figl#® that points from
the source to the target model variable is used to disting
the two model variables.

Rule Package A rule set package represents a BOTL model transformation

Set rule set as defined in Definitich2.8 As an alternative repre

sentation the representation of the rule packages and the rule
package itself may be omitted if the structuring of the rules and

their model variables is expressive enough.

Table 3.2.The UML stereotypes of the BOTL profile
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For the representation of BOTL model variables we use a UML profile for object diagrams.
Object diagrams are extended by two tagged values that are listed in3Tabled the stereotype
of Table3.2

mySourceModelVariable
<<Source Model Variable>>

{Term = n} a bl attt = null {Term = c* b c {Term = (.e", .}
att1 = null {Term = ,n%} att2 = null {Term = ,d} att1 = null {Term = e}
att2 = null {Term = ,2*a+b"} att3 = null att2 =null {Term = 9

Figure 3.11A sample BOTL model variable represented as an UML object diagram.

Figure3.11 shows an object variable regarding the metamodel in Fi§ut@ There exists a
term for every attribute excef@Class.att3 . Thus it is assumed that this attribute contains
the term<.

The object variable of the typAClass has a term tag with the valueas its identity. This
indicates that the identity of objects that are potentially generated from this object variable is
determined by the value of the varialpleln this case this value can be also found in the attribute
AClass.attl

The object variable identity of the ty@&Class has no term attribute, thus is assumed here.
This means that all objects that result from this object variable have uniquely generated identities.

The two attributesittl andatt2 of the clas€CClass are primary keys. Therefore the term
of this object variable must be a tuple that consists of the terms of the primary key attributes as
demanded in the description of Tallel

att1 =n a bl att1 -c |b C| att1 -e
att2 =2*a+b att2 =d att2 =f
att3 =0

Figure 3.12A more intuitive graphical representation of the model variable of Figuté&

Figure3.12shows the same model variable as FigBuELbut now we use the alternative graph-
ical representation. Since this representation seem much more intuitive one will usually prefer
this notation. Therefore we also use this notation for model variables throughout this work.

Two distinguish model variables, rules, and rule sets one may group them into stereotyped pack-
ages. Tabl8.2 lists the stereotypes that are used therefore. The use of this notation may be
necessary, if one wants to specify a BOTL rule set with a standard UML tool. In general we will
use the more readable ™arrow notation™ throughout this work.
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3.4 Rule Set Application

In this section we define how BOTL transformation rules are applied using the basic formaliza-
tion of object and class models and the definition of rule sets provided in the previous sections.

A model fragment is similar to a model (s. D&.1.129, but it is not necessarily consistent in
respect to the cardinalities of associations. Furthermore within model fragments attributes may
be assigned the special valgenhich may also be used within terms marking unset values.

Definition 3.4.1 (Model Fragmentmf)
A model fragment mfegarding a metamodeimis a tuple(OB, OA) that consists of

* an object allocatio®B

* a set of object associatio®A for that it holds:

Voac OA: Yoae€ 08 pag: 0ag, € OB (3.18)

The predicateonsistent holds if a model fragment is consistent to a given metamodel.

consistent(mf,mm) :< consistent (OB, mm) A Voa € OA: consistent(0a, OB)

(3.18 corresponds to3(15. l.e. a model fragment contains not necessarily a correct number
of object associations for all class associations. Accordin@.tt8( all existing object associa-
tions in OA are situated between objeaf the model fragmentnf. The definition of object
associations already ensures that the types of the objects are correct.

Definition 3.4.2 (Set of possible model fragmentSIF )
MFmnmis the set of all possible model fragments regarding a metanmootel O

Definition 3.4.3 (Model Fragment Matchmfm)
A model fragment match mfns a tuple(mv, mf, matcho, match,) consisting of

* a model variableny,
» a model fragmeninf with consistent(mf, mviym),

* a bijective mapping
matchg : mv|0VB — OB
which maps object variables to object of the appropriate type:

Yov € mVipyp : matcho(0V)|ot = OVioty (3.19)
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match
match, __________ .= o —_'__':_': Secmme ] match,
: Vs = /_/ < ‘/ = . = - .\. = SO
17:Employee omployes,” 1517:Office :Employee o~ Office
personiD  :17 worksIn| officeNumber : 1517 personlD  :id Sl officeNumber : o
firstName :"Gehard" ; 1762 firstName o f worksIn size m
secondName : "Popp" size e secondName : s )
worksIn &
18:Employee contains
personiD 18 22693:Phone
firstName :"Andreas” employee phoneNumber: 22693
secondName : "Guenzler"
— A N /
N Y
m, my,
Figure 3.13A model fragment matc mf, match, match g
) Y )
* a bijective mapping
matchg . m\4 ova — OA
which maps object variable associations to appropriate object associations:
Yovae OVA:
matchz(0va)|oaE = (3.20)
{ (ovagae, matcho(0vaeoy)) : ovaec ovaovae}
/\ matCh a(ova> |Card — ovalcardv
a

Model fragment matches are needed to identify those parts of a given source model that match to
the left hand side of a rule. They are also used to construct model fragments of the target model.
In the example of Figur8.13one of two possible model fragment matches between the model
mon the left side and the model varialoiey on the right side is shown.

match, takes an object variable and returns an object, so that every object variabwBadé
bijectively mapped to an object @B of the same type3(19. match, takes an object variable
association and returns an object association, so that all object variable associa@Mfsané
bijectively mapped to an object associationGA (3.20 with the same association ends and the
same cardinality. Furthermore for the resulheftch, andmatch it has to hold that if an object
variable and object variable association are connected also their matches are connected.
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Theorem 3.4.1
All identifiers of object variables of a model fragment matofim are assigned to pairwise dif-
ferent object identifier values. 0

Proof: Theorem3.4.1holds trivially because the identifiers of all objects of an object allocation
are pairwise different and a bijective mappimgtch, is postulated. 0

Definition 3.4.4 (Model fragment match sequenc®FM(m, mv))

For a modelm and a model variablenv MFM(m,mv) is the set of all (finite)ynodel fragment
match sequences mfih model fragment match sequentémis a sequence of model fragment
matchegmfm, ..., mfm,). Thereby it has to hold:

(i) vi,j:i# j:mfm # mfm

(i) Ymfm withi € {0,...,n} : mfm|mf|og C M|os
(iii ) Vmfm withi € {0,...,n} : mfm|mf|oa C M|oa
(iv) mv=mfm|my

(v) ¥Ymfm, : mfm, complies to(i)- (iv) = mfm, € mfm

(v) denotes that evempfmin MFM(m, mv) does contain all possible “matches”m/in m.

The number of model fragment matches to a given finite model and a given finite model variable
is finite. For the application of a rule an arbitrary ordered sequence of model fragment matches
is needed.

Example: In our running example there we can figure out one possible model fragment match

17 : Employee employee 1517 : Office
(@) personID - " officeNumber: 1517
firstName : ,Gerhard worksIn size: 17.62
secondName:,Popp* - .
: . O
18 : Employee employee 1517 : Office
(b) personID :_ 18 " officeNumber: 1517
firstName : ,Andreas worksIn size: 17.62
secondName:,Guenzler” . .

Figure 3.14The model fragments (@hfry(ro|my,) and (b)mfmy (ro|my,)
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sequencenfm= (mfny, mfm,) € MFM(mg, ro|mw ) of all (in our case two) possible model frag-
ment matches i, and the model variableg|my,. Figure 3.14 shows the model fragment
matchesnfrmy andmfm. 0

Definition 3.4.5 (Model Fragment Relationmfr)
A model fragment relatiomfr is a relation between a model fragment matdim, with a model
transformation rule, and a model fragmemnf with consistent(mf, ry|my [mm):

mfr : (MFM X Rpmy.mm ) X MFmm

Let

m”b:ru‘m\b‘mm
MM = ry|my | mm

mp € M arbitrary but fix

Fulmvg lmm

meM arbitrary but fix

Fulmvy [mm 1

MFM = {mfm: mfme MFM(m, ry|my,) With m € Mmm,, fu € Rmnmy,mm }

To be in a model fragment relation it is a prerequisiterfdm, andr, that it holds:

Imfn? € MFM (mg, ry|my,) With 3i € {0,...,|mfnP|} : mfnf = mfm, (3.21)
Let mf be chosen so that it holds:

Imfng, : Imfm" € MFM(my, ry|my, ) with mfny, € mfm’

A MY, mateho (1 v, love) = Mfove (3.22)
A M, | mateha (1 lmw Jova) = Mfova

Let GLi?j be the set of equations that relate object identifiers of the source fragment to object
variable identifiers of the left rule side. Th@, contains all equations of the kind:

Gliy == A MM matcho (OV) ol = OVloiv
OVEry|my)love
A OVovAEO A OVioiv#EE

Let GLO be the set of equations that relate the attribute values of all object variables of the left
rule side to those of the source model fragment. ‘I@U& contains all equations of the kind:

GLy= A A\ MM | match, (OV).att = ov.att

overy| myy love  atteoviyy|arov.att£

Equations concerning identifiers resp. attribute values thap deems are ignored.
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Let GLild be the set of all equations that concern the set of object identifiers regarding all object
variables of the right rule side. Th(ELild contains all equations of the kind:

(pK<{(a7V) S mfnﬁ|matcho(ov) |V : if 0V|Oiv = EN
Ja € oVjotv|Keydn}) (V(a,t) € ovjywA
Glig := A a € OVioty|keydn : t # O)
UEnimalove | ovigy, it oMoy # ¢
| genID(u,V, genNum(0V, 'y|my [ove)) ~Otherwise

- mfrrt ‘ match g (OV) ‘ oi

Thereby letgenID (n1, N2, n3) andgenNum (elemset) be injective functions.

The functiongenID (ng,ny,n3) maps three numbers to an identifier i which will be not
generated by any other identifier term.

The functiongenNum (elemset) yields to a number aN for an elemenelemof a setset

For object identifiers that would be identified @sterms unique values are generated by using
genID andgenNum.

Let GL! be the set of equations that concern attribute values regarding all object variable of the
right side of the ruleGL! contains all equations of the kind:

GLi= A A ovatt=mfmy| mach,(0V).att

overy|my love  atteovivvla

Thereby equations for attribute values withterms are not ignored. These are replaced later
with suitable default values.

It has to hold: The object identifiers and attributesntfog are a solution for the system of
equations that consist of the equation&in:= GL A GLY A GL, A GLL 0

Please note thaB(21) implies that the model variable ofifm, is the same as the left rule side,
i.e. mfm,|mv= ry|mw.

Example: In Figure3.15an example for a valid model fragment relation for the mylef our
running example is given. There is a model fragment maiif between the left rule variable
mvp to a model fragmeninf, that is indicated by the dashed pointers between the elements of
the model variable and the model fragment. As required in DefinBidrb(i) there exists also a
matchmfm} for mvy that leads to another model fragmenmit;. The model variablenw consists

of the object variabl®vg o, which is of the typeOffice and the object variablev ; of the type
Phone. The model variablenw, consists only of one single object variable, which we denote by
ovy 0. According to the definitior3.4.5we get the following equation system:
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r
A
- N
0
match,
yeia T~
1517:Office Office -4 match, R
officeNumber : 1517 officeNumber : o _ - - S S
size 117,62 size 10 A
:Room 1517:Room
isln 0 isln
matcha roomNo : o roomNo : 1517
€ === === - squareFt : ¢ squareFt : ¢
contains contains phone  : "+49 (89) 289 " © toStr(pn) phone : "+49 (89) 289 22693
22693:Phone :Phone
phoneNumber: 22693 phoneNumber: pn
< _ L -
T
match,
— _ — _
~— — ~— ~—
mf mvg my, mfy

Figure 3.15The ruler; with a model fragment match for the left side and a model fragnmépt
wheremfr((mfnf,r1),mf;) does hold.

GLY : ( match3(ovp 0)|0i =€ not considered according to D&f.4.5
( match3(0vp 1) |oi =& not considered according to D&f.4.5
GLY: matchd(ovpp).0f ficeNumber =0
match3(0vp o).Size =m
matchd(ovp1).phoneNumber = pn
GLY : pK({(roomNgmatch}(ovy o).roomNQ}) = matchl(ov o)|oi
GLL: 0 = match}(ovy p).roomNo
& = match}(ovyp).squareFt
"+49 (89) 289 "5 toStr(pn) = match}(ovy o). phone

We can derive a solution for this equational system that yields to the identifier and attribute values
for the generated objects in the target model for a given source fragement:

match}(ovi g)|oi = pK ({(roomNaqmatchd(ovg0).0f ficeNumbey)
match}(ovy g).roomNo= matchg(ono).of ficeNumber
match}(ovy o).squareFt= <
match}(ovi o). phone= "+49 (89) 289 "o toStr(match3(ovo 1). phoneNumber
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For the left hand model fragment shown in Fig@r&5we get:

match}(ovi g)|oi = pK({(roomNQ1517})
match}(ovy g).roomNo= 1517
match}(ovy o).squareFt= <
match}(ovy o). phone= "+49 (89) 289 ' toStr(22693)= "+49 (89) 289 22693"

As one can see this is a solvable equational system with valid solutions for all variables. Thus
mfr((mfnf,rq1), mf;) does hold.

In general not all systems of equations can be resolved as easy as in this example. The example
already shows that data types like strings together with the concatenation ope'tatan/‘occur

that do not form a mathematical group. Hence a useful tool support for the presented approach
must provide the ability to plug-in user defined solution strategies. The problem becomes clear
when imagining the reverse transformation from beta to alpha: now the user must provide a
strategy how to extract the first and the second name from a single srimng

There may be several (or none) model fragmentigthat are in the relatiomfr((mfnf, r1), mf})
for given mfn? andrj. Those relations that hold only for one model fragmmifif are of special
interest, because therefore attribute values for model fragments can be computed deterministi-

cally. O
Lemma 3.4.1
It holds fori # j: Mf, | matcho (OM)oi 7 MY, |maicho (0V)) o 0

Proof Sketch: Lemma3.4.1concludes directly from DefinitioB.4.1, Definition 3.4.3(3.19,
and Definition3.4.5(3.22 because the objects of the target model are an object allocatian.

Lemma 3.4.2

For every objecb of a model fragmentnf that is in a model fragment relation

mfr: (mfm,ry) x mf with an arbitrary but valid (according to Definitidh4.9 mfm, andry
itholds that:

V(0,AE: 0|ot € AE|;,ae€ AE) :
3oV € ry|my |ove With (i) 0fot = OV]otA
(i) z OValcardy = Z 08 card

ovaeovae=(aeov) oaeoae=(aeo0)
AovaesovaovAE Noae=08|paE
AovaoyatT=AE NodloaT=AE

l.e. the sum of all cardinalities of all outgoing associations of the sigpef an objecto is
equal to the sum of cardinalities of the corresponding association variables that go out of the
object variable from whiclo might originate (s. example in Fi§.16). O
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ov o

ae ae

ae ae

— _/ — _/
~— ~—

rulmv1 k+l = Xoval,,4,= Xoal .,y = k+1 mf

Figure 3.16:Sum of cardinalities of outgoing association

Proof Sketch: The proof arises from the propertig$ and(ii ):
(i) because of DefinitioB.4.5(3.22 and Definition3.4.3(3.19.
(i) because of DefinitioB.4.3(3.20 Definition 3.4.3(3.19. 0

Definition 3.4.6 (Model Fragment Transformation mft(mfm,rj))
If a model fragment relatiomfr is a total function, then we call it@model fragment transforma-
tion mft of a model fragmenmf by a ruler;.

mft(mfm,r; (3.23)

) mfr(mfm,rj) if mfr is a total function
=
otherwise

Example: A model fragment transformation returns a new model fragment whose structure
is determined by the right side of the applied rule. Since all the values of the model frag-

LACME' : Company ACME : Company
worksFor mpan belongsTo worksFor ompan belongsTo
employeeF _‘ owns employee —‘owns
17 : Person 1517 : Room 18 : Person 1517 : Room
personiD : 17 roomNo : 1517 personiD : 18 roomNo : 1517
fullName: , Gerhad Popf squareFt: 189.59 fullName: , Andreas Guenzler* | |squareFt:189.59
room: 1517 phone: <> room: 1517 phone: <>

(a) (b)

Figure 3.17The created model fragments @b o and (b)gmb 1
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ment relation in our running example can be derived deterministically it is a model fragment
transformationmft with respect to Definitior8.4.6 The generated model fragmegm o :=
mft(mfmy,rp) is depicted in Figure3.17 (a). We call the newly generated model fragment
gmbo = mft(mfrmy,rg), since it is the first model fragment that was generated during the
application of the first rule Likewise we get the second generated model fragmmeigi =
mft(mfmy,ro) that is depicted in Figurd.17(b). O

A model fragment transformation transforms one match of the source model into exactly one
model fragment of the target model. To transform a complete model all matches are transformed
and resulting fragments are merged. Therefore in the following a predizapeable indicating

the merge-ability of two object allocations and a merge operator operating on model fragments
are defined.

Definition 3.4.7 (mergeable(OB°, OB!))

mergeable(OB°, OB!) =(%0g € OB, 01 € OB : 0g|oi = 01/oi
A((3(ao, Vo) € 0olv, (a1,V1) € O1]v
with ag =a; AVg # V1 AVg # O AV # <>)
V Oplot 7# O1/ot))

Two object allocations armergeable, iff there exists no object in both allocations with an iden-
tical identificator but with an contradictory object type or contradictory attribute values.

Definition 3.4.8 (OBmerge(OB°, OB))
Let OBmerge be a strict mapping of two object allocatio@8® and OB! regarding the same
metamodel to another object allocation.
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OBimerge(OB®, OBY) — {OB+ iff mergeable(OBo,OBl)
L otherwise

TherebyOB™ is the set of objects for that holds:

Yoo € OB with 0g|oi ¢ OBY|o; : 0p € OB

Vo, € OBt with 01)oj ¢ OB?|o; : 01 € OB

V0o, 01 With 0g € OB° A 01 € OB with 0p|oj = 01]oi :

310" € OB" : 0" |oi = 0ploi A O |oi = O1oi
A 0+‘ot = 0p|ot A\ 0+|ot = 010t

AOT|y = {(a,v) . (a,Vo) € 0glv A (a,v1) € 01y

/\V:{VO fOI'V07§<> }

v1 otherwise

The result ofOBmerge is an object allocation containing all objects of the source allocations if
these arenergeable. The attributes of the resulting objects contain the values of their origins but
> values may be overwritten by concrete values. If the two object allocations are not mergeable
(e.g. in case of conflicting attribute values)is returned. Please note thatas an argument of
OBMergealways yields tal , sinceOBMergeis a strict mapping.

Lemma 3.4.3
For mergeable(OB°, OBY) it holds that:

OBmerge(OB°, OB)|oi = OB?|i U OBl

Proof Sketch: Lemmag3.4.3results direct from Definitiod.4.8 0

Definition 3.4.9 (Mergemfq, Uy, mf;)
U IS @ strict mapping:

€L for mf; = L with i € {0,1}
Mfo U Mfy V—mergeable (mfy|os, Mf1|oB)
(OBmerge (mfg|og,

mf,|og), OAT) otherwise
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With

OA" = (mfgloaUmfy|oa) \ { (OAT, card, OAE) :3o0a, € mfy with k € {0,1} :
OAT = 0&|oaT
OAE= oak|OAE

089|card 7 081 card
card = min{0ao|card, 081 |card} }

Merging L with any fragment results in.. Two objects with the samei are merged to one
object. Corresponding attributes must have the same value or at least one valwehish

will be overwritten. Otherwise the resulting model fragmentt.is All object associations are
preserved OA™ is the union of all object associations of the model fragmerftsandmf,, but

if there are associations mf, andmf; that are equal except of their cardinalitiesrd, then

only that one with the higher cardinality is @A". Thus the cardinality of the resulting object
associations is the maximum cardinality of the corresponding object associations in the source

model fragments.

We use the following abbreviation:

U, mfii=mfoUn...Unmf,

i={0,...,n}
1517 : Room 1517 : Room 1517 : Room
roomNo: 1517 roomNo: 1517 roomNo: 1517
squareFt: ¢ squareFt: 189.59 squareFt: 189.59
phone: ,+49 (89) 289-22693“ phone: ¢ phone: ,+49 (89) 289-22693“
owns owns owns
belongsTo belongsTo belongsTo

LACME" : Company ACME* : Company LACME" : Company

worksFor worksFor
employee employee
17 : Person 17 : Person
personiD : 17 personiD : 17
fullName: ,Gerhard Popp* fullName: ,Gerhard Popp*
room: 1517 room: 1517
— _/ — — -
—~ v v
f, mfy mfy = merge(mfy, mf,)

Figure 3.18Two mergeable model fragments and the resultof,
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1517 : Room 1517 : Room
roomNo: 1517 roomNo: 1517
squareFt: 122.40 squareFt: 189.59
phone: ,+49 (89) 289-22693" phone: ¢
owns owns
belongsTo belongsTo
LACME" : Company ACME" : Company
— 7 — 7
—~ —~
mf, mf|

Figure 3.19Two model fragments which are noiergeable

Example: In Figure3.18three model fragmentaf,, mf;, andmf, are shown. The merge
of model fragmentsnf, andmf; result in the model fragmemhf,. Figure3.19contains two
other model fragmentsify, and mf;, which are not mergeable because the attrilsgteareFt
gets assigned two conflicting values. O

For a better readability and a more convenient handling we conclude some key issues of Defini-
tion 3.4.9in the following Lemma:

Lemma 3.4.4 (Merge-Lemma)
For mf, = mfy Uy, mfy it holds that:

(i) mf,|oa contains all object associations that occumify|oa or mf;|oa. If Object associa-
tions occur in both model fragments then only these with the bigger cardicalityare
included inmf,|oa.

(i) mf;]osloi = Mfo|osloi UMf1|oBloi

(iii ) mf,|oa € mfgloaUmfi|oa

Proof Sketch: The proof of Lemma.4.4is directly evident from Definitior3.4.9 Lemma3.4.1
and Lemmé&3.4.3 0

The following theorems state some interesting properties of the relat@gableand theu,,
operator:mergeable as well asJ,, are commutative and associative. The proof is based upon the
commutativity and associativity of.

Theorem 3.4.2
The relationmergeable is commutative.

mergeable(OB°, OB!) = mergeable(OB!, OB®)
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Proof Sketch: TheorenB3.4.2can be proved easily by substitution into the definitiomefgeable
(Def. 3.4.7). 0

Theorem 3.4.3
The strict mapping@Bmerge is commutative.

OBmerge(OB°, OB!) = OBmerge(OB!, OR?)

Proof Sketch: Theorem3.4.3can be proved easily by substitution in the definition of OBmerge
(Def. 3.4.8. 0

Lemma 3.4.5
For arbitraryOB;, C OBy, OB C OB; it holds:

(i) mergeable(OBg, OB;) = mergeable(OB;;, OB;))
(i) —mergeable(OBp,OB;) = Jog € OBy, 01 € OBy with —mergeable({0p},{01})

(il ) —mergeable(OBy, OB)) = —mergeable(OBy, OBy )

Proof Sketch: (i) and(ii) are evident directly from DefinitioB.4.7. According to modus tollens
(iii ) follows directly from(i). 0

Lemma 3.4.6
For arbitraryOB;, C OBy, OB C OB; it holds:

OBmerge(OB;;,0B)) = L
= OBmerge(OBy,0B;) = L
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Proof:
OBmerge(OB;,,0B)) = L
= —mergeable(OB, OB )
Lemm§4.5(||| ) —mergeable (OBy, OB;)
= OBmerge(OBy,0OBy) = L
0

The following lemma states that object identities don't disappear witlimerge operation.

Lemma 3.4.7

0|oi € (OBp|oi UOB;|0i) A mergeable(OBy, OBy )
= 0|oj € OBmerge(OBo, OBy)|oi

Proof Sketch: For the three possible cases
(i) 0loi € OBooi A Ofoi & OByloi
(i) 0loi ¢ OBoloi A O|oi € OByloi

(ii ) 0|oi € OBp|oi A 0|oi € OBy |oi

the statement is evident directly from the three corresponding cases of Defthiti@n 0

Lemma 3.4.8
It holds for OBmerge (OB, OBmerge (OB',0B?)) # L that:

(i) mergeable(OB°, OB')
(i) mergeable(OB°, OB?)
(iii ) mergeable(OBt, OB?)

Proof: (iii ) has to hold obviously becaug®Bmerge is strict. (i) < (ii) because@DBmerge is
commutative, i.eOBmerge(OB®, OB!) = OBmerge(OB!, OB°)

w.l.0.g. we proveii):
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Proof by contradiction:

—mergeable (OB, OB?)

30, 0" with ~mergeable({0'},{0"}) A0 € OB A 0" € OB?
= 0'|oi = 0”|oi

Lemma3 4.5

Case 1: 0 |ot # 0ot
HeMIE348 Som € OBmerge(OBY, {0"}) With Omloi = 0”|oi A Omlot = 0ot
AOm|oi = O ’m A Om|ot =0 ‘Ot
= —mergeable({0'}, {Om})
- OBmerge({0'},{0"}) =
Lemm a346 OBmerge(OBo OBmerge(OBl OBZ)) 1L
4 (Contradiction)

Case 2: J(a,v) e djvAd(a V') € d'lv withV AV AV £ OAV £
HemE345 30m € OBmerge (OB, {o”}) With Omloi = 0oi A (8,V) € Omlv
=  OBmerge({0'},{om}) =
Lemmg3.4.6 OBmerge (OB, OBmerge(OBl OB?)) =
4 (Contradiction)

= (i), (i)
0
Theorem 3.4.4
The mappingDBMergeis associative.
OBmerge(OB°, OBmerge(OB!, OB?)) = OBmerge (OBmerge(OB°, OB'), OB?)
O

Proof: Letl.s. := OBmerge(OB®, OBmerge(OB!, 0B?)) and
r.s. := OBmerge(OBmerge(OB°, OB'), OB?)

According to Lemm&.4.8it holds:r.s. = L Al.s.= 1l orrs # LAl.Ss # L

Casel: rs.=1Als =1
=ls =rs.
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Case2: rs.# LAls # L
Proof by contradiction: It holds () or (II)

I'S-|OB|0i 75 r.s.|OB|oi (I)

30’ €1.s|og,0” €1.5|0B
with o' |oi = 0”[oi A (0|0t # 0" |0t VO'|v # 0" |v)

Q)

Case I: Jowithoe€l.s.|ogUr.S.|oB
Lem@?"‘l'?é (Contradiction)
Case II: according to Definitior8.4.8it holds that:
0ot = 0"[ot A |v]a = 0"|v|a
= (a,V) € dlv AI(a V') € o'|y with V' # V'
according to Lemma&.4.5it holds that:

mergeable({0'},{0"})

(V=0A'#0) v (V#EOAV =)
4 (Contradiction)

VAV
ki

Def. OBmerge
=

Theorem 3.4.5
The Uy, operation is commutative, i.enfy Uy, mfy = mfy Uy, mfy. O

Proof: OBmerge is commutative according to Theore8m.3 Thus it can easily be shown by
substitution that Theore®.4.5does hold. 0

Theorem 3.4.6
TheU,, operation is associative, i.e.

(mfoUm mfy) Uy mfy, = mfg U (Mfy Uy, mfy)

Proof: For the proof of Theorer8.4.6three cases can be differentiated, whereby

l.s. ;= (mfgUm mfy) Uy mf,
r.s. := mfoUp (Mfy Uy mfy)
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Casel: |ls=1Ars=1=1ls=rs

Case 2: w.l.o.g. (according to Theore®4.51.s.= L Ar.s. # L

L #rsfog= (MfoUn(mfyUnmfy))|os
= OBmerge (mfy|os, OBmerge (mf;|og, Mfs|oB))
= OBmerge(OBmerge(mfo|os, Mfy|os), mf|os)
= ((mfoUmmfy) Unmf3)|os
= I-S-|OB

This contradicts to the assumptibs. = 1.

Case3: I.s.# LArs # 1

r.s.|og = (MfyUm(Mfy Unmf5))|oB

= OBmerge(mfy|os, OBmerge (mf;|os, Mfs|oB))

= OBmerge(OBmerge(mfo|os, mfy|os), mf3|os)

= ((MfoUmmfy) U mf3)|os

= |-S-|OB
According to Definitior.4.9r.s.|oa resp.l.s.|oa contains all object associations that occur
in mfy, mfy, or mf,. If an object association occurs in several model fragmetitghan

exactly those with the maximum cardinalitgrd are contained ith.s.|pa (associativity of
the binarymaxresp.min function).

Thus it holdsil.s. =r.s. 0

Theorem 3.4.7
For all permutationpermof a sequence=1,...,nit holds:

((--- (MfL UMy Uy -+ ) U Mf,_ ) U Mf, =
(( . (mfpemtl) Um mfpern{Z)) Um - ) Um mfpern(n—l)) Um mfpem(n)

Proof: Theorem3.4.7does hold because,, is commutative and associative. |

Definition 3.4.10 (Rule Application @pply (m,r;, mfy)))
A rule applicationis a mapping

apply (m,ri, mfg) — Mfy g
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wheremfmis an arbitrary but fix (finite) model fragment match sequence with
mfme MFM (M, 1i|my,)

and

— mfy forj=0
L= (mfy; 1 Unmft(mfm_y,r;)) for 1< j < |mfm

Theorem 3.4.8
The result of a rule application (Definitidh4.10 is invariant according to all possible model
fragment match sequences regarding a modahd a model variablev (Definition 3.4.4. O

Proof Sketch: Theorem3.4.8concludes directly from Theore4.7. 0

Theorem3.4.8 states an important property of BOTL: within a rule application we extend the
target model by finding matches for a rule’s left side model variable in the source model, creating
new model fragments for the new target model and merging them one after the other into the
target model. According to TheoreBw.8the (chronological) order in which matches are found
does not matter. Consequently the order of the merges of new fragments doesn’t matter, too.
Thus a rule application always yields to a deterministic result, independent of the chosen pattern
matching strategy that is used to find matches in the source model.

Definition 3.4.11 (Rule Set Application (ransform(m,r)))
A rule set applications a mapping

transform : Mimm, X RWmm, mm — MFmm
transform(m,r) — mf

so that it does hold

mfy, = (0,0)
mfi = appl}/(mv -1, mfi—l) ,fori e {17 RN ‘r‘}
Whereby alk) values inmf are replaced by appropriate default values. O

Theorem 3.4.9
The result of a rule set application is invariant with respect to the ordering of the rules of the
given rule set. 0
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Proof Sketch: Theorem3.4.9is a direct consequence of Theor8m.7. 0

Theorem3.4.9states another important property of BOTL. The order in which rules of a rule set
are applied does not influence the result of a rule set application. This means that every rule is
independent of all other rules which leads to better modularity of rule sets.

Theorem 3.4.10
Generally it holds:

transform(m,r) = Um apply(m,ri, (0,0))

ririer

Proof:

Def. 3.4.11

transform(m,r) apply (M, 1|1, apply(...,apply(m,ro, (0,0))...))

Um apply(m,ri, (0,0))

ri-rier

Def. 3.4.1Q Thm.3.4.5

Example: Interms of our formalism a model transformation is a rule set application as defined
in Definition 3.4.11 Accordingly the result of the transformation in our running example can be
obtained from the functiomansform(mg,r). Inserting the example’s values leads to

transform(mg,r) — mf, , with
mf, = apply(Me;, r1,apply (Me; o, (0,0)))

transform (Mg, 1) — mf, = apply (Mg, 11, apply (Mg, ro, (0,0)))

The model fragment match sequence mfm from our running example can be used to resolve the
innerapply operator according to Definitic&.4.10

apply (Mg, ro,(0,0)) = mf; , with
mf; = mfy,
= mfy 3 Uy mft(mfmy, ro)
= (mfy oUm mft(mfry, ro)) Un mift(mfrmy, ro)
= (MfgUm mft(mfmy, ro)) U mft(mfmy, ro)
apply (Mg, 1o, (0,0)) = mfy 5 = mf; 1 Uy mit(mfmy, ro)
= (MfyUn mft(mfrmy, ro) ) Uy mft(mfmy, ro)
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When the first ruleg is applied it holds thainfy = (0,0). Thus

mfoUm mft(mfmy, ro) = (0,0) Ungmbo=9gmbo

l.e. the model fragmergmt o is merged into an empty model fragment. Resolvingdpyey
function according t&.4.9we retrievegm (s. Fig.3.20: This statement is rather trivial, since
the first model fragmengm o is merged simply into an empty model fragment. Resolving
the apply function according to DefinitioB.4.9we retrieve the model fragmegtnf shown in
Figure3.20

apply (Mg, 1o, (0,0)) = gmboUngmbi=gmb

The value for the attributphone will be generated by the application of the second rule. Ac-

17 : Person worksFor |./ACME" : Company belongsTo 1517 : Room
personiD : 17 employee owns [roomNo: 1517
fullName: ,Gerhard Popp" squareFt:189.59

. worksFor .

room: 1517 phone:

18 : Person
personiD : 18 employee
fullName: ,Andreas Guenzler*
room: 1517

Figure 3.20The result ofapply (mgy,ro, (0,0)) = gmf: The Person and Room objects are al-
ready created, but there is no value for phene attribute yet.

cording to Theoren3.4.7we could also permute the model fragment matanés, and mfm
and would still get the same result.

The application of the second rute is performed analogous, but it starts wgmf. Since

the merge operator ensures, that already created objects are merged with those that are newly
created, thehone attribute is set correctly in all existingoom objects. Theorem 3.21 ensures
thatro could be exchanged with. The result of the transformation is shown in Figard at

pages.

So far we defined a model for classes, objects and rule sets and determined how to apply rule
sets. However the application of a rule set may still yield tas the result, which indicates that

the transformation process could not be performed successfully. In the next sections we provide
techniques that allow to determine weather a rule set can be applied successfully with respect to
two given source and target metamodels. Further aspects of interest are meta model conformance
and bijectivity.
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4 Properties of BOTL Rule Sets

In the last section we have introduced the fundamentals of the BOTL formalism. With these
fundamental concepts transformations of models can already be specified. But up to now there is
no methodology for creating reasonable rules and rule sets for different purposes. So in the next
three sections some techniques are discussed that allow to determine:

« ifarule or arule setigpplicable that means the result of an application is always different
to L (c.f. Sectiord.1), and

« if a rule or a rule set isnetamodel conforprthat means the resulting model fragment is
also a model regarding the target metamodel (c.f. Sedtian

Most of these verification techniques are only sufficient but not always necessary postulations.
Nevertheless they are proven by argumenting about the according metamodels and the model
variables.

Since one of the purposes of BOTL was to describe transformation of data between different
CASE tools also some kind of bijectivity of the transformations has to be discussed. In Sec-
tion 4.3the meaning of bijectivity in the context of BOTL is defined.

4.1 Applicability

Applicability is the first of three important properties of rules and rule sets. We tried to make
the verification technique for that property simple enough to be understood and applied easily
whereby they also have to be general enough to be usable.

Definition 4.1.1 (Applicability of a Rule Set)
Arule setr is applicableif and only if its application generates a valid (wz ) model fragment:

r is applicable, iffYmg € M : transform (Mg, 1) # L

ro|myg lmm

First we provide several definitions that are necessary for the subsequent steps to prove the ap-
plicability of a rule set.

53
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Definition 4.1.2 (dependsOn(ov,r;))

For an object variablev at the right hand side of a rulg dependsOn yields to the set of object
variables{ow,...,0vn} Of the left hand side from which the identifier resp. the key attributes
of ov can be deterministically calculated. dfjsy has a constant value thelependsOn(ov,r;)
returns the empty set 0.

dependsOn : (f|my |ovs, {Ii|l =T0,....Mn,0<i<n}) — Z(r|mylove) U{L,O}

(0 if oVjoiv resp. all key attributes oby are constant

{ow,...,0un} if OV]oiv resp. all key attributes ofoy are one to
one dependent oM | oy resp. on the key attributes

dependsOn(oV, ;) — of ,ov*
& if ovloiy resp. one of the key attributes a#V/ is
equal to$
1 otherwise

\

Informally spokendependsOn yields to the set of source object variables of a given rule of which
the identity of a target object variable is one-to-one dependent.

Definition 4.1.3 (attDependsOn(ov, att,r;))
Let ber; = (mw, mv), OVE mv|oyve, andatt € ovjyy|a.

0 if att = constv att = <
{ow,...,0vz} if att can be computed from exactly the
attDependsOn(ov, att, ri) = attribute terms of the object variables
{ow,...,ovn} € myp|ova
L otherwise

attDependsOn Yields to the set of source object variables of a given rule on which an attribute
value of a target object variable depends.

Definition 4.1.4 determines(OV =2 OV?2))
Let my be the left hand side of a rule a@V/*, OV2 C mw|ove. The relationOV: > OV2 holds
if
Yme Mm\/o\mm .
vmfme MFM(m,m) :
vmfm, mfm € mfm:
(Vovt € OVt : mfm(ovt) = mfm (ov') = Yov# € OVZ : mfm(ov?) = mfm (0v?))
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emp off
:Employee | -Office
ersoniD (g [ employee ) .
ﬁrstName f worksln| officeNumber Lo
secondName : s size -m
— _/
~

Figure 4.1:An example model variable

Thus OV:"?0OV2 means: If the object variables @V! do match to the same objects of the
source model, then all object variables@Vv? do also match to the respective same objects of
the source model.

Lemma 4.1.1 ¢~ is reflexive)
Let my be a model variable an@V be a set of object variables according to Definitibf.4
Then it holds generally:

ov¥ov
|.e. ~ is reflexive. O

Proof Sketch: Substitution into Definitiot.1.4yields to a statement of the kirfll= A which
is obviously true. 0

Lemma 4.1.2 ¢~ is transitive)
Let my be a model variable an@Vv*, OV2, andOV® be sets of object variables according to
Definition4.1.4 Then it holds generally:

oVITY o2 A oV OV = oviTY oV

|.e. ~= is transitive. 0

Proof Sketch: Substitution into Definitior.1.4yields to statements of the kidkd= BAB = C.
Since then it holdé&\ = C Lemma4.1.2does hold, too. 0
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Theorem 4.1.1 (Verification technique for~~ for two object variables)
Let mw be an arbitrary but fix model variable a@¥/*, OV? C mv|ovs as defined in Definition
4.1.4

Forov; € OV! andow, € OVZ it does holcbvlrﬂ\»bovz, if it exists a sequence

((ovae,0ovae),...,(ovag,0vag)) ,with

(i) Vieqo.... nygetovan,, (ovae,ovag) # L (Theovaetuples are obj. variable assos,)
(i) ovag)|oy = oV (start of sequence ®v;,) A
(iii ) oVae|oy = OV (end of sequence ®w»,) A
(V) Viefo....n—1} - OVa&|oy = OVa&1fov (sequence is coherenty)
(V) Vieqo,....n} : OVaR|ae/m = (1,1) (sequence is path of to one associations.)

Proof: Prove by induction over the length of the sequelnce
Induction Hypothesis: | =1

Since the sequence has the lengtbvae|,, andovag)|o, are connected by exactly one object
variable association according (0, (ii), and(iii). (v) ensures that the corresponding class
association has a multiplicity dfL, 1) from the class obvag)|oy to the class obvag|e. Thus

ovae)|ovr3\fbva‘e)]ov holds forl =1 (see also DefinitioB.1.12(3.14) on page23).
Induction Step: | +1

According to the induction hypothesis the proposition holds for sequences of the lergth
(ovag,0vae), ..., (ovag,ovag) be a sequence of the lendth 1. From the induction hypoth-

esis we assume that it holdsaeo|ovwbva‘e_1|ov). According to an equivalent argumentation
as in the induction hypothesis we can state that it homyo\,"l\fova‘e]ov.

Considering(iv) we know that it holdsbvag_;|oy) = 0vag|ov

Together with Lemmd.1.2we can state that

m\p
ovag|ov ~~ 0Vag|ov

In Figure4.1a model variable with two object variablegempandovy 1 with the identifierssmp
andoff are shown. This model variable belongs to the metamoug} of Figure2.2 on page

. . . m .
7. In this exampleovemp determineovg s, i.€. {OVemp} N‘\?{OVOff}, because according to the
metamodemmy, an employee works in exactly one office. Also some more trivial determines

. m
relations hold as for examplg¢dVemp OVotf } v\—?{OVoff}
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Definition 4.1.5 (Applicability of a rule)
A ruler; is applicableif and only if its application generates a valid (wz_) model fragment:

ri is applicable iffvmg € Mt gl - apply (mo,ri, (0,0)) # L

Definition 4.1.6 (Applicability Equational System (AESov, ovy, k;1)))

Let ovp andov; be two object variables of the right side of a rulevith the same typéype i.e.
OVo|otv = OV1 |otv = type Let mfnf € MFM (m,ri|my,) be a model fragment match sequence for an
arbitrary but fix modem € M, . ThenAESow,0vy, k,|) denotes the following equational
system:

A MM match, (OV0)-att = MM maen, (OV1) .att (4.1)
attetypelan/typlkeysn
/\mfrrﬂmatcho (OVO) ~att7é<>
/\mfrrﬂmatcho (Ovl) attEd

|m\0|mm

Theorem 4.1.2 (Applicability of a rule)
Aruler; is applicable, if all of the following three criteria do hold:

(i) the equational syste@L according to Definitior8.4.5is unambiguously resolvable.
(II) Yov e I |mv1|OVB:

((dependsOn(ov,r;) ¢ {L,$}

film
AVYa € ovjyy/|a : dependsOn(oV, ;) vao attDependsOn (0v, a,r))
V dependsOn(ov, i) = <
\/V(a,t) S 0V|VV t= <>)
(iii) For a single model fragment matchfm of a match sequenaafmwe denote the solu-
tion of the equational defined in Definitidh4.5 system withGL'(owvy,0v1,i). Thereby

GL'(ow, 0w, 1) contains only the solutions for the identifiers and attributeswpfandov; .
VOVp, 0V1 € Ti|my |ove With OVo|otv = OV1 oty : I

CES:= (MfM| matchy (0Y0)|oi = M| mateho (0V1)]0i) A GL(OVo, 0v1, K) A GL (0Vo, 0V, |)

is solvable, then it does hold:

AESovw,ovy,k,l) does not increase the solution spaceGHS i.e. AESow,0v,K,l)
doesn't restrict the solution @ES
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(i) is a sufficient and necessary criterion to ensure that a model fragment transformation yields

to a result different fromL. The criteria(ii) and (iii ) are sufficient but not necessary to ensure
applicability.

Informally a ruler; is applicable if the following three statements hold:
(i) All equations according to DefinitioB.4.5have a unique solution.

(i) We can determine for every object variablec rimv |OVBthat at least one of the follow-

ing statements hold:

« If the identity ofovis one-to-one depend to a set of object variables from the rule’s
left side we call this seDV. If the elements oDV are matched to the same objects
of the left-hand model then every attributeafgets assigned the same value by the
model fragment transformation.

* It holds for the identity of the object variable that|pi, = <.

« All attribute values obvare<.

(iii ) If one newly generated object of the target model matches to two different object variables

of the rules right model variable that are of the same type, and if the object identifier terms
may lead to overlapping values, then those objects generated from those object variable
have to bemergeable. Therefore 4.1) further determines that both matches yield to the
same attribute values for this object, so that the merge operation does not fail. We demand
that the constraints dkESdo not further restrict the solution @L. In this case we can

be sure that there won't be any conflicting attribute values that result from these two object

variables matching the same object.

Proof Sketch: Obviously there are two possibilities to obtainas the result of a rule applica-
tion: either a model fragment transformation retutnsr a merge operation returns because
different attribute values could not be merged. Thus postuldtioensures that no model frag-
ment transformation within the rule application resultslinFurther(ii ) and(iii ) ensure that no
attribute values (different t¢>) conflict in the target model.

Subsidiary:
Let mf = apply(m,r;, (0,0))
= (0,0) U mft(mfimy, ri) Um - - U mft (MfMir 1, 1)
Obviously it holds thaif = L if and only if (a) mft or (b) mergeyields to_L.

Case (a): This can only occur ifGL is unresolvable according to Definitid4.5(see Defini-
tion 3.4.6. This is excluded byi).

Case (b): The merge of two model fragmenisfy,, mf; yields to_L if it holds for these two
model fragments:mergeable (Mfy|os, Mf;|og). This can only occur if

* it holds for onemf, = L. Though this is excluded by case (a). Or:
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» two model fragments that originate from a model fragment transformaiditrdo
contain an object with the same identifier but different attribute values. This is ex-
cluded by(ii ) and(iii ) (s. a. Definition3.4.9.

O
Lemma4.1.3
Theorem4.1.2 (i) holds for one pair of object variablesv,0vj € ri|my |ove With ov|otv =
ovj|oty, if
VOV, 0V € Ti|my love With K # j A OVi|otv = 0Vj|otv
A (0Vicloiv # O AB(a,t) € OViwy @ € OVicJotvlkeysA t = )
A (OVjloiv 7 O A Bat) 0Vj|vv : @ € 0Vj|otv|keys\ t = ) :
V(a,t) € olwy, (&,t") € ovjlyw witha=a' Aa ¢ ovi|on]keys:t =t' VI =V =&
O

Proof: The proposition of Lemmd.1.3specifies exactly the case when the equational system
AESfrom Definition4.1.6 contains no or only trivial equations. l.e. at least one identificator
term contains}, or the pairwise identical attributes are assigned to the same term or at least one
attribute term is equal t¢. 0

From Lemma4.1.3it is obviously that for any two object variables ifjm,, of the same type

with an identity diverse td) it has to hold that their pairwise identical attributes have either equal
values or at least one of them has the vajpudVe don’t have to consider any key attributes values,
because whenever the key attributes differ it is ensured that they belong to different objects. This
holds because Lemm#&4.1 ensures that all objects that origin from one rule application are
different.

We now give several examples to show how the applicability of a rule can be proved. First we
take a look at our running example and proof the applicability of its rules. Thedrei(iii) is

a case that is not relevant to our running example. Therefore we provide two additional examples
where Theorerd.1.2(iii) has to be proven and Lemn#al.3does not apply.

Example: Referring to our running example we now want two verify that the two rijesnd
r, presented in Figur2.5(see pag®) are applicable. Therefore we have to prove for each of the
two rules that the statements (i)-(iii) do hold.

Rule rg

For better readability we denote the left hasrdployee object variable withew, the left hand
office variable withovy. Consequently the variables at the right side are cadledPerson), cvy
(Company), andrvg (Room).
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Verification of statement (i) in Theoreth1.2

GLY : ( match(ew)|oi = ¢ skipped according to DeB.4.5
( match3(ovp)|oi = ¢ skipped according to DeB8.4.5
GLY: matchY(ew).personld =id
matchd(ew). firstName =f
matchd(ew).secondName =s
matchd(ovp).of ficeNumber =0
matchd(ov).size =m
GLY : pK({(personiQmatch}(pv).personliD}) = matchl(pvy)|oi
"ACME" — match’(cvy)|oi
pK ({(roomNa@match}(rvi).roomNQg}) = matchl(rvy)|oi
GLL: id = matchl(pv1).personiD
fo" "os = match}(pvi). fullName
0 = match’(pvi).room
0 = matchl(rv;).roomNo
m-10.76 = match}(rvy).squareFt
O = matchl(rvy).phone

We can resolve this equational system and get an unambiguous solution for the new objects’
attributes and their identifiers:

match(pvi)|oi = pK ({(personiQmatchd(ew).id)})
match}(cvy)|oi = "ACME"
match}(rvi)|oi = pK({(roomNaqmatchd(ov).of ficeNumbey})
matchl(pvi).personID= match?(ew).personld
matchl(pvi).fullName= matchl(ew).firstName>" " o match(ew).secondName
matchl(pvy).room = match(ovp).of ficeNumber
matchl(rvy).roomNo= match(ovy).of ficeNumber
match}(rvi).squareFt= matchd(ov).size 10.76
match’(rvi).phone= ¢

Thus4.1.5(i) is satisfied.

Verification of statement (ii) in Theorerh 1.2
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Obviously it does hold fopv:

dependsOn(pvy,ro) = {ew}
attDependsOn (pvy, personiDrg) = ew
attDependsOn (pvy, fullNamerp) = ew
attDependsOn (pvy,roomrg) = 0Vg

Because of the to-one relation betweanployee andOffice in the metamodel in Figurg.2we
know that it holds:

rolm
{ew} 0wvo{e\b,ovo}
Thus it does hold:

rolm

Vae pwi|VV|a: dependsOn(pvy, o) e attDependsOn (pvy, a,ro)

Further it holds folcv;:

Viat)ecw:t=<

It holds forow;:

dependsOn(ovy,r0) = {ow}
attDependsOn (0v1,roomNQrg) = 0V
attDependsOn (0v, squareFtrg) = ov
attDependsOn (0vq, phonerg) = 0

rolm
{ovo} ~{ovp}
Thus it does hold:

folm
Va e ovi|VV|a: dependsOn(0vy,ro) OJMVO attDependsOn (0vy, @, o)

Thus (ii) does hold for the rulg,.
Verification of statement (iii) in Theoredh.1.2

Since there are no two object variables of the same typgimv (iii) does not apply and there-
forerg is applicable.
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Rule rq

For better readability we denote the left hand offibgect variable withovy, the left hanchone
variable withpvy. The variable at the right side of is now calledrv;.

Verification of statement (i) in Theorem1.2

GLY : ( match3(ovp)|oi =¢ skipped according to DeB.4.5
( matchd(pvo)|oi =¢ skipped according to DeB.4.5
GLY: matchS(ovp).of ficeNumber  =o
matchd(ovp).size =<
matchd(pvo).phoneNumber = pn
GLY : pK({(roomNaqmatch}(rv1).roomNg}) = matchl(rvy)|oi
GLL: 0 = match(rv1).roomNo
O = matchl(rvy).squareFt
"+49 (89) 289 - "o toStr(pn) — match}(rv1).phone

We can resolve this equational system and get an unambiguous solution for the new objects’
attributes and their identifiers:

match}(rvi)|oi = pK ({(roomNamatchd(ov).of ficeNumbey})
match’(rv1).roomNo= matchd(ovy).of ficeNumber
matchl(rvy).squareFt= ¢
match}(rvi).phone= "+49 (89) 289 - "> toStr(match?(pvp).phoneNumber

Thus4.1.5(i) is satisfied.
Verification of statement (ii) in Theorerh 1.2

It does hold forvq:

dependsOn(rvi,ri) = {ow}
attDependsOn (rv1,roomNQri) = oV
attDependsOn (rvy, squareFtry) = 0
attDependsOn (rvi, phoneri) = pw



4.1 Applicability 63

Because of the to-one relation betweetone and Office in the metamodel in Figur.2 we
know that it holds:

r1|m
{ow} ~2°{pwo, 0%}

Thus it does hold:

F1lm
Va e rvi|VV|a: dependsOn(rvy,rq) llevo attDependsOn (rvy,a,r1)

Thus (ii) does hold for the rule;.
Verification of statement (iii) in Theoredh 1.2

Since there are no two object variables of the same typgdmmy (iii) does not apply and there-
forerq is applicable.

The following two examples are dedicated to a better understanding of Thdote2ii). First
we introduce a simple lemma we will need for the proof of postulation (ii).

Lemma4.1.4
Forog,01 € OBt does hold:

Vatt € oplv|aNO1lv]a: Ooloi = Op|oi = 0p.att = 0;.att

Proof: The lemma obviously holds, because of Definit®d.10(Object Allocation), which
states that within an object allocation every object must have an unique identifier, and Definition
3.1.9(Object). 0

Example: In this example we show a case when Lem#ria3is not strong enough to prove that

a given rule is applicable. Thereby we concentrate only on the prove of the statement demanded
by Theoremd.1.2(iii), the statements (i) and (ii) are easy to prove and thus their proof is left to
the reader.

Informally spoken statement (iii) deals with the case that the right side of a rule contains two or
more object variables of the same type. Theodein2(ii) already determines that there may be

no conflicts between generated objects that result from the same object variable. dehfdna
determines that there are no conflicts between two object variables of the same type if one of
them has a generated identity or the attribute values can’t conflict because at least one of a pair

is .
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00 A | id1 A - ido : B . id1 :B
- X - - X -
a a a=y b b b=y

Figure 4.2Rulerapp

Let's consider rulerapp that is depicted in Figurd.2 As one can see Lemm&l.3is not
powerful enough to prove Theorefnl.2(iii). Thus we have to prove this statement manually.

From Definition3.4.5we obtain the following set of equations, which are the equational system

GL. Thereby, regarding an arbitrary but fix source madeve assume thanfnf is an arbitrary
but fix model fragment sequence, withfn? € MFM(m, rappilmy)- GL holds for everyh with
0<h < |mfnf| -1, i.e. it holds for every possible match in the source model.

GLY, : Mg maten, (@V0)|oi = idO
mfnmmatcho(aVl)‘OI idl
GLY : M) macch, (AV0)-@ = X
M| marcho (V1).2
GLY : id0 = mfnﬁ|matcho(bvo)|oi
id1 = M match, (DVA) o
GL\% X = mf”ﬁ‘matcho(bvo> b
y = MR match, (bV1) b

We can simplify this system into an equivalent system that provides the solutions for the attributes

and identifiers of the target model objects. According to Defini8ah5we regard only those
that are solutions for identifiers or attributes by or bv;:

GL! (bvo, bva, h) : MfE|mageho (BV0) o = MNP maren, (8%0) o
mf”mmatcho(bvlﬂ = mfnﬂ|matcho(avl) loi
ML matchy (DV0). 0 = MNP mateh, (V). @
mfnmmatcho(bvl) fnﬂ|matcho(avl) a
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We denote this system witBL'(h) to indicate that it is the equational system for the model frag-
ment matchmfnf within the sequencenfnf. Note that all these systems fmfn? are identical,
except the sequence numiber

To prove Theorem.1.2(iii) we first have to determine if the equational Syst€mESis solvable:

loi = mfnﬂmatcho bwvi
loi = mfnﬂmatcho avp
loi = M| mateh, (V1
ML imatcho (0V0)-b = MM matcho (AV0).-

MK match, (DVO) (
(bvo) (
(bvy) (
(bvo). (

mfnﬂmatcho(bvl) b = mfnﬁ|matcho(a
(bvo)] (
(bvy)] (
(bvo).b (
(bvi).b (

GL'(bvo, bvy, K) : M| macen, (Vo
mfnﬂmatcho bVl

GL' (bvo, bva, 1) : M| maceno (0V0) loi = MNP | maten, (@
M matcho (0V2) [oi = MNP matehy (AW
M matcho (0V0)-b = MNP | march, (AV0).
M matcho (0V2)-D = M| maren, (@V1).

o<
S

.S
\_/\_/\_/\_/V\_/\_/\_/\_/

Please note that the variables of these equations are the identifiers and attributes of objects in the
target model, i.e. these of the kimfnﬂmmho....

Regarding the equational system we can state that the system does hold, if

MR matcho (8Y0) loi = MNP match o (@V1) o (4.2)

This yields to true, if there are two matches where oagematches an object of the source
model and the at the other mataty matches to the same object. Obviously such two matches
can (and in our symmetric case certainly do) exist.

Now let’'s considerAES According to Definition4.1.6 we obtain only a single equation for
AESbvy,bvi, Kk, 1):

AES: mfni|matcho(bvo).b = mfmt|matcho(bvy).b

Regarding our equational systébi SaddingAESto it implies a new constraint:

M) match, (AV0).2 = MNP pacen, (aV1).@ (4.3)

Thus we have to prove tha#.Q) does not further restrict the existing constraint postulated in
(4.2. This does obviously hold, because of Lem#a.4 which states that within an object
allocation objects with the identical identifiers (sde2() must have identical attribute values.
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As one can see this means that the equatdo?) @lready implies the equatiod.@). Therefore
we can state that the rutgy is applicable.

Example:

=)

Figure 4.3:Rulerpappi

Now let’s consider a very similar rule depicted in Fig4r@ Obviously the only difference is
that now the attribute term ibv; has the valug + x instead ofy. Thus we can skip most of the
considerations of the preceding example and directly pre3Est

GL'(bvp, bvy,K) :

GL'(bvp, bvy, 1) :

MK mateno (Vo
MK mateno (PVo
mfnﬂmatcho bvy
M maeno (DVO
mfnﬂmatcho
MM mateno (DVO) |

— mfnﬂmatcho bVl |0|
— mfnﬂmatcho avp |0|

- mfnﬂmatcho avy |0|

b = mfnﬂmatcho avop
b = mfnﬂmatcho

a-+ mfng| macen, (aV1).@

0i

- mfn? | matcho (V0

- mfnﬂmatcho avy
mfnﬂmatcho avp
mfnﬂmatcho avp

mfnﬂmatcho bVl
mfnﬂmatcho bVO
mfnﬂmatcho bVl

oi

(bvo)|oi (bvy)
(bvo)|oi (avo)
(bva)loi (avi)
(bvo). (av).a
(bwy). (avo)-
(bvo)|oi (avo)|
(bvi)loi (avy)|
(bvo).b (avo).a
(bvi).b (avp).a

Regarding the equational system we can state again that the system does hold, if

mfnﬁ‘matcho(aVO) |0i = mfrTP‘matcho(aVl) ’0i (4-4)

Again, according to Definitiod.1.6we obtain only a single equation f&EES bvp, bvy, K, I):

AES: mfrmt|matcho(bvo).b = mfnf|matcho(bvy).b

Regarding our equational systébi SaddingAESto it implies a new constraint:

M) matchy (AV0) .2 = MNP maen, (@V0)-a+ MNP nacen, (aV1).@
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According to @.4) and Lemmai.1.4we know that

M) match, (AV0).2 = MNP pacen, (aV1).@

which yields to

M) match, (V)2 = O

l.e. the rulerpappl is only applicable, if we can ensure thafnﬂmatcho(avo).a = 0. This does
correspond with our intuition, because when we look at the rule we already can see that there
might be no conflicting attribute values afp would always match to an object with an attribute
valuea = 0. However, this assumption does further constrain the number of possible solutions
and therefore we can state that the mulg,p, is not applicable.

Theorem 4.1.3 (Applicability)
A sufficient but not necessary criterion for the applicability of a rule sethe fulfillment of the
following criterions for all rules; of the rule set:

(i) riis applicable

(i) (YoV € ri|my|ove With ov|giy # < :
V(a,t) € ovjyy with a ¢ oVioty|keys\t # < -
Aj:jAi
/\H(a’,t’) € 0\/’VV -t/ £
AOV € Ij|mylove
AOV|oty = OVloyA @ = Q)

According to(i) every single rule of the rule set has to be applicable. Further accord{ig for
any two different rules there are no terms that potentially lead to mutual contradictory attribute
values of one object.

Proof Sketch: Subsidiary:

Let mf = transform(m,r)
= apply (M, 1|1, apply(--- ,apply(m,ro, (0,0))---))
Obviously it holds thainf = L if and only if (a) a rule applicatiorapply with empty source

model fragment yields td during the rule set application or (b) the merge of a fragment, which
has been newly created by a rule application, into the target fragment yields to
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Case (a): Excluded by(i).

Case (b): Thisis excluded according to Definitiéa4.11 Definition3.4.10and Definition3.4.9
by (ii).

Example: With respect to our running example we can state that the rulgset) depicted in
Figure2.5(c.f. page?) is applicable, because the two rules comply with the two postulations of
Theorem3.4.9 First all equations have a unique solution. Second there are no different object
variables of the same type on the right side of any rule and all terms for attributes stem only from
object variables which determine the identity of an object. Note that thedevithin the object
variable ‘Person” of rule rg is no problem as aBmployee worksin exactly oneOffice. Also the

use of<{) terms ensure that there are no contradictory terms for any two different rules. So the
rule set is applicable. O

With these relative simple techniques one may prove that a given rule set is applicable. It is
intentionally left to the developer of a rule set to ensure that the equations sets within each
rule have a unique solution. Although it is possible to restrict the data types and their operations
accordingly, we have the strong feeling that this will not result in a pragmatically usable solution.

4.2 Metamodel Conformance

The second important property of rules and rule sets is the property of metamodel conformance.
Applicability ensures that a rule or rule set has a result diversBut this is not enough as the
result is a model fragment that might not be conform to the target metamodel, i.e. it might not be
a target model. In the following techniques that allow to prove metamodel conformance of a rule
set are developed. Therefore especially the cardinalities and multiplicities have to be examined.

4.2.1 Basics

Definition 4.2.1 (Valid Model)
A modelmis called valid if and only if it holdsm # L 0

Definition 4.2.2 (Model Transformation transform(m,r))
A model transformatiots a rule set application

transform(m,r) — mf

herebyconsistent(Mf, r |my, |mm) must hold.
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If necessary identifiers can be mapped consistently into the set of valid identifiers of the target
model. 0

Definition 4.2.3 (Metamodel Conform Rule Sets)

A rule setr is calledmetamodel conforpif its application is a model transformation for any
arbitrary source model. l.e. the rule set generates only valid models with respect to the target
metamodel. 0

Lemma4.2.1
The result of a the application of an applicable ruletsetsform(m,r) — mf is no valid model,
i.e.mf ¢ M if and only if, association multiplicities imf are violated (cf.3.14). O

r0|mv1 |mm?

Proof Sketch: According to Definition3.1.12there exist the following possible reasons for a
model fragmeninf to be not conform with the according metamodwh

(i) OBdoes not match to the metamodetn

(ii) (3.19 is violated, i.e. cardinalities are higher or lower than association multiplicities do
allow

(iii) (3.19 is violated, i.e. associations don’t have an object fromt one end
(iv) OBis not{-free
(v) The result oftransform yields to L.

Proposition(i) and iii ) do not hold which is ensured by the definition of model fragments and
the construction oimf as a result of a rule set applicatiqfiv) could be easily fixed by removing

all & values of attributes by some default valug@s.is excluded by the property that the rule set
is applicable. 0

Lemma 4.2.2
For every objecb of a model fragmentnf that has been generated by a rule application

apply(m,ri, (0,0)) = mf
and every class association that is connected to the objects type (i.e. its class) it does hold:

V(o € mf|o,aec AE with ofy € AE|¢) :
OV € 2(r; Imw |ova) \ {0} with
(i)Vove OV : oV|oty = O|ot/A
(i) min. ( Z 0Vdcardv> < Z 08 card
oveOV * pyaeovae=(aeov) oaeoae=(aeo)

Aovaesova ovaAE Noaes0apae
AovaoyaT=AE Noa|oaT=AE
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Figure 4.4:A sample clipping of an object stemming from two different object variables

This means that the sum of the cardinalities of the outgoing associations from the same type of an
objecto is bigger or equal than the smallest sum of the cardinalities of the association variables
that start in object variables/ from whicho might originate.

In Figure4.4two object variables together with several outgoing object variable associations of
the same type of a rule are shown on the left side. On the right side one object stemming from
these two object variables is shown together with its object associations. Note that two object
variable associations are merged in one object association in this example. The object itself is a
result of the merge of two model fragments, too (cf. TheoBefl). Below the object and the
object variable the two sums of Lemm&.2are shown.

Proof: Subsidiary: For a given rule the value of

min ( > ova cardv)

oveOV  pyaeovae=(aeov)
Aovaesova ovaE
AovaoyaT=AE

depends only on the type of the chosen object.
Reason: Because ofi) the proposition is evident directly from the definition.

Proof by induction over the generated model fragmentts;
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apply(m,ri, (0,0)) = (0,0) Uy, Um mft(mfmy, ri)
j=0,...,|mfrm—1

= U, mft(mfm,r)

j=0,...,Jmfm -1

Induction hypothesis, according Definitior8.4.10
mfl,O = (07 0)

The proposition holds obviously.

Induction step:

mfy = (Mfy ;_1 Un mft(mfm_y,ri)) (4.5)

—mf

According to the induction hypothesis the proposition holdsriéy ;_;. Lemma3.4.2holds
for all o € mf|pg, because every model fragment transformatitfn is also a model fragment
relation.

Let (0 € mfy j,AE: 0|ot € AE|c,ae€ AE) be arbitrary. Because o) and LemmeB.4.4(ii) it
holds that:

o€ mfy j_s1|osUmflos

Case 1: o€ mfy; 4|og Statementi) holds trivially.

Odlcag> )  Odlcard (Lemma3.4.4(i))
oaeoae=(ago0) oaeoae=(aeo0)
N0oaes0d oae A0aez0d oag
No&poaT=AE NodoaT=AE
for oemfy ; furoemfy ;4

) (Assumption and
> mﬂ( Z 0Vdcardv> bsidiary f b

oveOV \ gyaeovie-(aeov) subsidiary from above)
Aovaesova ovaAE

Aovaoyat=AE

:CE),nSt
Case 2 0 € mf|pg Because of Lemma.4.2it holds:
3oV € ri|my |ove With

(@) 0ot = OVotv
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Note: Case 1 and case 2 do overlap, which is of no relevance, though.

(b) z 0alcard = Z OV&cardv

oaeoae=(aeo0) ovaeovae=(aeov)
N0ae=0a|oAE Aovaesova oy Ae
NoaoaT=AE Aovaoyat=AE
foroemfy ;_;

> mﬁ( Z OVE‘lcardv)
oveOV  5yaeovae=(aeov)
Aovaesovalovae
Movéloyat=AE

ove OV, since

__  Def. _
|OV| > 1= 3oV eQV

W|th mﬁ ( Z Oval Card\/) - Z 0Va| cardv

oveOV * pyaeovae-(agov) ovaeovae-=(agoV)
Aovaesovaovae AOVaesovaloyag
AovaovaT=AE Aovd oyaT=AE

Case 2.1 ov= oV The proposition is evident directly.

Case 2.2 ovV# oV

OV&cardy = Z OvVacardy
ovaeovae=(aeov) ovaeovae=(agoV)
Aovaesovalpyag Aovaesovalovae
/\OVBl ovaT=AE /\OVE\\ ovaT=AE

Because ofa) it holds: ove OV

08| card > Z 08 card

Lemma3.4.4(i) oaeoae=(aeo0) oaeoae=(ae0)
= A0aes0a|oaE NOAE=0a|oaE
Nod|oaT=AE Nod|oaT=AE
for oe(mfq j_1 Um mf)|os for oemf|op

= V(0,AE: 0|t € AE|c,ae€ AE)
JOV € Z(ri|mw|ovs) \ {0}
with OV = {ov: OVotv = Olot

Ay odcad> min < > 0V6¢cardv>}

oaeoae=(ago) oveOV * ovaeovae-(aeov)
Noaes0a|pae Aovaesova ovaAe
NoaoaT=AE NovadoyaT=AE
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Definition 4.2.4 (bConform(mf, mm))
For a metamodehmand an appropriate model fragment ubConform(mf,mm) is a predicate
so that it holds

ubConform(mf, mm)
=
mf # L AVAE € mmca: Vaee AE: (Ib,ub) = agm:

Vo € mf|pg with 0|t = a€lc: z 0acarg < Ub
oa:(oppositeEnd (AE,ae),0)c0aloae

ubConform(mf,mm) holds, if and only if, the sum of all cardinalities of outgoing object asso-
ciations for every object in a model fragment are equal or below the upper bounds of the
regarding multiplicities in the metamodsim

Definition 4.2.5 ((IbConform(mf, mm))
For a metamodehmand an appropriate model fragment IbConform(mf,mm) is a predicate
so that it holds

IbConform(mf,mm)
=
mf # L AVAE € mmca: Vaee AE: (Ib,ub) = oppositeEnd (AE, a€)|m :

oaemf|pa with

Oa.‘ oat:AE
N(ae0)€0aloae

IbConform(mf, mm) holds if and only if the sum of all cardinalities of out-going object asso-
ciations for every object in a model fragment are equal or above the lower bounds of the
regarding multiplicities in the metamodeim

Definition 4.2.6 MFM?(mg,r;))
Let MFM?(mg, 1;) be the set of model fragment matchnmﬁ that occur during the application
of apply (Mg, ri, (0,0)), according to Definitior8.4.5 wherebymy € M 0

ri|m\/0|mm'

Note: MFM! is deterministic, because any sequence of model fragment matches consists of the
same elements according to the definitioragphly (see also Theore®.4.9.
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............................................................................................ TR
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Figure 4.5:0bject variable associations and their results

Definition 4.2.7 (numAssos(ri,mp,0,0va ae))
Let rj be a rule andny € Mri‘m%‘mm. Furtherova e ri|my|ova and ae; € ovdovaglae O €

apply (Mg, 1, (0,0)), wherebyMFM?(mg, r;) denotes the set of model fragment matches accord-
ing to Definition4.2.6

numAssos(ri, My, 0,0vVa ae) )
= ovacaray: |{0a: Imfng, € MFM*(my, 1)
with MY, | macn,(0Va) = 0a

A (OppOSiteEHd (OVd OVAT, ael), O) S oai OAE
A ae € ovaovaTlae} |

For an objecb in a generated target model and an association var@afalat the right hand side

of a rulenumAssos yields to the number of all outgoing associations frothat are of the same
type likeovaand that originate directly fromva That means for the respective associations and
the rule there exists a model fragment mam:llmfl containing a bijective mappin@fnﬂmmha,

that transformova bijectively into oa. Figure4.5 shows an example with an object variable
association and two object associations generated from it.
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Definition 4.2.8 (getova,,,(ova®,ovaq))
For a given model variablewv= (mm OVB, OVA) we define

getova,, . OVAovae X OVAovag — OVAU{ L}

ova if Jovawith {ovae,ovaa} = ovdovae

etova,(Ovaeg),ovaq) — _
g m/(0Va® a) {L otherwise

getova Yields to the object variable association that contains the given object variable association
ends. If no object variable association with these end(s) exissseturned.

4.2.2 Verification techniques for upper bounds conformance

Definition 4.2.9 (Upper bounds conform rule set gbConform(r)))
A rule setr with a source meta modaim = ro|my,|mmand target meta modeim, = ro|my, |mm
is calledupper bounds conforpif it holds:

VM € Mmn, : ubConform (transform(m,r), mmy )

For short we writeubConform(r). u|

Definition 4.2.10 (Similarity of identifier terms ovp|oiv ~ 0V1]oiv)
For two identifier terms the predicatewhich is used with infix notation holds iff:

0iVp ~ 0ivy 1< (0ivg # & A 0ivy # > A Oivp, 0ivy aren-tuples

0
Definition 4.2.11 (maxRedundant(ovar;,r))
Letovac ri |m\/1|OVP40vs andr; € r. maxRedundant(ovari,r) is a predicate that holds, iff
vme My, :
Himylmm
{oa: (3mfny, € MFM*(m,1;) : M, | acch, (OVa) = 0a) A (0a € transform(m,r)|oa) }
C
{oa: 0apaT = 0vdovaT A 0ac transform(m,r\ {ri})|oa}
0

maxRedundant(ova ri,r) denotes that the object variable associatieain r; does not produce
any object associations in the target model that wouldn’t be produced by the other rules of



76 4 Properties of BOTL Rule Sets

Definition 4.2.12 maxCard (AE, aey,r))

maxCard (AE, aey,r) — n e NJ with ae; € AE

maxCard (AE, ae;,r) =

Jmax max 08card))
MEM o myg lmm O transform(mr)|os oa: (oppositeEnd (AE,ae; ),0)€0a|oag

maxCard (AE,aey, r) yields to the maximum number of associations of the #gehat can go
out of any object that can be created by any application dfhereby the ende; specifies the
opposite end of this association seen from

Theorem 4.2.1
Letr be a rule set anthm= ro|my |mm Then it holds:

VAE,aewith AE € mm|ca, ae€ AE: maxCard (AE,aer) < ub, with agm = (Ib,ub)

=
ubConform(r)
O
Proof:
VAE, aewith AE € mmica,aec AE: maxCard (AE,agr) < ub,
with a€ly, = (Ib,ub)
Def.:4>.2.12 max  ( max ( > 08/carg)) < Ub
mEMro\mvolmm octransform(Mr)|og oa:(oppositeEnd (AE,ae),0) €08 oae
with a€lm = (Ib, ub)
"max; maxj ¥, j) card
ZV|V] Zk ij) card”
s VAE € mmica: Vaee AE: Vme Mro|va|mm :
Vo € transform(m,r)|og With 0|t = a€lc :
0alcarg < ubwith a€/y, = (Ib,ub)
oa:(oppositeEnd (AE,a€),0)€0aloae
Def.g24 VM € Mg e fom - ubConform (transform(m,r), mm)
Def. 4:2.9 ubConform(r)
g

Thus maxCard (AE,aer) can be used to prove that a given rule seth€onform. However
maxCard usually cannot be directly computed. Therefore we have to provide appropriate esti-
mations formaxCard.
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Definition 4.2.13 (max VarCard (ova aey, I))

maxVarCard(ova aey,ri) = max ( max (numAssos(ri,m,0,0va aey)))
mEMri\mvolmm ocapply(myi,(0,0))|os

max VarCard yields to the maximum possible number of associations starting at an object that
have been created from the same object variable assoc@tenThis holds for an arbitrary
source model.

Definition 4.2.14 (Model Variable is substructure of a Model Variable M,y = mv)
Given two model variablesivandmw,, we call mv,, a substructureof mv (for short: mgyp C
m\) if it holds:

Jcorresponds : M\sypove — MV oye With corresponds is injective A
Vova € MsuplovA:
Hlovaj c mv|0VA with

0Vaj |ovAT = OV3|ovaTA

OVaj |cardv = OVa|cardv/\

0Vaj|ovAE|ae = OVa|ovAE|ae/

Yovaé € ovaj|ovae, 0va€ € ovalovae:

0Vag|ae = OVa€'|qe = 0vaé|oy = corresponds(ovae'|oy)

Two model variablesny, andmwy, arecongruentif:

MV =2 M\ 1< My E My Amyy E My

Let mvy; andmy, be model variables:

MVa C M\, i< Myp E myy A —(mvg =2 my)

Thus mgyp C mv holds if myp is a part of the model variabl@v. Thereby the terms in the
attributes may differ. In Figurd.13(see pag®0) the left model variable of; is a substructure
of the left model variable afy, i.e. we can state;|my, T ro|my.
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Definition 4.2.15 (maxRelevant(r,ri, AE, ae;, ovd, 0vp, 0V,))

maxRelevant (1,1, AE,aey, 0vd,0vp,0) 1< I €T
AOVE € Ti|my |ova
N OVd|OVAE|ae =AE
A (oppositeEnd (AE, aey ), 0V,) € ovd|ovak
A c)\/o‘otv = OVp|otv
A 0\/o|oiv ~ 0Vo)oiv
A —(maxRedundant (ovd,rj,r)
AP (5 <iATj|me = Tilm
A maxRedundant (ovd, i, (r;,ri))))

O

The predicatenaxRelevant decides whether an outgoing object variable association is relevant
in the context of a given rule set This holds, if we may not neglect this association without
changing the possible results of a model transformation.

maxRelevant gets a rule set and a ruler; as a context. Further the type of the association
we consider is specified by an class associafié a class association erad; and an object
variableovy. This triple specifies an outgoing object variable association startiog atith the
“opposite” endaey.

maxRelevant compares this specification for similar object variable associations. If the following
is all true, then the outgoing object variable association specifievéyandoy is relevant:

(i) ovd andoy, are part of the right hand side of the ruje
(i) The object variable association has the according Afpe
(iii) The object variabl®v, is connected tovd at the opposite side @fe;.

(iv) The type ofov, is the same as the type ofy and both object variables are similar (i.e.
have similar identifier terms).

(v) We do not consider the given object variable association, if it is maxRedundant and there
exists no rule;j with j <iwhich has a congruent left hand model variable and to which
is maxRedundant. In this special case the association variables in the two rules would be
mutual redundant and we make the policy to count only those in the rule with the smaller
index.
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Lemma4.2.3
Letr be a rule set andE a class association WithE € ro|my, |mm/ca @ndae; a class association
endag, € AE.

Vrg, Ovo,ae, AEwith rg e,
AE € CA,
ae; € AE,
(oppositeEnd (AE, aey),0V) € I'|my |ovalovae

/

max VarCard (ovd,aey, ry)  if ovploy = ¢
ovd:ovdery|my, [ova
AoV |ovaElae=AE
maxCard (AE7 ael,r) < { A(oppositeEnd (AE,aey),0vp) covd |ovaE
> max VarCard (ovd,aey,ri) otherwise
ri,ova,0v:
| maxRelevant (r,ri,AE,ae;,0ve ,07,0Vp)

Proof: Case I: 0v|oiv = ¢

max VarCard (ovd, aey, r)
ovd:ove erg|my lova
Aove |ovaAElae=AE
A(oppositeEnd (AE,aey ),0vp) €ovd|ovae
= Z max
ovd:ovderk|mvl|6U§Mrk\mvo\mm
Aove|ovaglae=AE
A(oppositeEnd (AE,aey ),0vp) €ovd|ovae
max  (numAssos(rg,m,0,ovd,ae)))
ocapply (myr,(0.0))|os
= S max max (ovd|cardv
ova:ovderg|my, lova MEMr jmyglmm O€apply (M, (0,0))|os
Novd|ovaE|ae=AE
A(oppositeEnd (AE,ae ),0vp) €ovd | ovae
[{oa: Imfn), € MFM*(mry)
with Mg, |maen, (Ovd) = oa
N (OppOSitCEHd(OdeVAT, ael), O) € 08.| OAE
Nae € ovd|ovalae}|))
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ovo|oiv=<=>Famfr;
= ove |cardv

ova{:ova{erkhm,1 lova
/\OVd‘o\/AE‘ae:AE
A(oppositeEnd (AE,aey ),0vp) €ovd | ovaE

Def. 3.4.10
>
max max ( S 0alcard))
MEM g jmygImm  0€apply (Mr,(0,0))|0B oa: (oppositeEnd (AE,aer ),0)€0aloag
oVploiv=<
= max max ( > 03card))
mGMrO\mVO|mm Oepg} apply(myri,(0,0))|oe oa(oppositeEnd (AE,ae;),0)€0a/oae
1

Thm3.4.10
ms max max ( > 08card))

meMro\mvo Imm O€transform(Mr)|os oa:(oppositeEnd (AE,ae; ),0)€0a|oag

= maxCard (AE,aey,r)

Case II: 0vp|oiy # <

Subsidiary 1: Generally it holds that:

mkax(z f(k,l)) < kaaxf(k,l) (4.6)

Subsidiary 2: Let beme My | ... |.... Leto € mbe an arbitrary object. Leiv be an arbitrary
object variable which may have generated

{oa:oae [ _apply(mri,(0,0))

ri:rier
A (oppositeEnd (AE, aer),0) € 08/oae}
-
{oa: (3r; € r : Imfny, (ova) = oa
A (oppositeEnd (0valpyaT, @€1),0) € 0) € 0aoaE
A aey € ovdovaTag
Aovae {ovd : Joy € rilove/\ maxRelevant (r,ri, AE, ae;, ove, 0vp, 0Vp) } }

(4.7)

Equation 4.7) holds because every object association contained in the first set is part of the
second set. This is the direct consequence of the defintiana@Redundant (Def. 4.2.1)

and the definition omerge(Def. 3.4.9. The intention ofnaxRedundant is to identify redundant

object variable associations. These identified object variable associations are exactly those which
are removed bypA, within the mergeby definition.
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> max VarCard (ovd, aey, rj)
ri,ova,0v:
maxRelevant (r,r; AE,ae; ,ovd ,07p,0V))
= S max max  (numAssos(ri,m,0,0vd,ae;)))
ri,ovd ,0vj: MEMy | myg [mm 0€apply (Myri,(0,0))os
maxRelevant (r,rj,
AE,ae; ,0ve ,0vp,0V;)
= S )3 max max  (numAssos(ri,m,0,ovd,ae)))
ri:frer ovd 0V MEM Iy Imm O€apply (mri,(0,0))|os

maxRelevant (r.rj,
AE,ag;,0ve,019,0Vp)

- 3 )3 max  ( max (ovd|cardv
risrier 0\/{;{70\/0: meMri\mvo\mm OeappIY(m7ri7(070))|OB
maxRelevant (r,rj,
AE,ae; ,ovd ,0v9,0;)

|[{oa: Imfny, € MFM*(m,r;)
with Mg, | maen, (ovd) = 0a
A (oppositeEnd (ovd|ovaT, @€1),0) € 0aoag
Aae € ove|ovatlae}|))

max  ( max ( S 08|card))
MEM o)y Imm 0693} apply(myi,(0,0))|os oa(oppositeEnd (AE,ae; ),0) €08 oae
I

(4.6), (4.7)
>

Thm. 3.4.10
= max  ( max ( S 0alcard))
MEM g myImm OE transform(Myr)|os oa (oppositeEnd (AE,ae; ),0) €08 oag

=  maxCard(AE,aey,r)

Lemma4.2.3states that the the maximum number of associations of theAihat can go out
of any object that can be created by any application @haxCard (AE,agr)) is less or equal
than the sum over athax VarCards of all non-redundant object association variables.

Definition 4.2.16 maxmatch(mmmv, {0V, ...,0v; }))

maxmatch(mmmy, {oV,...,ov;}) — Ng with {owu,...,0vj} C movg

For a metamodehm a model variableny, and a set of object variables that arerimand marked
as “fix” maxmatch yields to the maximum number of possible matches of the model variable in
an arbitrary model, where the fix object variables are regarded as arbitrary but fix. 0

Note: For the following special cases it holds:
maxmatch(mmmy, L) =0
maxmatch(mmmv,0) =0
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Example: In the following we explainnaxmatch with a simple example. Figur.6 shows an
example metamodel with three clasge®, andC. Not relevant details like attribute definitions,
role names, or terms for identificators are not shown in the example.

A B

0..3 0..1

1.2 0.2

Figure 4.6:An example metamodehmfor maxmatch

ov,
ova .z

[35 -
[o+}

[35 |-
oo

ova,. :C ova

Figure 4.8:An example model variablew for maxmatch

Figures4.7and4.8 show two model variablesivy, andmw.

In the example we consider both times thais the only fix object variable. In the first example

it is easy to see that there are two possibilities for an olgjeantd there is one possibility for an
objectB as this object has to be connected by at least two out of three associations (which are
indistinguishable). So it holds:

maxmatch(mmmw, {O6V}) =2-1=2
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Figure 4.9:An example model fragment fenaxmatch

In the example of Figurd.8the situation is slightly more complex but here it is not so easy to
compute the result using combinatorics (as the graph is no longer a tree). But here again it holds:

maxmatch(mmmuw, {0V}) =2-1=2
In Figure4.9 one example model fragment is shown which matcheswo2 times.

Especially in cases where more than one object variable is considered as “fix” and those are not
connected directly and the model variable is not simply a tree the calculatinaxafatch could
be difficult. 0

We now present the functiarb VarCard. This function is used to to estimate how many outgoing
associations might be maximal generated at the same object that stem from a given object variable
association. Therefore the definition whVarCard uses the mappindependsOn that helps to

state how often the objects at the ends of the association might be the same resp. different.

Definition 4.2.17 @b VarCard (ova aey, 1))

ubVarCard (ova,aey, i) — n € Ny with ovac ri|my |ova/ aer € ovdovar
Let aey, 0vp, 0v; chosen so that

aey = oppositeEnd (0va ovaT, 8€1) (4.8)
ovdovae = {(ae&,0\), (aer,0v1)} (4.9)
Case 1l: oyp=0v;

See also Figurd.10and Figure4.11for the two possible cases for the associabea

ubVarCard (ova,aey, i) = oVacargy

Case 2: 0V # 0V;

This situation is depicted in Figude12 Table4.2.17shows the definition ofib VarCard
for the sixteen different cases.
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dependsOn(0vp,ri) | dependsOn(Ovy,T;) ubVarCard (ova aey, i)

(i) 0 (fixed) 0 0Va cardv

(ii) 1 (arbitrary) 0 OValcardv

(iii) | 0% Mo C rilmylove 0 OVa cardv

(iv) 0 1 i

) L L .

(Vi) | 0% Mo C rilmelove i maxmatch (Ii|my|mm, i |my, Mo)

- 0V&cardv
(vii) 0 0 # My C rilmy|ovs o
(viii) 1 0 # My C rilmy|ovs o
OV&cardy for l\/lori“"n;vO My
maxmatch (
(iX) | 0% Mo C rilmylovs | @ # M1 C ri|lmy|ovs Ti g [ mm, -
otherwise
Fi ’m\m Mo)
{ - OV&cardy

(%) ¢ OVacardv

(xi) & OVacardv

(xii) & 0 # M1 C rilmylovs oVa cardy
(xiii ) & % OV&cardv

(Xiv) ) ¢ o

(xv) 1 ¢ ©

(xvi) | 0 Mo C rilmelove o maxmatch (i |my|mm, Fi|mw, Mo)

' OVE\I cardv

Table 4.1:Definition of ubVarCard
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ov,
ae, ov,
ae,
ae, ova <> ova
Figure 4.10Reflexive associatiorfovp = Figure 4.11Symmetric, reflexive associa-
ovi,ae # ae) tion (ovp = ovq,aey = aey)
ov, ov,;
ova
ae, ae,
Figure 4.120vy andov;
0
Lemma4.2.4
max VarCard(ova aey, i) < ubVarCard(ova aey, ;)
O

Proof: Let aey,0vp,0v1 be chosen as in Definitioh2.17

1. Case: oygp=0V;

(i) dependsOn(owvo,ri) =0, i.e.0v|oiv IS fix: The proof is directly evident from Lemma
344

(i) dependsOn(ovp,ri) =L, i.e.0v|oivis free: The proofis directly evident from Lemma
344

(iii) dependsOn(ovp,ri) = {0V, ...,0Vj} # 0 , i.e. the object variable identifiep|oiv is
one-to-one dependent doV, ...,0V;}: The proof is directly evident from Lemma
3.4.4

(iv) dependsOn(owvp,ri) = <> holds obviously because of the definition®fand Lemma
3.4.4

2. Case: 0V # 0Vp

Letme M be arbitrary.

ri|mvg lmm
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(i-iii, X)

Def. dependsOn
dependsOn(ovy,ri) =0 N

Def. mft, merge
=

0Vy |oiy = cONst (@)
310" € apply(mr;, (0,0))[o : M, | mach, (OV1) = o
i.e. exactly one objeaf is created fronov;.

Voae apply(m,ri, (0,0))|oa :(2€1, M, | mach, (OV1)) € 08 ag (b)
A M, | match,(OVA) = 0a

l.e. all the associations that have been generated from one object variable association
do have(ael,mfnﬂmatcho(ovl)) as one end. Thus one end does contain an object
that was created from the object variabig.

@t o) (aer,0) is an end of all associations that have been created éram

Def.4.2.7
= numAssos(ri,m0,0vaae) =

= ovdlcarav- | {((a&1,0), (a€,0)). .., ((ae,0'), (a€",0))} |
Thereby it holds that' # o, because

0 = MY, [matcho (0V0) A O = MY, Imatcho (OV1) A OVo # OV
according to the assumption for 2. case.

It must hold that:

voac {(aey,0),(ad,0)} :

oalae = {(aey,d), (oppositeEnd (0va ovaT, a€1),0) } (Def. 4.2.9)
= There exists maximal one elemditae;,0), (ag,0'))

Vo : 0 € apply(m,ri, (0,0))|os A M, match,(0V0) = 0 it holds:
numAssos(ri,m,0,0va ri) < ovdcardy
= maxVarCard (ova ae ri) < max{max{0,0ovalcardv} } = OV&cardy
= ubVarCard (ova aey, I;)

(iv,v,vii,viii,xiv,xv ) trivial becauseo > maxVarCard (ova aey, I;).

(vi, xvi) dependsOn(0vp,ri) = Mo # 0
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Substitution/rearranging of the definition mimAssos yields to

numAssos(ri,m,0,ova aey )
= oV&|cardy- H{<aa)ao>7 (ael,oo)}, -, {(a&,0), (ael,on)}}‘
< OValcardy: (N+1) (c)
With Mt | men,(0va) = 0a = { (a,0), (ae1,0')}
whereby(aey, 0) = oppositeEnd (0v&ovaT, a€1)

Voa = {(a&,0), (ae;,0)} : Imfn; € MFM*:
MY, g (OVE) = & A MATE | matcn o (0V0) = O (d)
A mfnﬁ‘matcho(ovﬂ — OI

For every object associati@athere exists mfrrfl, which “generatedba. The related
association matclmatcha(ova) = 0g always maps tmg, while the object match
matcho(ovq) = 0' for different associationsa;,0g can also yield to the same object

0, i.e. MM, | match, (OV1) = 0= mfnfﬁj | matchy (OV1)

The set{{(a&,0), (aey, o”)},...,{(ae,0), (aey,0")}} has maximal as much elements
as differento'’s may exist. l.e. it holds fonumAssos(r;,m,0,0va ae;) from (c):

numAssos(fi,m,0,0va ae;) = (N+1)-ovVacarqy, 0 #0VO<i,j<n
From () follows that:

i @ Def. 3.4.10
{0a : 08 = {(a®,0), (aey,0')}}| < n+1""="""|mfn]
dependsOn(0vp,ri) = Mo

= max (numAssos(ri,m,0,0va ae;)) = ovacargy- (N+ 1)
ocapply (mi,(0,0))|os

< 0Va|cardy- maxmatch (r; |m\b lmm, i |m\b, Mo)

Sincemis fix but arbitrary it holds also that:

max ( max (numAssos(ri,m,0,0va aey)))
mGMri \mvo\mm OeappIY(mvri -(070)) |OB

< oVé&cardy: maxmatch (i |my | mm, i mw, Mo)
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(ix) 1. Case: generally it does always hold fédg # 0 that:
max VarCard (ova aey, ri) < ubVarCard (ova aey,r)

and with

0 # Mo C rilmy|ovs
(c) holds surely. ByM; # L the set ofo' in (c) is further restricted.

= Postulation

ri
2. Case: Mg A M1

Let o’ be an object that has been generated from the object vadehlBecause
of dependsOn(0vp,ri) = Mg we know that whenever the elementshd§ match
to the same source objects, the same target objestgenerated. Because of
dependsOn(ovy, ri) = M; we know that whenever the elementdwf match to the

same source objects, the same target olijécs generated. Furthexnor'blvo My
determines that whenever the element#/gfmatch to the same source objects,
every element oM; matches deterministically to a unique source object, too.
Thus we know that whenever is generated only the according objett is
generated which is connected by an object association according to the type of
ova

(xi, xii, xiii)
dependsOn(0vp,Ii) = <
= VUL, T2 # T = M, | maicho (OV0) 7 MFME|maten o (OVo)
= for arbitrary but fixo, u with mfnt | match, (OVo) = O it holds:

1M, | macch,(0Va) = oawith (aey,0) € 08joae
= ubVarCard (0Ova aey,ri) = 0vVacardy

Lemma4.2.5
Letr be arule setand,rj € r with ri|my, C I j|my, @andcorresponds a injective mapping according
to Definition4.2.14 Then it holds:
vYm, mfml with m € MmmA mfm € MEM(M, 1 my,) :
Imfnd € MFM(M,1i|my,) :

MM | maten,, © corresponds = Mfm! | macen,,



4.2 Metamodel Conformance 89

Proof Sketch: According to Definition4.2.14we know thatri|my, is a substructure ofj|my,.
Thus according to Definitio8.4.3whenever a model fragment matches By, then the ac-
cording substructure of the model fragment matches|tq,. This means that corresponding
object variables of the model variables match to the same objects. 0

Definition 4.2.18 OVP(rsuper 'sub))

Let rsuper F'sub € I be two rules for that it does holdygmy, T I'supedmy,. According to Definition
4.2.14there must exist a non-empty set of injectiveresponds mappings that we denote with
{correspondsy, ..., corresponds,}. Let OVP(I'super 'sun) (With k€ {0,..., m}) be the set of pairs
of object variableg (0Vg per OVa,p) - - - (OVpen OVA,) } fOT that it holds:

(i) Vi€ {0,...,n}:
OVI.supere rsupeﬂmvﬂo\,g/\
()\}SubE rSUb|mV1|OVB/\
0VisupeAOtV = O\)sub’ otv
(i) For both rulessyperandrsypthe equational Syste@L according to Definitior8.4.5has the
same solution for all object identifiers of object variables that occ@MR, i.e.

Vje{0,...,n}: match%(O\/;super)hd = match}(oV, )i [0\//correspondsk(O\/)]c,\/ersudmv0
Wherebyt(a)[a/b] denotes the term substitution that replaces any occurrerebyob.
Further we der]c)t@VF)(rsuper7 rsub) - {()Vl:)o(rsuper7 rsub) PN OVF’r‘n(rsuper7 rsub)}

If rsublmw, = I'supedmy, does not holdVP(rsyper I'sub) Yields to 0. 0

OVP(rsuper 'sub) Yields to sets of tuples of object variables that always generate the same target
objects. Please note that we do not make any statement about conflicting attribute values, since
this property can be determined with the verification technique for applicability (c.f. Section
4.1).

Figure4.13shows an example wherg,ymy, iS a substructure akypeqfmy,. A valid corresponds
mapping between the two left hand structures is indicated by slashed arrows. Between the right
hand model variables the tuples of the accord{P set is indicated.

Definition 4.2.19 (edundant(0ovay,Ii,r))
Letr be a rule set with; € r andovay € ri|my |ova:

redundant (0vay,Ii,r) <

(i) Jrper:OVP(ri,rp) # 0, this impliesr p|my T ri|my A
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Figure 4.13An example forOVP(rsyper 'sub)

(if) Jovay,cardy;, OVAE, OVR(ri,rp) :
OVR(ri,rp) € OVI(ri,rp)
0Va, = (0Vay|ovaT, cardvj, OVAE)) € I p|my [ova A
OVAE = {(ae0v) : 3(ag 0v) € ovaylovae A (0M,0V) € OVR(ri,rp)} A
cardvj > 0Vay|cardv

For a given rule set with rule ar; redundant decides if a given right hand object variable
associatiorovg, of rj is redundant, i.e. all instances of this variable association will be created
by at least one other rule. Thogahas not to be considered when we estimate the upper bound
of outgoing associations for generated models.

Lemma4.2.6
Let ber an applicable rule set; € r, andovac ri|my|ova Then it holds:

redundant(ova,ri,r) = maxRedundant(ovar;,r)

Proof Sketch: Assumption:redundant(ova,ri,r) does hold.

Thus, according to Definitiod.2.19there exists at least one rulewith r;j C ri. According to
Lemma4.2.5we know that for a given but arbitrary model fragmenitwhich matches to;|my,
the according substructure off matches also toj|my,. Further according to DefinitioA.2.18
there exist pairs of object variables ifjmy, andrj|my which generate objects with identical
identifiers (Def. 4.2.18(ii)). As the rule set is applicable these objects mtegeable. Thus



4.2 Metamodel Conformance 91

- ’

yA] BBy fxcliezo]

x
>
o (s
L

corresponds i OvP o OVP,

/
apio[ya] mE) ok z0}—{yc]
a a H i
s

Figure 4.14The second of two possible corresponds mappings betwgeandr; and the ac-
cording seOVP.
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there are also object associations created;yhich are superfluously created hy Note that
Definition 4.2.19demands that the cardinalities of those object variable associatiopsu at
least as big as those in 0

Example:

In this example two rulesp andr are presented for which it holds th@tmy, = r1|my,. The rules
are depicted in Figuré.14We can easily show thag|my, T r1|my, holds according to Definition
4.2.14by providing the injective mappingrresponds as depicted at the left hand side of Figure
4.14 Further we can provide another injective mappéogresponds, as shown on the left side
of Figure4.15

ThereforeOVP(r1,ro) = {OVPy(r1,ro),OVPyi(r1,ro)} contains two sets of sets of tuples, one for
each of the two possibleorresponds mappings. The first on®VFR, is shown at the right hand
side of Figure4.14 the second possible set of tupl@¥P; is shown at the right hand side of
Figure4.15

Thus we can calculatedundant for r1’s right hand association variables regarding the rule set
r = (ro,r1). Definition4.2.19(i) holds obviously, since we know th@VP(rq,rg) # 0.

For redundant(r1.avy,r1,r) we can see that the an association variagplav, of ro has the prop-
erties required by Definitiod.2.19(ii) when we regardOVPy(r1,ro) as theOVR(r1,ro) from
Definition 4.2.19(ii).

To show thatedundant(ri.avy,rq,r) also holds we must consid@VPy(r1,ro) as theOVR(r1,ro)
from Definition4.2.19(ii).

Thus both association variablesrinare redundant, i.e. they would be created by another rule (in
this case the ruley) anyway. However we can easily show that the association varighle in
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Figure 4.150ne of two possible corresponds mappings betwgamdr; and the according set
OVP.

rulerg is redundant, too. This is the case becaysandr, create exactly the same associations.
O

Definition 4.2.20 (elevant(r,ri, AE, ae;,ovd, 0vp, 0V))

relevant(r,ri, AE,ae;,ovd, 0V, 0V) i< I €T
AOVE € Ii|my lova
/\OVd‘OVAE|ae: AE
A (oppositeEnd (AE, aey ), 0V,) € ovd |ovaEe
A OVplotv = OVo|otv
A o\/o|oiv ~ OVO’oiv
A= (redundant (ovd, ri,r)
/\ﬂl’j : (j < i/\rj’m\b = ri‘m\b
A redundant(ovd, i, (r,ri))))

Similar tomaxRelevant the predicateelevant decides, if an outgoing object variable association

is relevant in the context of a given rule sefThis is the case if we may not neglect this associa-
tion without changing the possible results of a model transformation. \WHaikRelevant yields

to optimal answerselevant uses an easy computable estimation for the detection of redundant

object variable associations.

relevant gets a rule set and a ruler; as a context. Further the type of the association we look
at is specified by a class associatidg, a class association era@ and an object variablev.
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This triple specifies an outgoing object variable association startioggatith the “opposite”
endaey.

relevant compares this specification for similar object variable associations. If the following is
all true, then the outgoing object variable association specifien/dyandoy, is relevant:

(i) ovd andoy, are part of the right hand side of the ruje
(i

) The object variable association has the according Afpe
(iii) The object variabl®ey, is connected tovd at the opposite side @fe;.
)

(iv) The type ofoy, is the same then the type ofp and both object variables are similar (i.e.
have similar identifier terms).

(v) We do not consider the given object variable association, if it is redundant and there exists
no rulerj with j <i which has a congruent left hand model variable and to which
redundant. In this special case the association variables in the two rules would be mutual
redundant and we make the policy to count only those in the rule with the smaller index.

Theorem 4.2.2 (Verification technique for upper bounds conformance)

Let r be a rule set withmmy = ro|my |mm CA1 = mmy|ca. The rule setr generates an upper
bounds conform model fragment, if

(i) Vrg,ov,ae;, AE,ubwith rg e,

AE =€ CAq,
ae, € AE,
(oppositeEnd (AE, aey),0\) € r|my |ovalovak,
(Ib,ub) = aej|m:
( OVd‘C(ardv If OVO‘OiV = <>

ovd:ove ery|my, lova
Aovd |ovag|ae=AE
ub > < A(oppositeEnd (AE.ae; ),0vp)€0vd [ovae

S ubVarCard (ovd,aey,r;) otherwise
ri,ova,0v:
 relevant (r,ri, AE,aey,ovd ,0v0,0V,)

(i) ris applicable.

The verification technique for upper bounds conformance adds up some estimation for the car-
dinalities of all outgoing associations. If these sums are less or equal to the according upper
bounds and the rule set is applicable then the rule set is upper bounds conform.

The estimation is calculated for every rule and every possible outgoing association. Thereby two
cases are distinguished. If the association starts at an object variable with the identifiér term
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then only the cardinalities of all outgoing associations of the same type of this object variable
have to be added. Because of thevalue it is ensured that each object generated by the object
variable is unique and never touched by another rule application.

In the second case all other rules, object variable associations, and object variables have to be
considered. Then the sum of the relevant association have to be calculated.

Proof: Case I: 0v|oiv = <

ub

v

ové|cardy
ovd:ova €r|my, [ova
Aovd |ovaglae=AE
A(oppositeEnd (AE,aey ),0vp) €ovd |ovae

Tab.4.2.1760~ (i) 3 ubVarCard (ovd, aey, r)

OVdZOVdEI’k|mV1 |OVA
Aove|oyaglae=AE
A(oppositeEnd (AE,ag ),0vp) €ovd |ovae

Lemma4.2.4
> S max VarCard (ovd, aey, r)
ova:oveerg|my lova
Aove|oyaglae=AE
A(oppositeEnd (AE,agy ),0vp) €ovd | ovae
Lemma4.2.3
> maxCard (AE,aey,r)

Case II: 0vp|oiy # <

We show in the first subsidiary that the number of summands of the sum in Thdd2etrs at
least as big as the number of summands in Ledr@a88 Together with the fact thatb VarCard
is bigger or equal thamax VarCard we know that the first sum is bigger.

Subsidiary:

relevant(r,ri, AE, aer, ovd, 0vp, 0Vj)
= maxRelevant (r,r;, AE, ae,ovd, 0V, 0V)
(ri € r Aovd € ri|my |ova/ OVe |ovaelae = AE
A (oppositeEnd (AE,ag;),0V,) € ovd|ovag /A 0V|otv = OVo|otv /A OVploiv ~ OVo|oiv
A maxRedundant(ova ri,r) ABrj : (j <iATjmy = ri|myg A maxRedundant(ovd,ri, (rj,ri))))
= (ri € r Aovd € ri|my |ova/ OVe|ovaglae = AE
A (oppositeEnd (AE,ag;),0V,) € ovd|ovag A 0V|otv = OVo|otv /A OVploiv ~ OVo|oiv
Aredundant(ova ri,r) ABr 1 (j <iATj|me = rilmy Aredundant(ovd,ri, (rj,ri))))
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(ri € r Aove € ri|my |ovaA ovd|ovaglae = AE
A (oppositeEnd (AE, aey ), 0V,) € oV |ovag A 0V otv = OVootv /A OVp|oiv ~ OVo|oiv
A (—maxRedundant(ovar;,r)V
(=Vrj 1 (j =0 Vrjlmg 2Z filme V "maxRedundant(ovari, (rj,ri)))))
= (ri € r Aovd € ri|my |ova/ Ve |ovag|ae = AE
A (oppositeEnd (AE, aey),0Vy) € ove |ovag A 0Vp|otv = OVo|otv A OV oiv ~ OVo| oiv
A (—redundant(ovari,r)V (=Vrj : (j >V rjlmy 2 lilme V —redundant(ovari, (rj,ri))))))
(-maxRedundant(ovari,r)V
(=Vrj 0 (j >0V jlmg 2 rilme V "maxRedundant(ovari, (r,ri))))
= (—redundant(ova ri,r)V (=Vrj: (j =1V rjlmg % lilmy V ~redundant(ovari, (rj,ri)))))

VT
(ﬂmaXRedundant ovari,r) ( j =1V rj|my 2 rilmy V "maxRedundant (ovari, (r ,r.))))
= (—redundant(ova ri,r)V ((j =1V rjlmy 2 ilmye V —redundant(ovari, (ri,ri)))))

(maxRedundant(ovari,r) A (j <i) A (rjlme = rilmg) A maxRedundant(ovari, (rj,ri)))
V(—redundant(ova ri,r)V ((j =1V rjlmy 2 filmy V —redundant(ovari, (rj,ri)))))

(maXRedundant(ova7 ri,r) V (—redundant(ovari,r)
V(] =1Vl 2 ri|m\bvﬂredundant(ova,ri,(rj,ri)))))>
/\(j <1V (—redundant(ovari,r)V ((j >iVr|myg 2 llmy V —redundant(ovar;, (rj,ri)))))>
A <rj I = Fi|my V (—redundant (ovar;,r)
V ((j =1V rijlmg 2 rilmy V ~redundant (ovarj, (rj,ri)))))>
A <maxRedundant(ova, ri,(rj,ri))) V (—redundant(ovar;,r)

V((J =iVrjlmg % filmy V —redundant (ovar;, (rj,ri))))))

<(maxRedundant(ova, ri,r)V —redundant(ovari,r))
V(j >iVrjlmy % rilmy V —redundant (ovari, (rj,ri)))>

/\((j < iV j>1)V-redundant(Ovari,r) Vrj|my % li|my V —redundant(ovar;, (rj,ri))>
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maxCard (AE,aey,r)

< (Lemma4.2.3
% max VarCard (Ova aey, I;) max VarCard (Ova aey, r;)
maxRelevant
; (Lemma4.2.9
%ovalcard\, Z ubVarCardova aey, i) (Verif. Techn.)

relevant

; (Theoremé4.2.2
ub

Figure 4.16Proof chain for the verification technique for upper bounds conformance

A((rj Imw == Tilmw VT jmy 2 lilmy) V ~redundant(ovari,r)V j > i
V—redundant(ovari, (rj, ri))>

A ((maxRedundant(ova, ri, (rj,ri))V
—redundant(ovari, (rj,ri))) V ~redundant(ovari,r)

ViZiVrIjmy 2 ri|m\b)

redundant=-maxRedundant

true

Subsidiary and Lemmé.2.4
ubj > ubVarCard (ova agj, i) >
ri,ovd _ rier,
ovaETi|my lova

A (ﬂredundant(ova,ri )
v (Vrj ((j>ivrj |mv0$§|'i ‘mvo
V-redundant (ovar; ,(rj)))))
max VarCard (ova ae ri) > maxCard (AE,agr)

riova — rier,

A (—\maxRedundant(ova,ri ,r)
V(Vri H(j>ivrj ‘mvo?_fri |m\0

V-maxRedundant (ovar;,(rj ))) )

= ubConform(r) 0

Figure4.16shows the equation chain which was proven within this section in an informal way.
The verification techniqgue demands that the sums of the estimated number of created object
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Def.4.2.15
maxRelevant maxRedundant
Subsidary Thm.4.2.2ﬂ ﬂLemma4.2.6
Def. 4.2.20
relevant redundant

Figure 4.17Dependencies betweeelevant, redundant, and their ideal relatives

associations is less or equal to the according upper bound. Thereby two cases are distinguished.
If an (outgoing) object association is created by an object association variable connected to an
object variable with an identifier equal {pthen only all other outgoing cardinalities of outgoing
object variable associations of the same type have to be added. Otherwise the whole rule set
has to be searched for other similar object variable associations which are relevant. Both sums
are bigger or equal to the “ideal” estimations which build uparx VarCard and maxRelevant.

Those sums again are alway less or equal to the potential maximal cardinalities of an association
which is represented byaxCard. So this verification technique can ensure the upper bounds
conformance of a given rule sebecause the cardinalities of every association in a model is less

or equal to the defined upper bound in its metamodel.

In Figure4.17the dependencies betweefievant, redundant, and their relatives are depicted.
For practical applicability the results of the “ideal” predicatescRelevant and maxRedundant
have to be estimated by some easy computable predicdtesnt andredundant. Both ensure
by construction that they imply their “ideal” relatives.

4.2.3 Verification Techniques for lower bounds conformance

Definition 4.2.21 (Lower bounds conform rules/rule setslpConform(r), IbConform(r;)))
A rule setr with a source meta modeim = ro|my,|mmand target meta modeim = ro|my, |mm
is calledlower bounds conformf it holds:

Vm € Mmm, : IbConform (transform(m,r), mm)

For short we writelbConform(r).

Aruler; is lower bounds conforpi.e. IbConform(r;) holds, if

Yme M : IbConform(apply (m,ri, (0,0)),i|my |mm))

il myglmm
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Definition 4.2.22 (varLbConform(mv, mm))
varLbConform(mv,mm) is a predicate so that it holds

varLbConform (mv, mm)

=S
VAE € mmca: Vaee AE: (Ib,ub) = oppositeEnd (AE,a€)|m :
Yov € mVpye With oVjoy = a€lc 1 Ib < z ovalcardv
ovaEmvioya With
ova ovat=AE

A(agov)eovdovae

varLbConform(mv,mm) holds, if and only if, the sum of all cardinalities of out-going object
variable associations for every object variable in a model variabl@are equal or above the
lower bounds of the regarding multiplicities in the metamadet

Lemma 4.2.7
For every model fragmemnf that was generated by a rule application

apply (m,rj,mf’) = mf

from a model fragmenmnf and a ruler; it holds with regard to the target metamoaein=

Fi | v [mm:

IbConform(m ', mm) A varLbConform (ri|my,, mm) = IbConform(mf, mm)

That means if the target model variable of a ruleas_bConform to the target metamodel, than
the result of the application of this rule isConform on the assumption that the previous model
fragmentm ' is IbConform.

Proof: Assumption:mm= r;|my |mm,

varLbConform (ri|mw, mm),
IbConform(mf’, mm)

apply (m,rj,mf’)

= M Uy mft (M, i) Urn - - - Uy mft (MM 1, 1)

=M Un((0,0) U mft(Mfmy, i) Ung - - - Uy mft (MM 511, 11))
=mf Unapply(m,ri, (0,0))
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(i) Assump.:IbConform(mf, mm) with mf = apply(m,r;, (0,0))

Proof: Let(o € mf|og, AE: 0|ot € AE|¢,ae€ AE) be arbitrary but fix. Because of
varLbConform (ri|my, , mm) together with(Ib, ub) = oppositeEnd (AE, a€) |, it holds that:

According to Lemmat.2.2it holds:

ElOV . Z Oa.‘ card Lemmad.2.2 mﬁ ( z Ovdcardv)
oaeoae=(aeo) > oveOV * gyaeovae-(agov)

A0aec0a|oAE Aovae=ovaoyag
/\OB]OAT:AE /\OVBlQVAT:AE

RS e, O
> OVETilmy; [ove  gyaeovae: (agov)
NoViow=a€lc  Aovaecovaoyae

AovdoyaT=AE
varLbConform (ri|my, ,mm)

> Ib

= IbConform(mf, mm)

(i) Assump.:IbConform(mfy) A IbConform(mf;) = IbConform(mfyUy, mfy, mm)

Proof: According to Lemma&.4.4(i)

© a:ng(ii) Lemma4.2.7 O

Theorem 4.2.3 (Simple verification technique for lower bounds conformance)
For a ruleset with a metamodeimit holds:

(Vrilmy : varLbConform(ri|my,, mm)) A

r is applicable

= IbConform(r)

This means that if the target model variables of all rules in an applicable rule satBb€ onform,
then the result of the transformation of an arbitrary model according to this rulels€bisform.

Proof: Proof by induction over; let mmy = r1|my |mm
Induction hypothesis: mfy = (0,0) (cf. Def. 3.4.11) = IbConform(mfy, mmy)
Induction step: mf; = apply(m,ri_1,mf;_,)

IbConform(mf;_,,mmy) according induction precondition

varLbConform (ri_1|my, mm) according to the precondition

Lem@gm'z'?leonform (apply(m,ri_1,mf;_,))
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Informally spoken one can prove the lower bounds conformance of a rule set by applying the
following steps:

1. For every object variable in every rule remember the lower bounds of its outgoing class
associations.

2. Check for every object variable in every rule that the sum of the outgoing object variable
associations of each given association type is greater or equal than the lower bound of the
class association found in step (1).

Thus arule designer can easily determine whether his rules are lower bounds conform, by verify-
ing that for every object variable the minimal required outgoing associations do exist. However,
in specific cases this technique may be not good enough. Therefore we provide a more sophisti-
cated verification technique within the rest of this section.

Lemma4.2.8
For a ruler; with mv= ri|my, andmm= r;|my, |mmit holds:

varLbConform (mv,mm) = IbConform(r;)

Proof: The proof is evident as Theorefn2.3holds also for rule sets that consist only of one
rule. 0

Definition 4.2.23 (minCard (AE, aey, 1))

minCard (AE, aey, i) — n € Ny with ag; € AE

minCard (AE, aey, i) =

min min ( numAssos(rij,m,0,0va aey)))
meri\mvolmm ocapply (myri,(0.0))|os ovaovaouar=AE

Lemma4.2.9

Letme M., | arbitrary andnf = apply(m,ri, (0,0))

It does hold:

Vo € mf|op: Z 08|carg > minCard (AE, aey, r;) with ag; € AE, AE € Ii|my |mmlca
oaemf|opa:
08| pat=AE
N(aer,0)€08/0aE
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This means the mappinginCard yields to for arbitrary source models the potential minimal
number of associations of the tygée within the target model. ThusinCard can be used

to estimate how many instances of associations are at least generated ending at an object. So
minCard helps to decide weather or not multiplicity constraints of the target metamodel might

be violated in the generated model fragment.

Proof: Lemma4.2.9is directly evident from Definitiod.2.23 0

Definition 4.2.24 (ninVarCard (ova ae, ri))

minVarCard(ova aey,ri) = min min (numAssos(ri,m,0,0va aey)))
merilmvo\mm ocapply(myri,(0,0))|os

minVarCard Yyields to the minimum possible number of associations starting at an object that
have been created from the same object variable assoc@ateonThis holds for an arbitrary
source model.

Lemma 4.2.10

minCard (AE, aey, i) > min (minVarCard (ova aey,ri))

ova OVd ovaT=AE

0
Proof Sketch: Generally it holds that:
mk|n<Z f(k,l)) > rEfIn(f(kJ))
Substitution into the definition yields to the proposition. 0

Definition 4.2.25 minmatch(mmmy, {ow, ...,0Vj }))

minmatch(mmmy, {0V, ...,ov; }) — Ng with {ov,...,0v;} € mVoys

For a metamodehm a model variablenv, and a set of object variables that arenwand marked

as “fix” minmatch yields to the minimum number of possible matches of the model variable in

an arbitrary model, where the fix object variables are regarded as arbitrary but fix and existing.
0
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Note: For the following special cases it holds:
minmatch(mmmy, L) =0

minmatch(mmmy, 0) = 0

We now present the functidih VarCard. This function is used to to estimate how many outgoing
associations might be at least generated at the same object that stem from a given object variable
association. Therefore the definition BfVarCard uses the mappindependsOn that helps to

state how often the objects at the ends of the association might be the same resp. different.

Definition 4.2.26 (bVarCard (ova aey,r;))

IbVarCard (ova aey, ri) — n € Ny with ovac ri|my |ova/ aer € ovaovar
Let agy, 0vp, 0v; chosen so that

aey = oppositeEnd (0va ovaT, 8€1) (4.10)
ovdovae = {(ae,0w), (ae,ov)} (4.12)

Case 1: ovp=0V;

ov,
ae, ov,
ae,
ae, ova <> ova
Figure 4.18Reflexive associatior{ovy = Figure 4.19Symmetric, reflexive associa-
ovi,ae # ae)) tion (ovp = ovy,aep = aey)

See also Figurd.18and Figure4.19for the two possible cases for the associabea

IbVarCard (ova aey, Ii) = 0Vacardy

Case 2: 0\p # 0V;

ov, ov,

ova
ae, ae,

Figure 4.200vy andov;

The situation is depicted in Figue2Q Table4.2.26shows the definition ofb VarCard
for the sixteen different cases.
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dependsOn(0v, I)

dependsOn (0w, i)

IbVarCard (ova aey, i)

0 (fixed)
L (arbitrary)
Mo # 0
0
L
0 # Mo C fi|my|ovs

0

1
® # Mo C rilmy|ovs

F ol o

0 # Mo C rilmy|ovs

()

-

0 # M1 C ri|my|ove

0 # M1 Crilmy|ove
0 # M1 C ri|my|ove

0 # M1 Crilmy|ove

S S SO

ova cardy
OVd cardv
Ova‘l cardv

00
00
OVa cardv
minmatch (i |my | mm Fi [mv, Mo)
- OV cardv
OValcardy
0Va|cardv
OV&\I cardv
oVa cardy
OVa cardy
OVa cardy
oVd cardv

OVE‘I cardv
minmatch (i |my|mm, Ii |mv, Mo)

. OVd cardv

Table 4.2:Definition of IbVarCard
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Lemma4.2.11

minVarCard (ova aey, ;) > IbVarCard (ova aey,ri)

The proof of Lemmad.2.11is skipped here to safe space. Generally it is very similar to the
considerations made in the proof of Lemeh@.4

Definition 4.2.27 (bCard (AE, aey, ri))

IbCard (AE, agey,ri) — n e Ny, with ag € AE
IbCard (AE, aey, 1) =

. 0 if Jov e ri|my love

AOV|oty = oppositeEnd (AE, a€y)|c :
flovae rilmy|ova:
(oppositeEnd (AE, aey),0V) € ovdovae
min (IbVarCard (ova aey,ri)) otherwise

| ovaovaloyaT=AE

The first case of Definitiod.2.27describes the case when we find an object variablthat
should have outgoing associations of the tiggthat do not exist in the right hand model variable

Lemma 4.2.12

minCard (AE, aey, ri) > IbCard (AE, aey, ;)

Proof:
Lemma4.2.10 . . _
minCard(AE@€1,1i) > MmN min VarCard (0va aey, 1)
Lemmad.2.11 min _IbVarCard(ova aey,r;)
- OV&OV&\O\/AT:AE
Def. 4.2.27

= IbCard (AE, aey, 1)
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Theorem 4.2.4 (Verification Technique for the IbConformance of a rule)
Letr; be a rule with a right hand model variabite/= ri|m,, and an according target metamodel
mm= MVmm It holdsibConform(r;), if

VAE,aewith AE € mm|ca, ae€ AEA adc € Mova|oty
IbCard (AE, ag ri) > Ib, with aely,, = (Ib,ub)

O
Proof: Letme Mt g e arbitrary andnf = apply(m,r;, (0,0)). It does hold:
Yo e mf|OB :
Lemma4.2.9 Lemma4.2.12
Odlcadg >  minCard(AE,aer;) > IbCard (AE,aer;) > Ib
oaemf|opa:
08| gat=AE
A(aer,0)€0a|oae
Def'zg'z'sleonform(ri)
O
minCard (AE, aey, r;)
> (Lemma4.2.10
rg\jg(min VarCard (ova aey, Ii))
> (Lemma4.2.1))
IbCard(AE,aey,ri) = ryviQ(IbVarCard(ova, aey,ri)) (Verif. Techn.)
> (Theoremd.2.5
Ib

Figure 4.21Proof chain for the verification technique for lower bounds conformance

Figure 4.21 shows informally the proof chain used for the proof of the enhanced verification
technique for lower bounds conformance. WhergdasCard yields to the minimal possible
number of generated associations for a given rule and a given association type, the minimum of
all minVarCards is already an ideal estimation. An easily computable estimatianitoVarCard

is IbVarCard which is at most as big asinVarCard. So if this estimation is at least as big as the
lower bound of every association then lower bounds conformance is ensured.

Theorem 4.2.5 (Enhanced verification technique for lower bounds conformance)
Letr be an applicable rule set with target metamadel= ro|mymm It holdsIbConform(r), if

Vri € r : IbConform(r;)



106 4 Properties of BOTL Rule Sets

Proof:

Vri € r : IbConform(r;)
Thm.4.2.4

= Yme M

Lemma3.4.4
= vVme M,

ri € r : IbConform(apply (m,r;, (0, 0))>ri\m\b\mm)
: IbConform (., apply (m,ri, (0,0)))

rier

: IbConform (transform(m,r))

il mvg lmm?

|mv0|mm

Thm. 3.4.10
MLt vyme M

Pt 4221 1hConform (r)

ri|m\/0|mm

To prove the lower bounds conformance of a rule set one can use Lér2rBar Theoren4.2.4
for the verification of the lower bounds conformance of the single rules.

4.2.4 Verification technique for metamodel conformance

Theorem 4.2.6 (Rule Set generates a valid Model)
Letr be arule setr generates a valid model, i.@ansform(m,r) is a model transformation, if

(i) ubConform(r)A

(ii) IbConform(r)

Note: IbConform(r) andubConform(r) imply thatr is applicable.

Proof Sketch: According to Lemmat.2.1a model fragment’s cardinalities have to comply to
the multiplicities of the regarded metamodel to ensure that a newly generated model fragment is
a model.

Theoremd.2.6is a direct consequence of the Definitionlb€onform (r) (cf. Def. 4.2.5 and the
Definition of ubConform(r) (cf. Def. 4.2.4). O

4.3 Glimpse towards Bijectivity

The third important property of rules and rule sets is bijectivity. In this section we provide some
basic considerations towards bijectivity to present the current state of our ongoing work. We
think that the Definitions provided here build a reasonable basis for further explorations.
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Within some applications it doesn't suffice to do just a translation of one model to another model.
Often it is necessary to do a re-translation which is e.g. needed for an enhanced CASE tool link.
In the example of the link between the UML Suite and ASCET-SD, done in the AUTOMOTIVE
project, components of the developed system can be added in both tools. So information about
these components has to be translated and re-translated between both tools. Informally spoken
what is needed is a notion of bijectivity which allows to do model transformations between two
metamodels so that the source model being merged with the result of the inverse transformation
isn’'t changed (more than necessary) even if the cycle of transformation and inverse transforma-
tion is done more than once. The inverse transformation has to construct the complete source
fragment of the source model.

Definition 4.3.1 (Isomorphism (g~ m))
Two modelsmg andm, are calledsomorph(short: mg~ my), if it holds that:

(i) Mo|mm= M1|mm

(i) there exists a bijective mappimyap, : mo]ogmnb — mllogmml with

V0o € Mo|0Byy, : MaR(00) = 01/ Og|ot = O1fot A Oolv = O1fv

(iii ) there exists a bijective mappimgap, : moloa — M|oa With

map(ag) = a1, with Yap,a; : ap = (0p, 01, 0at, card)
Nai = (map(0p), map(01),0at, card)

This means in two isomorph models only the identifiers of objects may differ. The “structure”
and the attribute values are identical.

Definition 4.3.2 (Inverse Rule (1))
Letr; = (mw,mw) be a rule. Then thiverse ruleof r is:

it = (mw, mw)

Definition 4.3.3 (Inverse Rule Setf(~1))
Letr be a rule set consisting of the rulgs Thenr 1 is theinverse rule sethat consists of the
inverse rules; . 0
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Definition 4.3.4 ((Strict) Bijectivity)
A rule setr is strictly bijective if and only if:

vme M : transform (transform(m,r),r ) = m

Tolmyg|mm

A rule setr is bijectiveif and only if:

VM € Mg e oo - M~ transform (transform(m,r),r 1)

Definition 4.3.5 (sourceFrag(m,ri))

Let r be an arbitrary rule set with the source metamadei Let mfme MFM(m,ri|my,) be a
model fragment match sequence for an arbitrary model

me M Then the source fragmesdurceFrag is:

i lmvg lmm®

sourceFrag(m,ri) — mf

sourceFrag(m,ri) = Um mfim [m
j=0,...,|mfm -1

Definition 4.3.6 (Strictly bijecitve Rules)
A ruler; is strictly bijective if and only if

apply (apply (sourceFrag(m,ri),ri),r 1) = sourceFrag(m,r;) for m € Mmmarbitrary

Definition 4.3.7 (Bijective Rules)
A ruler; is bijective if and only if

apply (apply (sourceFrag(m,ri),ri),r ) ~ sourceFrag(m,r;) for m € Mmm arbitrary

Definition 4.3.8 (Bijectivity)

Let MV; = ri|my, be the sequence of all model variables of the rules’ right hand sides. In order to
allow a rule set to béijectivewe demand that it holds for all model fragment§, which have
been generated by atergée of arbitrary instances (model fragments) of elementsivf: Every
model fragmenm{ which is structural congruent to a model variable originates (among
others) also from therfiergé of an instance ofny andmf.

For such rule sets that are applicable in both directions it then holds that every rule application
rj has exactly one inverted rule application of the inverse rrpfe The successive application of



4.3 Glimpse towards Bijectivity 109

a rule and its inverse rule yields to a model fragment that differs from the source fragment only
in the detail that attribute values that have the vaui rj|my, now also have this value in the
newly created model fragment.

Such arule set is callgshrtial bijective If it can be ensured thatandr —* do capture all objects
and attribute values in arbitrary source models each tim&{tH), then the rule set is called
bijective O

Theorem 4.3.1 (Bijectivity)
A rule setr is strictly bijective, if

(i) all of its rulesr; are strictly bijective, and

(i) it holds for all rulesrj, rjinr:

i mv |ovalovaT N T lmy |ovalovaT # ©
=TI =Tj

l.e. every association type occurs at maximal one rule’s right hand side, and

(iii ) no rule’s right hand side can consist of only one object variable, if there is another rule’s
right hand side containing a model variable of the same type.

Proof Sketch: Because ofii) there exists exactly one rule for every association in a model
m generated by, which has created this association. Therefore and becauge)ainly the
rule that has created the corresponding model fragment does matehdaring the inverse
transformation.

Trivially all fragments that have been created from a ryl@o match again at the reverse trans-
formation. Because df) this means that every inverse rlure1L does match exactly the fragments
that were created from the original ruig(and no others).

Since every rule is strictly bijective the merge of the model fragments generated by the inverted
rule r(l does also yield taourceFrag(m,r;). Thus the merge of the model fragments that were
generated by the application of the inverse m-rﬂéyields to “sourceFrag(m,Jri)” again. O
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5 BOTL Extensions for Practical Use

The formalism and the properties presented in the previous sections from the base for specifying
transformations between models based on metamodels. Up to now several important things are
missing for the use of BOTL in practice with object oriented models:

Inheritance: Inheritance is one of the key features of object oriented methods. The BOTL core
defined in the previous sections does not deal with inheritance. But from a statical, data
oriented point of view, inheritance is rather simple. So in Sedi@the extension of the
BOTL core with a simple treatment of inheritance is discussed.

Aggregation/Composition: ~ Marking an association as an aggregation or composition puts fur-
ther constraints on the possible models. Aggregation mean that objects with cyclic aggre-
gation relationships are not allowed. Composition further restricts this by prohibiting an
object to be part of more than one composition relationship. Especially composition is
widely used in practice. So it would be desirably that BOTL supports both. Especially the
notion of metamodel conformance has to be adapted. This will lead to further non-trivial
adaption of the properties and the verification techniques defined in Sdctibimis will
be the subject of further research.

Mapping to practical used models: ~ Though BOTL already uses UML-based notations no wide
spread used notion of models is used for BOTL. Instead a simple formalization of the no-
tion model is given. In practice models are defined in terms of Java, C++, E/R or UML.
So a mapping between these practical used models and the BOTL models has to be speci-
fied. In Sectiorb.3we define an exemplary mapping of BOTL metamodels to UML class
models. Further mappings could be specified in a similar way.

In the following we describe first the notion of a BOTL metamodel in terms of a BOTL meta-
model. This is necessary as afterwards this metamodel is used to define the notion of inheritance
and a mapping of BOTL models to UML models.

5.1 BOTL Metamodel

In Section3.1 a formal foundation for the BOTL metamodel was given. In Sec8da UML
profile for specifying BOTL metamodels was introduced. As we now use BOTL to describe
some extensions we have to describe the BOTL metamodel in terms of BOTL.

111
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ClassAssociation | Metamodel | Type
> > it : Name
ca mm mm t
a >1 mm{ 1 10t
ae |2
ClassAssociationEnd c|r "1 a
rm : Name 1 Class a Attribute
t 1 AggregationKind * . n : Name
m : Multiplicity ae c id : Name 0..1 * | dv: Name
nav : Boolean c key

Figure 5.1.The BOTL metamodainmgre

Figure5.1shows this metamodel represented using the given UML profile. The metamodel was
derived systematically from the formalism. However there still remain some constraints that
cannot be expressed in terms of a UML class diagram. These could be formalized with OCL
constraints, but since we already provided a formal definition of the BOTL model we will only
mention these constraints informally here.

Within the Figureb.1 we use compositions. Thereby compositions can be replaced by simple
associations as they have no meaning within BOTL. We use them anyway in the metamodel
representation as e.g. a metamodel consists of a set of classes (c8.D&and Def.3.1.8.

That means a class could only be part of a metamodel once. So the composition with its informal
meaning defined in the UML standard fits very well to express this fact.

As one can see the BOTL metamodel consists of a set of types, classes, and associations as
formally defined in Sectiol3.1. The metamodel class itself is a singleton, i.e. there can only
exist one instance of it. Every association between one or two classes consists of two association
ends. According to the formalism a class association end has a role name, an aggregation type,
a multiplicity, and a boolean value that indicates whether the association can be navigated in the
given direction or not. Please note that the basic types of the associations in this class diagram
all origin from the UML metamodel@MGO02.

Symmetric associations, i.e. those that have only one end in terms of the formalism, are rep-
resented by &lassAssociation that has two identicaClassAssociationEnds. This representa-

tion differs a bit from our intuition regarding Definitidh 1.6because identical association ends
wouldn’t be possible unless we use multi sets of association ends for the representation of class
associations. However, we use this simplified notation for a more convenient handling of the
model since a deterministic conversion between the two variants is obviously possible.

A class has a unique nanteof the typeName as indicated by the tagged val{isPK = True}.

Further evenyClass contains a set of attributes that have a name and refer to one of the meta-
model’s types. As documented in the BOTL formalism there is an additional constraint that
determines that any two attribute instances that belong to the same class instance must have dif-
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ClassAssociation | Metamodel | Type
* > it : Name
ca mm mm t
a{ 1 mm01 101
ae | 2
ClassAssociationEnd super| * C|* *|a
m : Name - Class Attribute
t  : AggregationKind C I a1n : Name
m : Multiplicity * 1 id : Name 0..1 * | dv: Name
nav : Boolean 2e c c key

Figure 5.2.The BOTL metamodel with inheritanecempp,

ferent names. Thekey association points to those attributes that are necessary to determine the
identity of the instances of a given class, according to the formalism.

5.2 Inheritance

Inheritance plays an important role within object orientation. With inheritance properties like
attributes or methods of classes could be “inherited” to subclasses. As BOTL only deals with
attributes, inheritance can be simply replaced by more verbose definitions.

Within BOTL inheritance is only used as a shortcut for attribute definitions. In rules inheritance is
not regarded. Types within rules always match to exact the same types. Especially subclasses of
a type never match to their super classes. Although it seems to be possible to extend rules with
an appropriate “macro” mechanism this is not done yet, because one has to take care that the
commutativity and associativity of rules is preserved and specialized rules for some subclasses
are possible.

The goal of this section is to define a mapping of metamodels containing inheritance to BOTL
core metamodels. We use the identity to map instance models that conform to metamodels with
inheritance to those without inheritance.

5.2.1 BOTL Metamodel with Inheritance

We will use BOTL to define the mapping of metamodels with inheritance to BOTL metamod-
els. In Sectiorb.1the BOTL metamodel was described in its own terms. FiguPsshows an
extended version now capable of a simple form of inheritance. A class association connecting
a Class with itself has been added. Eve@lass could have a reference to an arbitrary num-

ber of super classes namsuper. A Class could be referenced by an also arbitrary number of
subclasses.
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O —>

Figure 5.3: Multiple Inheritance ofA Figure 5.4: Single Inheritance

As usual rule-based formalisms are not capable of calculating a transitive closure. Therefore the
super association shall contain the set of all super classes of a class. So for example the special
case shown in Figurg.3cannot be distinguished from that one shown in Fidude

5.2.2 Transformation Rules

The rule set consisting of the ruleg to rig (cf. Fig. 5.5—5.15 transforms models of the
extended BOTL metamodel with inheritance into models of the core BOTL metamodel. As the
Metamodel object is a singleton in both models we omit the transformation of this object and its
associations. The rulesg to r4 transform every model element except super association into

an equal model element of the core BOTL metamodel. The resulting core model is enriched by
several new model elements which eliminate the inheritance relation.

ro (s. Fig.5.5 transformsTypes. r1 (s. Fig.5.6) does the same wit@lasses.r, andrs (s. Fig.
5.7 and5.8) transformAttributes and their relationships. Therebyis needed to transform the
key relationship modeling primary keys of a class. Note that the attribute valugsribfite are
set to{> so that there is no conflict 1@ detected (s. Se&.2.3below).r4 (s. Fig.5.9) transforms
ClassAssociations andClassAssoctiationEnds. All five rules maintain the identifiers of the core
BOTL model besides the identifiers fGtassAssoctiationEnds which are not translated.

The rules s toryg translate models based on inheritance into models without inheritance. There-
fore thesuper relationship is considered. For an easier understanding a small example in a shad-
owed box for a transformation between a model with and without inheritance is shown above the
transformation arrow of each rule.

rs (s. Fig. 5.10 shows the meaning of the inheritance of an attribute. All attributes of a super
class of a class become attributes of this class in the “core” model. Similarly to3tke
primary key relationship is treated in an additional mgds. Fig.5.11). The ruler; to r1g deal
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(it):Type (it):Type
it=n |:I'> it=n
Figure 5.5
(id):Class (id):Class
id =n I_> id =n
Figure 5.61,

with different kinds of associations and their transformation. Note that the shown associations
themselves are transformed hyand so they are not transformedigyto r1o again although that

would not harm. Irr7 (s. Fig. 5.12 the case of an association between a super élasyd a

classC is shown. This leads to a new association between the sulkkEsdC. Rulerg (s. Fig.

5.13 shows the case of an association between a super class and its subclass. A new reflexive
association on the subclass is added. Ruylés. Fig. 5.14) andrqp (s. Fig. 5.15 deal with

the case of a reflexive association on the superclass of a class. In this case a total of three new
associations have to be created.

As already mentioned with the given rule set the transformation of models conform to the en-
hanced BOTL metamodel into models conform to the core BOTL metamodel is specified. Now
this rule set has to be examined for applicability and metamodel conformance which is done in
the next two sections.

5.2.3 Applicability

Applicability of a rule set means that every transformation of a source model leads to a result
different to_L. That means that the rules produce a resulting model fragment for every possible
source model.

According to Theorerd.1.3we have to ensure

(i) the applicability of every rule and

. a:Attribute . a:Attribute
(id):Class (id):Class
id - * n =an id - ®—>|n  =an
id =cn c algy =d id=cn c algy =d
a : a
t t
(i):Type (it):Type

Figure 5.7r,

=1In
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(d)Class |® > a:Attribute (d)Class |® > a:Attribute
A c n =9 T c n =9
id =cn v =0 id =cn dv o
c key c key
° [ °
t t
(it):Type (it):Type
it =tn it =tn
Figure 5.8r3
0:ClassAssociationEnd ©:ClassAssociationEnd
m = ae m = ae
(id):Class t =t (id):Class t =t
id =c¢ c aglm =m id =c¢ c aglm =m
nav = nav ::> nav = nav
ae ae
a¢ a
as:ClassAssociation as:ClassAssociation
Figure 5.914
A
XV
(id):Class (id):Class I ::> B (id):Class
id = a super id =5 XV id =05
[ %
a /> ;
Attri : Attri
at:Attribute D Tvoe (b,at):Attribute D Tvoe
n = x - n = X -
dv =d |2 tit =v dv = d a tit =v

Figure 5.10rs: “attribute inheritance”
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A
X:Vv
(id):Class (id):Class I ::> B (id):Class
id = a super id =5» X:v id = b
[N c [ c
a key |::> a key
<Attri 5 Atri i
at:Attribute D Tvoe (b,at):Attribute D Tvoe
n =x n =29 -
v =d |2 tlit = v v - 0 a tit = v
Figure 5.11rg: “attribute inheritance”
ajmi cjm2
A C
(id):Class (id):Class T [ o dlm2 (id):Class
id = b super [id = a B B 4 id =b
c c
@:ClassAssociationEnd @:ClassAssociationEnd
m = aefl m = aefl
t = t1 t = t1
m = mi m = mi
nav = navi nav = navi
ae ae
4 4
¢:ClassAssociation ¢:ClassAssociation
ae ae
¢:ClassAssociationEnd ¢:ClassAssociationEnd
m = ae2 m = ae2
t = t2 t = t2
m = m2 m = m2
nav = nav2 nav = nav2
c c
(id):Class (id):Class
id =c¢ id =¢

Figure 5.12r7: “inheritance of an association”



118 5 BOTL Extensions for Practical Use

A
mi
a
(id):Class (id):Class = [, (id):Class
id =0b super |id = a m2 L id =b
b b
c c c c
¢:ClassAssociationEnd ¢:ClassAssociationEnd ¢:ClassAssociationEnd ¢:ClassAssociationEnd
rm = ae2 m = ael |:> m = aefl rm = ae2
t = 2 t = t1 t = t1 t = 12
m = m2 m = mi m = mi m = m2
nav = nav2 nav = navl nav = navi nav = nav2
ae ae ae ae
¢:ClassAssociation ¢:ClassAssociation
Figure 5.13rg: “inheritance of an association”
al
A
a2
B
T D[
B al
(id):Class (id):Class (id):Class
id =2b» super |id = ¢ id = b
C C
0:ClassAssociationEnd ¢:ClassAssociationEnd
mn = ge rn = ae
S > -
m = m m = m
nav = hav nav = nav
ae ae
as:ClassAssociation (as.b):.ClassAssociation

Figure 5.14rg: “inheritance of an association”
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(id):Class (id):Class
id =b super|id = a

C

C

o —D

0:ClassAssociationEnd

0:ClassAssociationEnd

m
t

m
nav

aet
t1
m1
nav1

m
t

m
nav

ae2
t2
m2
nav2

ae

o)
(U]

0:ClassAssociation

(id):Class

(id):Class

id =0b id

= a

Cc

¢:ClassAssociationEnd

¢:ClassAssociationEnd

m = aefl rm =
t = t1 t =
m = mi m =
nav = navi nav =

ae2
t2
m2
nav2

ae

o)
(]

0:ClassAssociation

Figure 5.15r1¢: “inheritance of an association”

(ii) that there are no two right hand sides which are potentially contradictory.

So we first prove that every rule is applicable. From Theofehr?we have to ensure that

(i) the equation system is unambiguously resolvable,

(i) for every object variable on the right hand side at least one of the following statements

(iii ) for any two object variables of the right hand side with the same type it has to be ensured
that the generated objects amergeable. In the simplest case at all identifier term are equal

hold:

* the object variable depends on object variables of the left hand side which determine

the object variables of the left hand side on which all attributes are dependent,

* the identity is(, or

« all attributes are),

and

to ¢. So it is ensured by construction that those generated objectseageable as they
have different identities.
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Applicability of rq:

Let tvg be the object variables with the tyggpe on the left hand side afy. Similarly lettv;
be the object variable on the right hand sider@f According to Definition3.4.5we get the
following equations:

GLY : (matchS(tvg)|oi = € not considered according to De&¥.4.5
GLY: match(tvp).it = n

GLY - pK ({(it, matchl(tvy).it)}) = matchl(tvy)|oi

GLL: n = matchl(tvy).it

Thus we can resolve the equational system and get an unambiguous solution for the right object
variables’ attributes and its identifiers:

matchl(tvy)|oi = pK ({(it, match(tvo).it)})

matchl(tvy).it = match9(tv).it

So(i) holds.

For key attributes it always holds triviallgtependsOn oV, r;) riLrlvo attDependsOn(ov, a, r;) There-
fore (ii) holds.

(ii ) holds as there are no object variables with the same type on the right hand side.

Thereforerg is applicable.

Applicability of rq:

Let cvy be the object variable with the typ€tass on the left hand side af;. Similarly letcwy
be the object variable on the right hand side of

We get the following unambiguous solution of the equation system:

matchl(cvy)|oi = pK ({(id, match8(cvp).id)})

matchl(cvy).id = match9(cv).id

So(i) holds.

For key attributes it always holds triviallgtependsOn oV, r;) ri\w) attDependsOn(ov, a, r;) There-
fore (ii) holds.

(ii ) holds as there are no object variables with the same type on the right hand side.

Thereforer; is applicable.
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Applicability of ro:

Let cvp, avp, andtvg be the object variables with the typ€tass, Attribute, andType on the left
hand side of,. Similarly letcvq, avi, andtv; be the object variables on the right hand sideyof

We get the following unambiguous solution of the equation system:

matchl(cvy)|oi = pK ({(id, match®(cvp).id)})
matchl(cw).id = match(cvp).id
match}(avy)|oi = match®(av)|oi
matchl(avy).n = matchS(avp).n
match(aw).dv= matchd(avp).dv
match(tvy)|oi = pK ({(it, matchQ(tvp).it)})

So(i) holds.

lilm
For key attributes it always holds triviallglependsOn(ov, ;) "wvo attDependsOn(ov,a, r) In the

r2/m
case ofav; attDependsOn contains onlyay, for both attributes anddv. {cvp,avw} 2«|»+V°{avo}
surely holds. Therefor@i) holds.

(iii ) holds as there are no object variables with the same type on the right hand side.

Thereforer, is applicable.

Applicability of r3:

Let cw, avp, andtvg be the object variables with the typ€tass, Attribute, andType on the left
hand side of 3. Similarly letcvq, avy, andtvy be the object variables on the right hand sidesof

We get the following unambiguous solution of the equation system:

matchl(cvy)|oi = pK ({(id, match®(cvp).id)})
match’(cvy).id = match(cvp).id
match}(avy)|oi = matchS(av)|oi
matchl(av).n=
matchl(awv).dv= <>
matchl(tvy)|oi = pK ({(it, match(tvo).it)})

So(i) holds.
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For key attributes it always holds triviallgtependsOn oV, r;) ri\w) attDependsOn(ov, a, r;) There-
fore (ii) holds.
(iii ) holds as there are no object variables with the same type on the right hand side.

Thereforers is applicable.

Applicability of rg4:

Let cv, caeyy, andcaw be the object variables with the typ@kass, ClassAssociationEnd, and
ClassAssociation on the left hand side af4. Similarly let cv;, caev, andcaw be the object
variables on the right hand side iof

We get the following unambiguous solution of the equation system:
matchl(cvy)|oi = pK ({(id, match8(cvp).id)})

match}(cv).id = match(cvp).id

)

match’(caey)|oi = genID(...)
matchl(caev).r = match®(caey).m

)
matchl(caey ).t = matchd(caey).t

).m

)

(

(
matchl(caev).m = matchd(caey
match}(caey).nav= match(caey).nav
(

match}(caw)|oi = match®(caw)|oi

So(i) holds.
dependsOn(caeV ) yields to{>. Thereforg(ii) holds.genID generates an unique identifier.
(iii ) holds as there are no object variables with the same type on the right hand side.

Thereforer, is applicable.

Applicability of rs5:

Let cvp, csuby, avy, andtvgp be the object variables with the typ€tass (super class)Class
(subclass)Attribute, andType on the left hand side ak. Therebycy, is the super class with the
id Terma andcsuby is the subclass with thid Termb. Similarly letcsuby, av;, andtv; be the
object variables on the right hand sidergf

We get the following unambiguous solution of the equation system:

matchl(csuby)|oi = pK ({(id, matchd(csuby).id)})
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matchl(csuby).id = matchd(csuby).id
matchl(av)|oi = uK (matchd(csuby).id, match(avp).n)
match}(avy).n = matchQ(avp).n
match}(av;).dv= match3(avp).dv
match?(tvy)|oi = pK ({(it, match(tvp).it)})
matchl(tvy).it = match(tvp).it

So(i) holds.

Again all attributes of every class depend only on one source class which is also the source for
calculating the regarding identity. In the caseawf it holds:

dependsOn(avy) = {csuby,avp} rsln;vo attDependsOn(avy) = {avwp}

Therefore(ii) holds. Note that the tuplg, x) generates a new key which can be only generated
by another 2-tuple (cfg).

(ii ) holds as there are no object variables with the same type on the right hand side.

Thereforers is applicable.

Applicability of rg:

Let cvp, csuby, avy, andtvy be the object variables with the typ€tass (super class)Class
(subclass)Attribute, andType on the left hand side ak. Therebycy, is the super class with the
id Terma andcsuby is the subclass with thid Termb. Similarly letcsuby, av;, andtv; be the
object variables on the right hand sidergf

We get the following unambiguous solution of the equation system:

match’(csuby)|oi = pK ({(id, match(csuby).id)})
match’(csuby).id = match O(csuby).id
match}(avy)|oi = uK (matchd(csuby).id, matchS(avp).n)
matchl(av).n= ¢
matchl(aw).dv= <
match(tvy)|oi = pK ({(it, matchQ(tvp).it)})
match(tvy).it = match(tvp).it

So(i) holds.

No attribute values (except key attributes) are set. (iBoholds. Note that the tuplé, x)
generates a new key which can be only generated by another 2-tupig) (cf.
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(ii ) holds as there are no object variables with the same type on the right hand side.

Thereforerg is applicable.

Applicability of r7:

Let acw, bcw, ccw, caelvy, cae2vp, andcaw be the object variables with the typ€tass and
theid terma, Class and theid termb, Class and theid termc, ClassAssociationEnd and thern
termael, ClassAssociationEnd and thern termae2, andClassAssociation on the left hand side
of r7. Similarly letbcw, ccw, ca€elvy, cae2vy, andcaw be the object variables on the right hand
side ofry.

We get the following unambiguous solution of the equation system:

|oi = pK ({(id, matchQ(bcw).id)})

match’l(bcw)
matchl(bew).id = match O(bew).id
)

matchl(caelvy)|oi = genID(...)

matchl(caelvy).m = match8(caelvg).rm
match’(caelvy).t = matchd(caelvp).t
match}(caelvy).m = match®(caelvp).m
match’(caelvy).nav= match(ca€lvg).nav

match’l(caw)|oi = genID(...)
match’(cae2vy)|oi = genID(...)

match}(cae2vy).m = matchd(cae2vp).m

~+

( )
matchl(caev;).t = matchd(cagvy).
matchl(cagvy).m= match®(caevg).m
match’(cae2vy).nav= match3(cae2vg).nav
match}(cew ) |oi = pK ({(id, match%(ccw).id)})
match}(ccw ).id = match8(ccw).id

So(i) holds.

Only with the two object variables with the tyg#assAssociationEnd attributes are set. Both
variables have the identifier set{a So (ii) holds. Note that thesé values are replaced by a
generated identifier which is unique. Example (with corgeatiD term):

match’(caelv)|oi = genID(7,v, genNum (ca€lvi, r7|my love))

Therebyv is the actual number of the model fragment relation “application” ranging from O to
the number of the concrete model fragment match sequenfog— 1.
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(iii ) holds as both object variables with the typessAssociationEnd on the right hand side
have the identifier set t¢.

Thereforer; is applicable.

Applicability of rg:

Let acw, bcw, caelvy, cagvp, andcaw be the object variables with the typ€tass and theid
terma, Class and thad termb, ClassAssociationEnd and thern termael, ClassAssociationEnd
and thern termae2, andClassAssociation on the left hand side ak. Similarly letbcw, ca€elvy,
cae2vy, andcav be the object variables on the right hand sidegof

We get the following unambiguous solution of the equation system:

matchl(bew ) |oi = pK ({(id, match(bcw).id)})
match’(bew).id = match(bew).id
matchl(caelvy)|oi = genID(...)
matcho(caelvl).rn = matcho ca€lvp).rn

)
)
)
)

—

match’(caelvy).t = match(caelvg

<

(

(
matchl(caelvy).m= match?(caelvgp).m
match’(caelvy).nav= match3(caelvg).nav

match’l(caw)|oi = genID(...)

match’(cae2vy)|oi = genID(...)
match’(cae2vy).m = matchd(cae2vo
cae?vy

0(cavo).m

o )-
matchl(caev;).m = match8(cae2vp).m

o )-

matchl(cae2vy).t = match

match’(cae2vy).nav= match(caevg).nav
So(i) holds.

Only with the two object variables with the tyg#assAssociationEnd attributes are set. Both
variables have the identifier set¢a So similarly tor7 (ii) holds.

(iii ) holds as both object variables with the typessAssociationEnd on the right hand side
have the identifier set 0.

Thereforerg is applicable.
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Applicability of rg:

Let acw, bcw, caey, andcaw be the object variables with the typ€tass and theid terma,
Class and theid termb, ClassAssociationEnd, andClassAssociation on the left hand side ak.
Similarly letbcw, caev, andcaw be the object variables on the right hand sidegof

We get the following unambiguous solution of the equation system:

L(bew)|oi = pK ({(id, matchd(bcw).id)})
matchl(bcw).id = match(bew).id

match

)-
match’(caey )\Ol—genID( .)
matchl(caey).m ( )
matchl(caey).t = atcho(cae\o).t
o(caey)

match}(caey).nav= matchd(caey).nav
matchl(caw )|oi = uK (matchQ(caw).id, matchd(bcw).id)

So(i) holds. Again(ii) and(iii ) hold trivially.

Thereforerg is applicable.

Applicability of r10:

Let acw, bcw, ca€elvy, cagvp, andcaw be the object variables with the typ€tass and theid
terma, Class and thed termb, ClassAssociationEnd and thern termael, ClassAssociationEnd
and thern termae2, andClassAssociation on the left hand side afo. Similarly letacw, bcw,
ca€lvy, cae2vy, andcaw be the object variables on the right hand side;gf

We get the following unambiguous solution of the equation system:

match’(acw)|oi = pK ({(id, match(acw).id)})
match}(acw).id = matchd(acw).id
matchl(bcw)|oi = pK ({(id, matchO(bcw).id)})
matchl(bcw ).id = matchd(bew).id
match’(caelvy)|oi = genID(...)

match}(caelvy).m = matchd(caelvp).rm

—

( )

match}(caelv;).t = matchd(caelvy)
match’(caelvy).m= match?(caelvp).m
match’(caelvy).nav= match(caelvg).nav
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match’(caw)|oi = genID(...)
match’(cae2vy)|oi = genID(...)

match’(cae2vy).rm = match3(caevp).rm

~+

o
(0]
match}(cae2vy).t = matchd(caevy
matchl(cagvy).m= matchd(

0

ol

).

).
caevp).m
match’(cae2vy).nav= match3(cae2vg).nav
So(i) holds. Again(ii) and(iii ) hold trivially.

Thereforerigis applicable.

Applicability of r:

We have shown above, that every rujeof the rule set is applicable. Thereforé) of Theo-
rem4.1.3holds. (i ) of Theorem4.1.3requires, that there are no two object variables on the right
hand side of two rules with the same type which possibly lead to contradictory attribute values.
We don’t have to look at object variables with the identifier tepnas these are surely unique.

All attribute terms for attributes which are no key attributes have to be considered. We don’t have
to look at object variables with onkp terms for those attribute values or at object variables with
only key attributes. Therefore the object variables of the tyijpss, Type, andClassAssociation

(only key attributes), an@lassAssociationEnd (<> identifier) can be ignored safely. Only object
variables with the typattribute have to be examined.

Within ro, r3, rs, andrg object variables of the typsttribute appear on the right hand side. From
the identifier terms it is obvious, that onty with r3, or r5 with rg can clash. A 2-tuple(§,x))
can never clash with a simple valug.(For both pairs of rules it holds, that only one rule set the
attribute terms to values different ¢p.

Therefore alsdii) of Theorem4.1.3holds. This leads to the conclusion thas applicable.

5.2.4 Metamodel Conformance

The proof of metamodel conformance is necessary to ensure that the given rule set produces
only model fragments which are models conform to the target metamodel. Besides the appli-

cability shown above metamodel conformance depends on the possible cardinalities of object
associations which are generated in a rule set application.

Again verification techniques are used to decide if a rule set is metamodel conform. Theo-
rem4.2.6says that a rule set generates a valid model if it is
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(i) IbConform, that means the structure of the rules and the source metamodel ensure that all
cardinalities of outgoing object associations of any object in the target model are at least
as many as required by the multiplicities of the target metamodel, and

(ii) ubConform, that means the structure of the rules and the source metamodel ensure that all
cardinalities of outgoing object associations of any object in the target model are at most
as many as required by the multiplicities of the target metamodel.

Lower bounds conformance

The lower bounds conformanctConform(r)) of a rule ser can be proven by the application
of one of the following verification techniques:

Simple verification technique ( varLbConform): If every rule in a rule set isarLbConform
then whole rule set i®Conform (cf. Theoren¥.2.3. The check if a rule isarLbConform
is very simple. It simply has to be checked for every rule that every target object variable
has at least as many outgoing object variable associations as the lower bounds of its classes
associations specify.

Enhanced verification technique ( IbConform(r;)): If it holds that for every rule that every tar-
get object variable the estimatidCard for every possible outgoing association is at least
as big as the lower bound of that specified by its classes associations, then the whole rule
set islbConform.

The simple and the enhanced verification technique can be mixed arbitrary for different rules
(Theorem4.2.8 Theorem4.2.4 and Theorerd.2.5.

In the following we prove the lower bounds conformance of the rgiler1g. As already stated
we neglect the singletavetamodel. The according composition associations could be included
easily.

Lower bounds conformance of ro The target model variable consists only of an object vari-
able of typeClass. From the metamodel depicted in Figird we can easily see that all outgoing
associations have a lower bound of 0 as the associatiMetamodel is ignored. So it holds:
varLbConform (Io|my, , MMtore)

Lower bounds conformance of r; The target model variable consists only of an object vari-
able of typeType. From the metamodel depicted in Figlrd we can easily see that all outgoing
associations have a lower bound of 0. So it hokdsLbConform (r1|my, , MNtore)
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Lower bounds conformance of r, Only the object variable of typattribute has to be con-
sidered as this is the only one with outgoing associations greater thann@he it is speci-
fied, that evenAttribute is contained in on€lass and refers to on@ype. As both association
are created together with axttribute the lower bounds conformance is ensured. So it holds:
varLbConform (I2|my, , MMtore)

Lower bounds conformance of r3z From the lower bounds point of vierg is very similar to
r2. So it holds:varLbConform (r3|my , MMtore)

Lower bounds conformance of  rs In rg varLbConform(ra|my,, MMtore) doesn’t hold as the

object variable of the typ€lassAssociation has only one outgoing associationGassAssoci-
ationEnds. So the enhanced verification technique has to be applied. For the three participating
classes only the two shown associations have to be considered as there are no other outgoing
associations with an lower bound greater than O (despite the associatidesatoodel which

are neglected).

Let cvy, caey, andcawv be the object variables of the typ€fass, ClassAssociationEnd, and
ClassAssociation on the right hand side of,. Further letova;ecandovaae be the object variable
associations between the object variables of the tgessAssociationEnd and theClass, and
ClassAssociation andClassAssociationEnd on the right hand side. L&, caey, andcaw be
the object variables of the typ&€3ass, ClassAssociationEnd, andClassAssociation on the left
hand side of 4.

We have to prove the following equations:

* IbCard (AEgaec, 8€secc,r4) > 1, for the association from th€lassAssociationEnd to the
Class,

* IbCard (AEaec, @€aecae; F4) > 0, for the association from thelass to theClassAssociatio-
nEnd,

* IbCard (AEaae 8€aacae, r4) > 2, for the association from thelassAssociation to theClas-
sAssociationEnd, and

* |bCard (AEaae 8€aaea,r4) > 1, for the association from th€lassAssociationEnd to the
ClassAssociation.

According to Definitiord.2.27and Definition4.2.26we can calculate the following values:

IbCard (AEaec, @€aecc, 1)

MiNovaovalovar_acae. ([P VarCard (0Va asecc, r4))
IbVarCard (Ovaaec, a%egc, r4)

1

1

Tab.4.

N

26 (xii)

v
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IbCard (AEaec, @€aecae, 1)

MiNovaovalovarag,e ([P VarCard (0vVa aesecae, 4))
IbVarCard (0V%ec, aaa_eqae, I’4)

Tab.4.2.26 (xvi)

N
i

minmatch (1 4] my|mm, ' 4|mv,, dependsOn (Cvy, 1 1))
-OV@aedcardv

minmatch (1 4| mv | mm, 4| mw, {CVW0}) - 1

0

0

Y

IbCard (AEaae, @€aaeae, 4) = MiNoyaovaoyar_ AEaae(lb VarCard (0Va, 8€aeae,r4))

= IbVarCard (Ovaaae, aaaaeae, r4)

Tab.4.2.2 i
ab.4.2.26 (xvi) minmatch (1 4|my | mm I 4| mv,, dependsOn (cawy, r4))

-OV@aaelcardv
= minmatch (1 4| mv|mm, 4| mw, {CaWw}) - 1
= 2
> 2
IbCard (AEgae, 8€aea; ra) = MiNgy ova OVAT:AEaae(Ibvarcard (ova, ACaea; ra))
= IbVarCard (OVaaae 8€aaea; 4)
Tab.4.2:.26 (xii) 1
> 1

Thusr, is IbConform.

Lower bounds conformance of rgs Only the object variable of typAttribute has to be con-
sidered as this is the only one with outgoing associations greater thanndmle it is speci-
fied, that evenAttribute is contained in on€lass and refers to on@ype. As both association
are created together with axtribute the lower bounds conformance is ensured. So it holds:
varLbConform (I's|my, , MMtore)

Lower bounds conformance of rg From the lower bounds point of vierg is very similar to
rs. So it holds:varLbConform(re|my , MMtore)
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Lower bounds conformance of r; Every ClassAssociationEnd has to refer to at least one
Class and has to be part of at least oDlassAssociation. EveryClassAssociation has to contain
at least twaClassAssociationEnds. All three conditions are ensured by the ruldy construc-
tion. So it holds:varLbConform(r7|my, , MMtore)

Lower bounds conformance of rg Similarly torz it holds: varLbConform (rg|my, , MMtore)

Lower bounds conformance of rg Similarly tor it holds: IbConform(rg|my,, MMtore)

Lower bounds conformance of rig Similarly to r; andrg varLbConform(r1o|my , MMtore)
holds.

Lower bounds conformance of r As for all rulesr; part of the rule set arelbConform also
it holds: IbConform(r)

Upper bounds conformance

Similar to the lower bounds conformance it suffices to apply a given verification technique for
upper bounds conformance. But here the situation is slightly more complicate. First of all the
estimation of the maximal possible number of association created by a given object variable asso-
ciation and a given rule has to be calculated. Afterwards those numbers for outgoing associations
of the same type have to be added. But within this sum some redundant summands have to be
neglected.

So first of all we detect summands which are redundant. Afterwards for the relevant outgoing
object variable associations we have to calculdit@érCard (ova agr;).

Calculation of redundant redundant(ovari,r) holds if a given object variable associations of
a given rule is redundant, i.e. if all instances created by this variable will be generated by another
object variable associations of another rule.

redundant holds if there exists another rutg which left hand side is a substructurergfi.e.

rj C ri. Afterwards the right hand side of the rules have to be compared. If there is an object
variable association in; with the same type as that ofaand object variables at its ends which
are generating the same objects as thosg tfienredundant holds.

In Table5.1 for every rule the rules which left hand sides substructures of the rule are shown.
So for example in rule;, the left hand side consist of a object variables of tgess andType

both being the left hand sides of other rutgsandrg. Note that we only compare the structure

of model variables not the contents of identifier or attribute terms.
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ri | rjwithi# jandrjmy C rilmy

ro | @

I 0

rz | {ro,r1}

rs | {ro,ra,rz}
rg {rl}

rs | {ro,ra,r2}

re | {ro,r,rz,rs,rs}
rz | {ry,ra,ro}

rg | {ra,rsa,ro}

lg {rl,r4}

rio | {r1,rs,ro}

Table 5.1:Rules and substructures of their left hand side

Obviously we are not interested in rule which generate no object associationgaBdr, are
ignored in the following. Foredundant it is also necessary to calcula@®VP(rsyper'sub) for

every rule. This contains pairs of object variables which generate the “same” objects. The results
of OVPcan be seen in Tabe2 Thereby we use the same names for object variables as those
introduced in Sectio®.2.3 Lines for whichOVPis equal to 0 are as well neglected as the rule

ro andry. For the calculation o®VPthe identifier terms have to be compared. Here it is helpful

to know that> is never equal to anything (not evendg9, and that a term consisting of a 2-tuple

is always different to a 1-tuple.

As the calculation of all necessamp VarCard values is lengthy we will concentrate on some
interesting examples.

Composition between Class and Attribute The first association analyzed will be the compo-
sition between &lass and anAttribute. First of all we notice that &lass consists of an arbitrary
number ofAttributes. So the outgoing association Ofass objects toAttributes are surely upper
bound conform.

But the other direction is of more interest. Eveéyribute is part of at most on€lass. So we
have an upper boundb of 1. We name the according object variable associations in thereyles
rs, rs, andrg ri.ova.g With an appropriaté. The class association ends ag andae,.

From Theorem4.2.2we know that we have to sum up albVarCard terms starting at object
variables of typettribute with similar identifiers.
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Isuper | "sub | OVP(I'super 'sub)
rs ro | {(rz.cvy,ra.cvq),(rz.avy,ra.avy), (ra.tvy,ra.tvy)}
I's ro | {(rs.csuby,ra.cvq), (rs.tvy,ra.tvy)}
I'e ro | {(rg.csuby,ra.cvy), (rg.tvy,ro.tvy)}
I'e r3 | {(rg.csuby,rs.cvy), (rg.tvy,ra.tvy)}
I'e rs | {(re.csuby,rs.cvy),(rg.avy,rs.avy), (re.tvy,rs.tvy)}
rs ra | {(r7.cow,ra.cvy)}
rz ro | {(r7.bcw,rg.bcw)}
rs ra | {(rg.bcw,ra.cvp)}
r's ro | {(rg.bcw,rg.bcv)}
rio | ra | {(rio.-acw,rs.cv1)}
rio | ro | {(rio.bcw,rg.bcv)}

Table 5.2:The results oOVP(rsuper I'sub)

From the rules we can state that only the following two pairs of object variable identifiers are
similar as the first ones are 1-tuples and the second ones are 2-tuples:

r2.avi|oiv ~ r3.ava|oiv

'5.aV1 |oiv ~ F'6.@V1 |oiv

From Tables.1we know that it holds:

r2lm C r3lmy
r5|m\4) C r6|m\b

Together with Tabl&.2and Definition4.2.19we know that it holds:

redundant (r3.0Végg, I3,1)
redundant (rg.0Véca, s, I')

The left hand side of3 is a superset of the left hand sidergfand objects of typ&€lass and
Attribute generated bys are also generated by. Note that the applicability proven above
ensures that those objects can be merged. So also all associations generatedahyare
generated by,.0va.a. Sorz.ova:, is redundant.

According to Theorerd.2.2we have to calculate the relevant summands. Exactly the following
similar relations hold for object variables of typéribute:

[2.aV] ~ I'3.aV1
[5.aV] ~ I'g.AV1
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So from the Definition ofrelevant (Def. 4.2.2Q we can conclude that we have to calculate
two sums both consisting of exactly one summand. The summands consist of the outgoing
associations from the object variable of the typibute in rulesr, andrs.

This means we have to calculateVarCard (r2.0Vaca, 8&:,r2) andubVarCard (r5.0Vacs, @&, I's).

dependsOn(ra.avy,r2) = {ra.avp}
dependsOn(ra.cvy,r2) = {rz.c\p}

r2lmy
{I’z.aVo} ~ {I’z.CVo}

Tab.4.2.17 (i
ubVarCard (r,.0Vac,, a€, ) ab-4.2.17 () OV&ea|cardv = 1

dependsOn(rs.avy,rs) = {rs.csuby,rs.av}
dependsOn (rs.csuby,rs) = {rs.csuby}

I'5\m
{rs.csuby,rs.av} 5~|~>VO{I’5.CSUb‘0}

Tab.4.2.17 (i
ubVarCard (r5.0Vé,, 8&;, I's) ab-4.2.17 (ix) OV&ealcardv = 1

Therefore it holdsy qyay,:.. ubVarCard (ova ag,ri) <1

With a similar argumentation the upper bounds conformance for the association bettween
tribute andType, and for thekey association betweeblass andAttribute can be shown.

Composition between ClassAssociation and ClassAssociationEnd The second associa-
tion we analyze is the composition relation betwetassAssociation andClassAssociationEnd.
Each object of typ€lassAssociation consists of at most twBlassAssociationEnds. Each object
of type ClassAssociationEnd is contained in at most or@assAssociation.

We begin with the simple case. The outgoing association €@ssAssociationEnd to ClassAs-
sociation starts always at an object variable with the identijerSo according to Theoreh?2.2

the sum of all outgoing object variable associations of the regarding type has to be calculated.
Within r there is always exactly one outgoing association with the cardinality of one. So it holds
that 1= ub > ¥ ovd|carqy = 1 for all regarding outgoing associations within the rulgs7, rg,

lo, I'o.

The case of the outgoing associations frGtassAssociation to ClassAssociationEnd is a little

bit more complex. This case can be divided into two sub cases. First there is the situation where
the object variable of typ€lassAssociationEnd has an identifie) assigned (rules:z, rg, r1g).

With the same argumentation then above it holds: @ > S ovd|carqy = 2 as there are always

two ClassAssociationEnds connected to the regardi@ipssAssociations.
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Second in the rules; andrg the object variables of the typ&assAssociation has an identifier
with a value different to>. As there are no similar object variables with the same type and
rs.caey ~ rg.caev both sums according to Theoref2.2 consist of exactly one summand.
Let rs.0vanae andrg.ovayae be the according object variable associations, and lef.lae,e and
rg.ae5e be the class association ends with the role nasmeSo we have to calculate:

ubVarCard (r4.0V8aae, I 4.8€5¢,14)
ubVarCard (r9.0Vaaae, '9-8€5¢, 9)

Both values may not succeed the upper bound 2.

It holds:

dependsOn(r4.cawv,rq) = {rs.caw}
dependsOn (rs.cae,rgq) = §
dependsOn(rg.caw,rg) = {rg.caw,rg.bcw}
dependsOn(rg.cag, rg) =

In both cases we have to calculat@xmatch (i |my|mm ri|mw, Mo) - OV&cardv. As the cardinality
of the object associations is 1 anthxmatch equals to 2 when the class association of the left
hand side (and the sub class) are considered as “fix” foVarCard values are equal to 2.

Upper bound conformance of r As for all other object variable associations on the right hand
sides also Theoremh.2.2holds, which can be easily proven by similar deliberations the rule set
r is upper bounds conform.

Metamodel conformance of r

As we have shown above the lower bounds conformance and the upper bounds conformance of
r we can conclude with Theorem?2.6that the rule set is metamodel conform. That means for
every input model with inheritance the rule sétansforms this model to a valid model according

to the core metamodehmgre.

5.3 BOTL Mapping to the UML

Though there is a UML-based notation for BOTL, which was presented in SeBpso far

the formalism allows us to transform only models that base on the notion of a model that comes
with BOTL. In practice models are usually defined in terms of the UML metamodel. Thus, if the
BOTL formalism should be applicable in practice then it must be possible to specify a precise
mapping to the UML. In this section we introduce how such a mapping can be realized in terms
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of BOTL rules. Therefore we determine how BOTL metamodels are mapped to UML class
diagrams. Therefore we provide a set of BOTL rules that transform class diagrams in terms of
the BOTL metamodel into those that conform to the UML metamodel.

5.3.1 Transformation Rules

ClassAssociation Metamodel 1 Type
ca mm mm it : Name {isPK = True}
1 1
a 1 mm 1 t N 1
ae 2 c * al”
c
ClassAssociationEnd ae c Class ‘_a> Attribute
> *
roleName : Name =, R ) 7’| id : Name {isPK = True} 1 n  :Name
aggregationType  : AggregationKind = None c key dv  :Name
multiplicity : Multiplicity =" 0. [
isNavigable : Boolean = True v
* |parent * | child

Figure 5.16The BOTL metamodel in terms of a UML class diagram.

Figure 5.16 shows the already introduced BOTL metamodel (cf. SBd). In Figure5.16

pure UML instead of the UML profile defined in Secti@® is used. So instead of bold face,
tagged values are used for marking attributes as primary keys. Also some default values for some
attributes are given. Please note that we use an inheritance association with different semantics
than in the latter section. This association indicates only a direct inheritance while the one
presented in Sectiof.2 builds the transitive hull. This is necessary to allow a BOTL-based
transformation of inheritance structure (c.f. also mglén this section).

The metamodel for UML class diagrams is defined in the UML specification. We refer to the
current version 1.4 of the standai@d§1G0Z. Since the entire metamodel of the UML is rather
large and contains a lot of aspects that are not relevant for our transformation issues we present
the part of the model that is relevant for our purposes. This subset of UML meta classes and
associations was yielded by the following principles:

* Whenever information from a class symbol or a association between classes is mapped to
meta classes of the UML meta model, these classes are regarded as “relevant”.

 All classes that associations with a lower bound different to O to the given classes are
regarded as relevant, too.

* All classes that are (direct or indirect) parents of the given set of classes are also regarded
as relevant.
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Figure5.17 depicts the (consistent) fragment of the UML metamodel that contains all classes
and attributes that are relevant for the following transformation rules.

For the following proves we use the naming conventions for UML meta associations listed in
Table5.3.1

With help of the following transformation rules BOTL metamodels can be mapped to the content
that is generally represented by UML class diagrams.

Rulerg that is depicted in Figuré.18 creates an instance of a UMbataType for everyType
instance in the BOTL metamodel and vice versa. Thereby the names of the types are equal and
determine their identity. Since the BOTL clagdstamodel is a singleton the metamodel object

is always the same. Therefore we do not have to consider this object in this and the subsequent
rules. As one can see the UML attributeRoot, isLeaf, isAbstract, andisActive are not mapped
bijectively, because they are out of the scope of the BOTL transformation mechanism.

Analogously ruler; in Figure5.19 maps BOTL instances of the tyg#ass to UML Classes.
Again irrelevant attributes are not part of the mapping and are denoted With a

Ruler; (cf. Fig. 5.20 maps every BOTL attribute of a class to an according UML class attribute.
If the given class or data type does already exist the merge operator ensures that it is not created
twice.

The primary key associations of BOTL metamodels are mappatPkotags of the UML repre-
sentation with rule3 (cf. Fig.5.21).

Rulery (cf. Fig. 5.22 generates an UML association with one end for every pair of associa-
tion/end in the BOTL notation. Thus for every association the rule matches two times - once for
every end of the association.

Rulers in Figure5.23translates inheritance relations among BOTL classes into those among
UML classes. Please note that we use a different inheritance association here than in Section
5.2 The association with the role nameasrent andchild indicates that the child class inherits
directly from the parent class. The super-sub relations from Seétidexists also among two
classes where one might only inherit indirectly from the other. In fact it is necessary to calculate
the latter one from the first one in a concrete BOTL metamodel if one wants to use the inher-
itance extension from Sectidn2 This calculation cannot be performed by BOTL rules since
rule-based transformation languages (such as graph grammars, too) are not capable to calculate
transitive hulls.

5.3.2 Applicability

Since we will need it for the proof of the applicability and metamodel conformance we first
summarize the results @kpendsOn for the given rule set in Tablg.4.
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Element

ElementOwnership

visibility : VisibilityKind AN

-isSpecification : Boolean
1
\‘ +referenceValue
Namespace 0.1 \ * ModelElement
g A -name : Name .
+namespace +ownedElement
JAN JAN !
* +taggedValue
TagDefinition TaggedValue .
+tagType : Name +dataValue : String
+multiplicity : Multiplicity +referenceTag
+typedValue *
1 +type
Relationship Feature
GeneralizableElement +ownerScope : ScopeKind
+child +visibility : VisibilityKind
+isRoot : Boolean A
+isLeaf : Boolean
+isAbstract : Boolean 1
- +generalization
1 +parent Generalization
+discriminator : Name
+specialization *
StructuralFeature
+typedFeature +multiplicity : Multiplicity
Classifier +ype +changeability : ChangeableKind
+paticipant ) +targetScope : ScopeKind
1 +ordering : OrderingKind
A 1 Association
* +specification
1
* +association . Attribute
2.r +connection initialValue : Expression
+specifiedEnd AssociationEnd
+isNavigable : Boolean
+ordering : OrderingKind
* | +aggregation
+targetScope : ScopeKind
DataT: Cl +multiplicity : Multiplicity
ataType ass H+changeability : ChangeableKind
-isActive : Boolean +Visibility : VisibilityKind

Figure 5.17The fragment of the UML metamodel that is relevant for our transformations.
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Name | Refersto

NOA; | Class association betwesiamespace andModelElement 2

NOAGC | Class association endlgamespace of NOA

NOAA | Class association end lgbdelElement of NOA;

TTA Class association betwe8tructuralFeature andClassifier P

TTAA | Class association endtgpedFeature of TTA

TTAT | Class association endigpe of TTA;

AAA Class association betwe@snsociation andAssociationEnd

AAAA | Class association end Association of AAA

AAAE, | Class association end AssociationEnd of AAAL

PSA Class association betweddeneralizableElement and Generalization
with the rolesparent andspecialization ©

PSAG | Class association end at parenBSA

PSAG | Class association end at specializatiofP &/

GCA Class association betweéeneralizableElement and Generalization
with the rolesgeneralization andchild @

GCAG | Class association end at child@CAq

GCAG, | Class association end at generalizatilsafA,

NOA, | Class association betwesiamespace andModelElement ©

NOAGC | Class association end ldamespace of NOA

NOAA | Class association end l@bdelElement of NOA;

TA Class association betwestdelElement andTaggedValue |

TAA Class association end bdelElement of TAq

TAT Class association end BdggedValue of TAq

VDA; | Class association betwe&agDefinition andTaggedValue

VDAD; | Class association end BtgDefinition of V DAq

VDAV, | Class association end BggedValue of V DAy

PAA Class association betweé@tassifier andAssociationEnd 9

PAAG | Class association end @lassifier of PAA

PAAA | Class association end AssociationEnd of PAA

Table 5.3:Naming conventions for the class associations of the UML metamodel

aAt the instance level this association occurs between objects of the@jgmasandAttribute

bAt the instance level this association occurs between objects of theAytpbste andDataType
At the instance level this association occurs between objects of the@ygeasandGeneralization
dAt the instance level this association occurs between objects of the@yssandGeneralization
€At the instance level this association occurs between objects of the@ygmassandAttribute

fAt the instance level this association occurs between objects of theAytrbste andTaggedValue
9At the instance level this assaciation occurs between objects of the@ygmssandAssociationEnd
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oV,

tvg

=)

(name) : DataType

name n
isRoot
isLeaf
isAbstract

Figure 5.18Rulerg generates a UML type for every BOTL type.

(id) :Class

id

=n

—

(name) : Class

name
isRoot
isLeaf
isAbstract
isActive

]

Figure 5.19Ruler; generates a UML class for every BOTL class.

id) : Class

id

=cn

Cc

tv -

dv

ran
: defV al

it) : Type

=1In

=)

AN
noav 1 B e 1

ownedElement
a : Attribute

AN

(name) : Class

name
isRoot
isLeaf
isAbstract
isActive

cn

namespace

name
ownerScope
visibility
multiplicity
changeability
targetScope
ordering
initialValue

D
3

AN

type

<

(name) : DataType

= defV al

typedFeature

name
isRoot
isLeaf
isAbstract

tn

Figure 5.20Ruler, generates a UML attribute for every BOTL attribute.
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(name) : Class
name =cn
isRoot =
isLeaf =
isAbstract =
isActive =
(id) :Class
o - p N0V, Jeeecenmmmnccccnnaq 2MESPACE
c c ownedElement ' 1
JR— a : Attribute i i
ke 1 1
a y name = ! i
a_: Attribute ownerScope = H (name) : DataType
av. Do n visibility = 1 type -
2 dv multiplicity = typedFeature pela:{met z n
3 changeability = Ishoo =
targetScope = isLeaf =
ordering _ isAbstract =
t initialValue =
(it) : Type
0 it =t iy T —
taggedValue : TagDefinition
: TaggedValue name _
name = tagType = ,isPK"
dateValue =true multiplicity =1
| typedValue |type

1
1
AN
vdav d

Figure 5.21Rulers relates the UMLsPK tags with the according association of the UML meta-

model.
(name) :Class
name = ¢cn0 N
isRoot = .
isLeaf =
(id) :Class !sAbsltract =
isActive =
cmmmmanaaaa| id =cn0 .
pk _ participant
c association
ae : AssociationEnd
: ClassAssociationEnd name — caen0
m = caen0 isNavigable = isNav0

........ t = type0 ordering = ,unordered"

AN
m = multo aggregation = type0 |ccecewwa=

nav = isNav0 targetScope =
multiplicity = multo
ae -
a changeability =
visibility =

ca : ClassAssociation

connection

ca : Association AN
- - Cav 1
name =

Figure 5.22Ruler4 generates associations between classes.
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ov

Fi

dependsOn(ov,ri)

ro.tvqa
r1.Cvp
r>.Cvi
ro.tvqp
ro.avq
rs3.Cvi
rs.avp
ra.dtvy
ra.tvqy
r3.dv1
r4.c0vy
r4.ca€dvy
r4.cavy
rs.cOvy
r's.gva
rs.clvq

o
r
rz
rz
rz
rs
rs
rs
ra
ra
4
ra
ra
I's
I's
I's

{ro.tvo}
{rl.cvo}
{rz.cw}
{rz.tVO}
{rz.aVo}
{ra.cvo}
{rz.av}
{rg.dtVo}
¢
¢
{rs.cOvp}
&
{rs.caw}
{r5.COVo}
&
{rs.clvo}

Table 5.4:0verview over the results afependsOn(ov,r;) for the given rule set.
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(name) : Class
name =n0
isRoot =
isLeaf = [e============= cOV,
isAbstract =
isActive =

parent N

(id) :Class -----------------------

AN

pk specialization

: Generalization
parent AN
name == = = fhesssssaasa gv,
discriminator

o
S
(S

child
(id) :Class generalization
N :
N e T eeeemmmmnmmena I
pk - child
(name) : Class
name = nf
isRoot =
isLeaf = Pe==wreweemmaa:| clv,
isAbstract =
isActive =

Figure 5.23Rulers generates generalization associations between classes.

According to Theoremd.1.3(i) it has to hold that every rule of the rule set is applicable. Thus
we prove that every single rule is applicable.

Applicability of rq:

Lettvp be the object variable of the tydgpe at the rules left side. Further let; be the object
variable at the rule’s right side.

Verification of statement (i) in Theorem  4.1.2:

GLY : (matchS(tvo)[oi =& not considered according to D&f.4.5)
GLY: match?(tvp).it =n
GLY, : pK (match}(tvy).name = matchl(tv)|oi
GLL: n = matchl(tvy).name
O = match(tvy).isRoot
& = match}(tvy).isLeaf
O = matchl(tvy).isAbstract
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Thus we can resolve the equational system and get an unambiguous solution for the right object
variable’s attributes its identifier:

matchl(tvy)|oi = pK (matchd(tvg).n)
match}(tvy).name= match?(tvp).n
matchl(tvy).isRoot= ¢
matchl(tvy).isLeaf = ¢
matchl(tvy).isAbstract= ¢

Verification of statement (ii) in Theorem  4.1.2: Obviously it does hold:
dependsOn (tvy,ro) = {tvo}

Further we can easily verify thahatchl(tv;) always gets assigned the same attribute values
whenmatchg(tvo) is constant. Thus the first part 4f1.5(ii) is satisfied.

Verification of statement (iii) in Theorem  4.1.2: The part (iii) of Theoren#.1.2is only rel-
evant to right hand rule sides that contain at least two object variables of the same time and
therefore isn’t relevant far.

Concluding we can state that ruigis applicable.

Applicability of rq :

Let cvp be the object variable of the tyj#ass at the rules left side. Further let; be the object
variable at the rule’s right side.

Verification of statement (i) in Theorem  4.1.2:

GLY : (match3(cvp)|oi =€ not considered according to D&f.4.5
GLY:  matchQ(cw)id  =n

GL} : pK(match(cvi).name = match’(cvy)|oi

GLL: n = match}(cvy).name

O = matchl(cvy).isRoot



5.3 BOTL Mapping to the UML 145

& = matchl(cw).isLeaf
¢ = matchy(cvy).isAbstract
& = matchl(cw).isActive

Thus we can resolve the equational system and get an unambiguous solution for the right object
variable’s attributes its identifier:

match(dtv)|oi = pK (matchd(tv).n)
match}(dtv).name= match(tv).n
matchl(dtv).isRoot= ¢
matchl(dtv).isLeaf = <
matchl(dtv).isAbstract= ¢
matchl(dtv).isActive= <

Verification of statement (ii) in Theorem  4.1.2: Obviously it does hold:
dependsOn(cvy,r1) = {Cw}

Further we can easily verify thahatchl(cv;) always gets assigned the same attribute values
whenmatchd(cv) is constant. Thug.1.2(ii) is satisfied.

Verification of statement (iii) in Theorem  4.1.2:  4.1.2(iii) is only relevant to right hand rule
sides that contain at least two object variables of the same time and therefore isn't relevant for
r.

Concluding we can state that rulgis applicable.

Applicability of 15

Again we we refer to object variables according to the identifiers in the UML comments.
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Verification of statement (i) in Theorem  4.1.2:

GLY : ( match3(cvp)|oi = ¢ not considered according to D&.4.5
matchd(av)|oi =a
( match(tvp)|oi =€ not considered according to D&f.4.5
GLY: match(cvp).id =cn
match(avp).n =an
matchd(avp).dv =defval
match9(tvp).it =tn
GLY : pK({(namematch}(cvi).namg}) = matchl(cw)|oi
a — match(av)|oi
pK ({(namematchl(tvi).nam@}) = matchl(tvy)|oi
GLL: cn — match}(cvy).name
O — match’(cvy).isRoot
& — matchl(cvy).isLeaf
& — match}(cvy).isAbstract
O = match}(cw).isActive
an = matchl(av;).name
& — match(avi).ownerScope
O = match’(av;).visibility
1 — matchl(av ). multiplicity
O — match(av;).changeability
O = matchl(av;).targetScope
& — matchl(av).ordering
defval — match}(av).initialValue
tn = matchl(tvy).name
o — match(tvy).isRoot
O — matchl(tvy).isLeaf
O = match(tvy).isAbstract

Thus we can resolve the equational system and get an unambiguous solution for the right object
variables’ attributes their identifiers:

match}(cv)|oi = pK ({(namematchS(cvp).id)})
matchl(aw)|oi = matchd(av)|oi
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matchl(tvy)|oi = pK ({(namematchS(tvp).id)})
match’(cvi).name= matchd(cvp).id
matchl(cvy).isRoot= ¢
matchl(cvy).isLeaf = ¢
matchl(cvy).isAbstract= ¢
matchl(cvy).isActive= ¢
match?(avy).name= match3(avp).n
match’(av;).ownerScope= ¢
match’(aw).visibility = ¢
match}(avy).multiplicity = 1
match’(av).changeability= ¢
matchl(av).targetScope= ¢
matchl(av).ordering = ¢
match}(av).initialValue = matchQ(avp).dv
matchl(tvy).name= match9(tvp).it
matchl(tvy).isRoot= ¢
matchl(tvy).isLeaf = ¢
matchl(tvy).isAbstract= ¢

Verification of statement (i) in Theorem  4.1.2: It holds forcw:

dependsOn(cvy,r2) = {Cw}
{cw} forx=name

attDependsOn (Cvy, (X,CV1.X),I2) = {0 for cva|yyja 3 X # name
a

Thus it does hold:

2|m
Va e cvi|VV|a: dependsOn(cvy,r2) 2|~»V° attDependsOn(Cvy,a, 1)
It holds foravy:

dependsOn(avy,rp) = {aw}
{aw} for x € {nameinitialValue}

attDependsOn(avy, (X,avy.X),rp) = .
P (v, (X avy.x), 2) {(Z) foraw|yyja > X ¢ {nameinitialValue}
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Thus it does hold:

r2im
Va € avi|VV|a: dependsOn(avy,r2) ZL»VO attDependsOn (avy,a,ry)

It holds fortvy:

dependsOn(tvy, 1) = {tvp}
{tvp} for x=name

attDependsOn (tvy, (X, tv1.X),r2) = {0 for tva|yyja 3 X # name
VV|a

Thus it does hold:

r2lmy

Vaetvi|VV|a: dependsOn(tvy,rz) ~ attDependsOn(tvy,a,r2)

Verification of statement (iii) in Theorem  4.1.2: Since there are no two object variables of
the same type imp|mwy Theorend.1.2(jii) does not apply and thereforg is applicable.

Applicability of r3:

Since rulerz contains already eight different object variables we refer to them according to the
identifiers in the UML comments.

Verification of statement (i) in Theorem  4.1.2:

GLY : ( match(cvp)|oi =€ not considered according to D&f.4.5
match(av)|oi =a
( match(dtvp)|oi = ¢ not considered according to D&f.4.5
GLY: match(cvp).id =cn
matchd(avg).n =
( match(avg).dv =< not considered according to D&f.4.5
matchd(dtvp).it =tn
GLY : pK({(namematch}(cvi).nam@}) = match’(cvi)|oi

o
[0}

a = matchl(av;)|oi
genlD(2,v3, genNum(tva, '3|my ove)) = match?(tvy)|oi
genlD(2,v3, genNum(dva, '3|my ove)) = match%(dvl)\oi

pK ({(namematchl(tvi).nam@}) = matchl(dtv;)|oi
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name
isRoot
isLeaf
isAbstract
isActive
name

= match%

(@]
=]

GLL: oV
CVqp

CVqp

— match}
= match(l)
= matché cVvi
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)-

)-

)-

)-

= match% ).

)-
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).
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).

).

(

(

(

(

(

= match’(

= match’(

= match}(aw).visibility
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— match}(av).changeability

— matchl(av;).targetScope

= matchl(av;).ordering
(avy).initialValue
(tv1).name
(
(
(
(
(
(
(
(

)
tvy).dateValue

= matché

SOOI

= matché
true = match%
& — match}
"isPK" — match}
1 = match%

tn — match}

dvi).name
dvy).tagType
dvq).multiplicity
dtwg
dtV]_
dtVl
dtwy

.name
.isRoot
isLeaf
.IsAbstract

= match(l)

= match%

S SO

= match%

Thus we can resolve the equational system and get an unambiguous solution for the right object
variables’ attributes their identifiers:

match’(cvi)|oi = ({(namematchg(cvo).id)})
match (av1)|0| = match O(aw)|oi
match? o(tva)|oi = genID(2,v3, genNum (tvy, r3|my|ovs))
matchl(dvy)|oi = genID(2, V3, genNum (dVvy, I'3|my ove))
match’(dtvy)|oi = pK ({(namematch(dtvp).id)})
match}(cv).name= match(cvp).id
matchl(cvy).isRoot= ¢
matchl(cvy).isLeaf = ¢
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matchl(cvy).isAbstract= ¢
match}(cw).isActive= ¢
matchl(av).name= ¢
matchl(av;).ownerScope= ¢
match’(aw).visibility = ¢
matchl(av).multiplicity = ¢
matchl(av;).changeability= <>
matchl(awv) targetScope= <
matchl(aw).ordering = ¢
match}(av).initialValue = ¢
matchl(tvy).name= ¢
matchl(tvy).dateValue= true
matchl(dvy).name= ¢
matchl(dv;).tagType= "isPK"
match(dvy).multiplicity = 1
match’(dtvy).name= matchS(dtvp).it
match}(dtv;).isRoot= <
matchl(dtw).isLeaf = ¢
matchl(dtvy).isAbstract= ¢

Thus Theorend.1.2(i) is satisfied.

Verification of statement (ii) in Theorem  4.1.2:  Obviously it does hold focv:

dependsOn(cvy,r3) = {CWw}
attDependsOn(cvy, ("namé,”cn’),r3) = {cw}
vx e cvilyy \ {("namé,”cn’)} : attDependsOn(Cvy, (X,CV1.X),r3) = 0

Thus it does hold:

r3im
Va e cvi|VV|a: dependsOn(cvy,r3) 3|Wv0 attDependsOn(Cvy, a, r3)

So Theorenmt.1.2(ii) holds for cw.
It holds foravy:

V(a,t) eav|VWVW:it =<
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So Theoren.1.2(ii) holds foraw;.
It holds fordtwy:

dependsOn(dtvy,r3) = {aw}
attDependsOn(avy, ("namé,”tn”),r3) = {aw}
Vx e dtvi|yv \ {("namé,”tn")} : attDependsOn(Cvy, (X,CVq.X),r3) = 0

Thus it does hold:

r3lm
Va e dtvi|VV|a: dependsOn(dtvy,r3) 3‘->VO attDependsOn (dtvy, a,r3)

So Theoren.1.2(ii) holds for dtv.

It holds fortvy:
dependsOn(tvy,r3) = &

So Theoren#.1.2(ii) holds fortv;.

It holds fortvy:
dependsOn(dvy,r3) =

So Theoren.1.2(ii) holds fordw.

Verification of statement (iii) in Theorem  4.1.2: Since there are no two object variables of
the same type inzlmv; Theoremd.1.2(iii) does not apply.

Thusrs is applicable.

Applicability of r4:

Verification of statement (i) in Theorem  4.1.2: To safe space we omit the equational system
here and directly present its solution.

match}(cOvi)|oi = pK ({(namematchd(cOvp).id)})
match’(caevy)|oi = genID (4,v4, genNum (caedv, F4lmvi|ove)
matchl(caw)|oi = match%(caw)|oi
matchl(cOvq).name= matchd(cOvp).id
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match’(cOvp).isRoot= <>
matchl(cOvp).isLeaf = ¢
match’(cOvy).isAbstract= <
matchl(cOvy).isActive= ¢
match(caedvi).name= match?(caedvp).r
match’(caedvy).isNavigable= match(caevp).nav
match}(caedvy).ordering = "unordered"
match’(caev).aggregation= match9(caevp).t
matchl(caevy).targetScope= ¢
match’(caedvy).multiplicity = matchS(caedvg).m
match’(caedvy).changeability= <)
match’(caevy).visibility = ¢
matchl(cav).name=

Please note thaf, is a variable that is increased whenexgis applied.

Because this solution is the unique solution of the rule’s equational systeh(i) is satisfied.

Verification of statement (ii) in Theorem  4.1.2: It holds forcOvy:

dependsOn(cOvy,rg) = {cOvp}
{cOvp} for x=name

attDependsOn(cOvy, (X,c0vy.X),r4) =
P (cOvi, ( 1X):4) {(D for cOvi|yvja > X # name
Thus it does hold:

F4im
Va e cOvq|VV|a: dependsOn(cOvy,r4) 4«|~>V0 attDependsOn (cOvy,a, r4)

So Theoremt.1.2(ii) holds for cOv;.
It holds forcaedv;:

dependsOn(ca€dvy,rg) = §

So Theoremt.1.2(ii) holds for caev;.
It holds forcaw: Forcawv it holds:

dependsOn(caw,r4) = {caw}
attDependsOn(cavy, (name <), rq) = 0
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Thus it does hold:

F4|m
Va e caw|VV|a: dependsOn(caw,r4) 4130 attDependsOn(cav, a, r4)

So Theorem.1.2(ii) holds for caw.

Thus (ii) does hold for the rule;.

Verification of statement (iii) in Theorem  4.1.2: Since there are no two object variables of
the same type ing|mv; Theoremd.1.2(iii) does not apply.

Thusrg4 is applicable.

Applicability of rg:

Verification of statement (i) in Theorem  4.1.2: To safe space we omit the equational system
here and directly present its solution.

match}(cOvy)|oi = pK ({(namematchd(cOvp).id)})
matchl(clvy)|oi = pK ({(namematch(clvp).id)})
match(gv)|oi = genID (5, Vs, genNum (gvy, 5| mvi|ove)
matchl(cOvy).name= matchd(cOvp).id
match’(cOvy).isRoot= <>
matchl(cOvy).isLeaf = <
match’(cOvy).isAbstract= <)
matchl(cOvy).isActive= ¢
match’(clvy).name= match®(clvp).id
matchl(clvy).isRoot= <>
matchl(clvp).isLeaf = ¢
match’(clvy).isAbstract= <
match}(clvy).isActive= <
matchl(gwvy).name= ¢
matchl(clvy).discriminator = "

Please note that is a variable that is increased whenewxgis applied.

Because this solution is the unique solution of the rule’s equational sysfes(i) is satisfied.
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Verification of statement (ii) in Theorem  4.1.2: It holds forcOv;:

dependsOn(cOvy,rs) = {cOvp}
{cOvp} for x=name

attDependsOn(COvy, (X,C0v1.X),I5) = {0 for cOvi|yyja > X # name
a

Thus it does hold:

s

Va € cOvi|VV|a: dependsOn(cOvy,rs) ~' attDependsOn(cOvy, a,rs)

So Theoren#.1.2(ii) holds for cOv;.

It holds forclvy:

dependsOn(clvy,rs) = {clvp}
{clvg} for x=name

attDependsOn (Clvy, (X,C1vy.X),Is5) = {0 for Clvi|yyja 5 X~ Name
VV|a

Thus it does hold:

F5/m
Va € clvi|VV|a: dependsOn(clvy,rs) Slwvo attDependsOn (Clvy,a,r5)

So Theoren#.1.2(ii) holds for clv;.
It holds forgwi:

dependsOn(ca€dvy,rg) = §

So Theoremt.1.2(ii) holds for caev;.
Thus (ii) does hold for the ruls;.

Verification of statement (iii) in Theorem  4.1.2: There are two object variableSv; andclvq
in rs|my love for which it holds thaicOvi oty = C1vi|ov. Thus we regard the equational System
CES:

CES:
mfnﬂmatcho(covl) ’0i - mfnﬂmatcho(cj-vl) |0i
GL'(cOvy,clvy, k) : ML | mateh, (COV1) O = pK ({(namemfnf| marcn, (COVo).id) })
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mfnﬁ’matcho(covl)-name = mfnﬂmatcho(COVo).id
mf"ﬂmatcho(covl).iSROOt =<
M| macch, (COV1 ) isLeaf = ¢
ML | maten, (COV1).iSAbstract= <
mf”ﬁ|matcho(COV1).iSACtive =<

GL'(cOvy,clvy, k) : MM macehy (COV1)[0i = pK({(namemfnf| acch, (COVo).id)})

mf”il|matcho(covl)-name = mfnﬂmatcho(COVo).id
M| maten, (COV1).iSROOt = &>
M| maten, (COV1).isLeaf =<
MY | macch, (COV1 ) .iSAbstract = <)
M| mate, (COV1 ) .isActive = <

ObviouslyCEShas a solution for the case when

M) matchy (COV0).-id = MNP maren, (COVo).id

Since all attribute values of the two object variabt®g, andclv, that are not key attributes have
the valued> we can apply Lemma4.1.3to prove that statement (iii) does hold.

Thusrs is applicable.

Applicability of r

To prove the applicability of a rule set we use Theorérh.1 Part (i) states that every single

rule ofr has to be applicable, which was already shown in the previous sections. Part (ii) states
that for any two rules containing two object variables of the same type that have attribute values
which are not primary keys at least one value musfbe

Table5.3.2subsumes the different attribute values that are generated by the rules. As one can
easily verify5.3.2(ii) does hold here.

Concluding we can state thats applicable.

5.3.3 Metamodel Conformance

We show that is metamodel conform according to Theorér.a
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class attribute

M

rs

4

I's

DataType.name
DataType.isRoot
DataType.isLeaf
DataType.isAbstract
Class.name

Class.isRoot

Class.isLeaf
Class.isAbstract
Class.isActive
Attribute.name
Attribute.ownerScope
Attribute.visibility
Attribute.multiplicity
Attribute.changability
Attribute.targetScope
Attribute.ordering
Attribute.initialValue
TaggedValue.name
TaggedValue.dataValue
TagDefinition.name
TagDefinition.tagType
TagDefinition.multiplicity
AssociationEnd.name
AssociationEnd.isNavigable
AssociationEnd.ordering
AssociationEnd.aggregation
AssociationEnd.targetScope
AssociationEnd.multiplicity
AssociationEnd.changeabilit
AssociationEnd.visibility
Association.name
Generalization.name
Generalization.discriminator

defVal

applicability according to Theores 1.1

(PK)
%
%
%

(PK)

SO OO

"true"
&
"isPK"
lllll

caer9
isNaw
"unordered"

typed

¢
multO

¢

¢

¢

Table 5.5:The attribute values that are written by the different rulestbfat are needed to prove
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varLbConformance of the rules

According to Theorem.2.6(i) we have to show therefore thats IbConform.

ro: Definition (4.2.29 holds obviously, becausg|my, consists only of one object variable of
the typeDataType. In the UML metamodel the clagzataType has no outgoing associa-
tions with lower bounds that are higher tharr@mw doesn’t contain any object variable
associations.

Thus it holdsvarLBCon forngro|mua, olmvjmm)- Lemmt.2.8 IbConform(rg)

r1: Definition (4.2.29 holds obviously, becausg|n,, consists only of one object variable of
the typeClass. In the UML metamodel the clasSlass and its parent classes have no
outgoing associations with lower bounds that are higher than 0.

Thus it holdsvarLBCon fornirm, Mlmajm)- s - IbConform(r1)

ro: In the UML metamodel the class€tass andDataType have are no outgoing associations
with lower bounds that are higher than 0 (c.f. Figbrg?). The classttribute inherits one
association fornstructuralFeature that has an to-one associationGassifier. In ro|mwv
this lower bound (of 1) is satisfied, because there exists an association of the correct type
betweenAttribute andDataType (which is a subclass @lassifier).

Thus it holdsvarLBCon forngr2|mui, 2| mvjmm) - Lemmt.2.8 IbConform(rp)

r3: Again in the UML metamodel the clasg@lass has no outgoing associations with lower
bounds that are higher than 0.

There exists an outgoing association frétribute to DataType (wich is inherited from
StructuralFeature andClassifier) with a multiplicity of 1. Since this association is part of
the model variable the Definitiof2.22is not violated.

There exists an outgoing association frdaggedValue to ModelElement with a with a
multiplicity of 1. This association exists in the model variable betwegeand theTagDef-
inition dvy.

There exists an outgoing association frdaggedValue to TagDefinition with a with a
multiplicity of 1. This association exists in the model variable betwegand theAttribute
avy, which inherits fromModelElement.

Thus it holdsvarLBCon forniralm, fslmam) s - IbConform(r3)

rs: In the UML metamodel the clagdass has no outgoing associations with lower bounds that
are higher than 0.
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A Generalization has an outgoing association tackild which is of the typeGeneraliz-
ableElement with a multiplicity of 1. In the model variable there is an appropriate as-
sociation to aClass (which inherits indirectly fromGeneralizableElement) from gv; to
clvy.

Further aGeneralization has an outgoing association tgarent of the typeGeneraliz-
ableElement with a multiplicity of 1. In the model variable there is an appropriate associ-
ation to aClass (which inherits indirectly from the clasSeneralizableElement) from gv;

to cOvy.

Thusrs is varLbConform. Lemmg.2.8 IbConform(rs)

According to Lemmat.2.8we know that the rulegy, r1, ro, r3, andrs are alsabConform.

Obviously rulerg isn’t varLbConform because the UML metamodel contains an association from
Association to Association with a lower bound of 2 that does not occry. imherefore we have
to prove that4 is IbConform according to Theorem.2.4(see pagd05):

AAA := {("connectiofi, AssociationEnd2, ), none” true),

(™ ,Association(1,1),"composite’;true) }

AAAA = (" ,Association(1,1), composite’true) }
AAAE = ("connectioii, AssociationEng(2, «),”"none”;true)
caav = (AAA, L1 {(AAAE,cadvy), (AAAA, cav)})
PAA; := {(”associatiofi, AssociationEnd0, ), "none”,true),
(" participant’,Classifier(1,1),’none” true) }
PAAG := (" participant’,Classifier(1,1),”’none” true)

PAAA := ("associatioil, AssociationEnd0,«),”"none”,true)

paav :

(PAAIJ 17 {(PAAC:].? C0V1)7 (PAAAL Ca@V]_)})

Obviously it holds:

dependsOn(caw,r4) = {caw}
dependsOn(caedvy,ra) =
dependsOn(cOvy,rgq) = {cOvp}

Calculation ofibCard (AAA, AAAA T 4):
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Def.4.2.27

IbCard (AAAL, AAAA T ) min IbVarCard (ova, AAAA, T 4)

ova ova| ovaT=AAA
= IbVarCard (caav, AAAA, T 4)

Table4.2.26 Case (xii
Ay ( )caavl|cardv

1
1= lower bound ofAAAA

v

Calculation oflbCard (AAA, AAAE,T4):

IbCard (AAAL, AAAE 1s) 0 222 min  IbVarCard(ova AAAR, r4)
ovaovaovat=AAA
= IbVarCard (caavi, AAAE, I'4)
Table4.2.2:6 Case (XVI)minmatCh (r4’mvo|mm7 r4’mv07 {Ca\b}
= 2
> 2= lower bound ofAAAE

Calculation oflbCard (PAA, PAAG, I4):

IbCard (PAAL, PAAG, 1a) ¢ 2227 min  IbVarCard(ova PAAG,r4)
ovaova ovat=AAA
= IbVarCard (paav, PAAG,4)
Table4.2.26 Case (ix)
= paav cardv
= 1
> 1= lower bound ofPAAG

Calculation oflbCard (PAAL, PAAA 1 4):

Def.4.2.27

IbCard (PAAL, PAAA, 14) min IbVarCard (ova PAAA;, T 4)

ova OVd ovaT=AAA

= IbVarCard (paav, PAAA,T4)
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Table4.2.26 Case (ix
2y ( )paavl|cardv

= 1
> 0= lower bound ofPAAA

Thus we know thatbConform(r4) holds according to Theoret?2.4

Now we have proved that all rules ofare IbConform. Since we've already shown in Section
5.3.2thatr is applicable we can state according to Theodei5thatr is IbConform.

ubConformance of the rules
Now we show that the postulatigin) of Theorem4.2.6does hold vor all association ends that
occur in our rules.

Table5.6 shows the results we obtain fory, C mvs when comparing our rules’ left side model
variables.

Table5.7 shows the results we obtain f@VP(r,rg) when comparing our rules for the BOTL-
to-UML transformation. Please note that we qualify object variable names with their according
rule name to be able to differ them. Erg.ovdenotes the object variabbe within the ruler;.

Redundant associations inrule  ro:  NoO associations
Redundant associations inrule  r;: No associations

Redundant associations in rule  rp:  Calculation ofredundant(ova,ra,r) according to Defi-
nition 4.2.19

As we can see from Tab®6it holds:

I'0|mvo L r2|mvo A
L

Mfmy E r2lmy

with (see tablé.7)

OVH(rz,ro) = {{(rO.tvy,ra.tv1)}}
OVP(ra,r1) = {{(rl.cvi,ro.cv1)}}
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l'sub | Isuper 'subl mw = rsupeHm\/o
rolmw | r1lmw false
rolmw | r2/mw true
rolmw | r3lmw true
rolmw | r4/mw false
rolmw | 'slmw false
1lmw | Folmw false
Flmw | 2[mw true
1]mw | r3/mw true
lmw | F4/mw true
1fmw | s/mw true
r2lmw | Folmw false
r2lmw | M1]mw false
r2lmw | r3lmw true
r2lmw | F4lmw false
r2lmw | slmw false
r3lmw | Folmw false
r3lmw | M1/mw false
ralmw | r2/mw false
ralmw | ra/mw false
ralmw | s/mw false
Falmw | Tolmw false
Falmw | F1lmw false
Falmw | F2[mw false
Falmw | I3lmw false
Falmw | 's/mw false
rs/mw | Folmw false
rslmw | F1lmw false
rslmw | 2/mw false
rs|mw | 3/mw false
rslmw | F4/mw false

Table 5.6:The results omwyp = MVsyper for Mvsyp, Msyper € ri|Mvy
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I'super | I'sub OVP(rsuper sub)
r ro 0
r2 | To {{(rOtvy,ro.tvq) }}
rs | o {{(r0.tvy,r3.dtvy)}}
rg o 0
I's ro 0
ro r 0
ro ry {{(rl.cw,ro.cv1)}}
rs ry {{(rl.cw,rs.cv1)}}
rg ry {{(rl.cvy,r4.cOv1)}
rs r {{(rl.cwv,rs.cOv1)},{(rl.cvy,rs.cOv1)}}
o ] 0
r ro 0
rs ro | {{(r2.cvy,rz.cvy),(r2.avy,rz.avy), (r2.tvy,r3.dtvy)} }
rg ro 0
rs ro 0
ro rs 0
r rs 0
ro ra 0
ra rs 0
I ra 0
lo rg 0
r ra 0
ro rg 0
rs ra 0
rs ra 0

Table 5.7:The results oDVP(rsyper 'sub)-
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rolmy, andri|my, contain no association variables, thus there existsva as required by Defi-
nition 4.2.19(ii). Therefor we can state:

redundant(r2.noaw,r,,r) = false
redundant (r2.ttavy,ro,r) = false

Redundant associations in rule  r3: Calculation ofredundant(ova,rs,r) according to Defi-
nition 4.2.19

As we can see from Tab&6it holds:

rolmw C r3lmy A
r1|mvo L r3|mvo A
r2lmw C r3lmy

with (see tablé.7)

OVP(r3,ro) = {{(rO.tvy,rz.dtvy)}}
OVH(rs,r1) = {{(rlLcvy,ra.cvi)}}
OVP(r3,rp) = {{(r2.cvy,rs.cv1), (r2.avy,rz.avy), (r2.tvy,ra.dtvy)}

Thus there exist the rulesg, r1, andr, that hold for Definitiord.2.19).

rolmy, andri|my, contain no association variables, thus there existsva as required by Defi-
nition 4.2.19(ii). r2|my, contains two variable associationsnoav andry.ttav;.

redundant (r3.noau,rs,r):

The first postulation in Definitiod.2.19(ii) implies that anova, from rjjmw must be of the
same type aseva. This holds only forr;.noav, so letr,.noav be the association variabtea;
according to Definitior.2.19(ii). Obviously the statements of (ii) do hold, since the two object
variables at the end of the association variablesv; resp.rs.cv; andr2.av; resp. rz.av; are
pairwise inOVP(r3,r»). Further it holds that % r3.noav |cargy > r2.n0auv |cargy = 1. So it holds:

redundant (rz.noawv,rs,r) =true

redundant(rz.ttavy,rs,r) ralmy contains only one variable association that is of the same type
asra.ttavy, which isrp.ttav;. So letrp.noavi be the association variabtava; according to
Definition 4.2.19(ii). Obviously the statements of (ii) do hold, since the two object variables at
the end of the association variablelstv, resp. r3.dtv; andr2.av; resp.rs.av; are pairwise in
OVP(r3,r2). Further it holds that % ra.ttavi|cargy > r2-ttavi|cargy = 1. So it holds:

redundant (rz.ttavy,r3,r) =true
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As we've seen the other variables associationg|af, must yield to fast. Concluding we obtain:

redundant (rz.noawv,rs,r) = true
redundant (rz.ttavy,rs,r) = true
redundant(rs.tavy,r3,r) = false

redundant (rz.vdawv,rs,r) = false

Redundant associations in rule  r4:  Calculation ofredundant(ova,r4,r) according to Defi-
nition 4.2.19

As we can see from Tab®6it holds:

r1|mvo L r4|mvo

with (see tablé.7)

OVP(r4,r1) = {{(rl.cvy,rs.cOvy)}}

Thus there exists only the rute that holds for Definitior#.2.19i).

r1/my contains no association variables, thus there existavapoas required by Definitiod.2.19
(ii). Thus we can state

redundant (r4.paawv,rqa,r) = false
redundant(rg4.caav,rq,r) = false

Redundant associations in rule  r5:  Calculation ofredundant(ova,rg,r) according to Defi-
nition 4.2.19

As we can see from Tab&6it holds:

r1|m\b L I'5|m\4)

with (see tablé.7)

OVH(rs,r1) = {{(rl.cvy,rs.cOv1)},{(rl.cvy,rs.cOv1)}}

Thus there exists only the rute that holds for Definitiord.2.19i).
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r1/my, CONtains no association variables, thus there existavapas required by Definitiod.2.19
(if). Thus we can state

redundant (rs.psay,rs,r) = false
redundant (rs.gcav, rs,r) = false

The results of the evaluation eddundant are concluded in tablg.8.

ova ri | redundant(ovari,r)
r,.noay | rp false
ro.ttavy | ro false
rz.noavy | rs true
rs.ttavy | r3 true
rs.tav ra false
rz.vday | ra false
rg.paav | ra false
rg.caav | ry false
rs.psav | rs false
rs.gcav | rs false

Table 5.8:0verview over the results atdundant(ovari,r) for all right hand association vari-
ables of the rule set.

We now can apply Theorerh2.2 The result of its application are listed in TaB®. As it turns

out several values farbVarCard have to be calculated. Together with the resultdapiendsOn

(see Tablé.4) we can provide the following solutions that are necessary for the application of
Theoremd4.2.2

ubVarCard(ro.noav, NOAA, rp) T 42470

ubVarCard (rp.noavi, NOAG, >

(0]

maxmatch (2|pvolmm 2| my,; CVo) -

Tab.4.217(x)
ubVarCard (rp.ttav, TTAT, rp) o &M )

ubVarCard (rp.ttavy, T TAA, 2

2) 1

) 1=

) maxmatch (I2|po|mm, 2|mw, aV) - 1 =

) 1=
ubVarVardrs.tavy, TAT, 3)

)

)

5)

.4.2.17(i
Tab.4.2.17(ix) maxmatch (r2]pwolmm, 2|my, tVo) -

Tab.4.2. 17(XVI)

Tab. 4.2.17(xvi)

ubVarCard (r4.paavi, PAAA T4 maxmatch r4|m\b|mm’ r 4| mw, {COVp}) - 1 =00

Tab.4.2.17(xvi)

ubVarCard (r4.caglvy, AAAE, T4 maxmatch r4]m\b|mm,r4]m\b,{ca\b}) l=o

(
(
(
(
maxmatch (r3|m\,o|mm, ralmy,{avw})-1=1
(
(
Tab. 4.2.17(xvi) (

ubVarCard (rs.psay, PSAG,r maxmatch (I's|my | '5lmv; {COVo}) - 1 = o0
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Tab.4.2.17(xvi)

ubVarCard (rs.gcavi,CGAG,,I's) maxmatch (I's| g |mm '5lmw, {C1V0}) - 1= o0

re | o ae; | Owloiv | Y of case 1 sy of case 2| ub
ro | ra.cvp NOAA #+<$ - ubVarCard (ro.noav, NOAA,rp) = | o
ro | rp.avg NOAG #£ <O - ubVarCard(ro.noavi,NOAG,rp) =1 | 1
ro | rs.avqy TTAT £ - ubVarCard(rz.ttavl,TTA'I'l,r2) =11
ro | re.av TTAA #£$ - ubVarCard (rp.ttavy, TTAA,rp) =00 |
rs | rs.cvy NOAA £ - 0| o
rs3 | rz.av; NOAA £ - 01
r3 | rz.avy TTA 75 <> - 01
rs | rz.av TAT £ - ubVarVardrs.tavy, TAT,r3) =1 | o
rs | ra.tvg TAA & 1 -1 1
rs | ra.tvg V DAD; & 1 -1
rs rg.dV]_ V DAV, <> 1 - | ©
ra | rs.cOvq PAAA #£ - ubVarCard (r4.paav, PAAA 1) = | o
raq | ra.caddvy | PAAG & 1 -1 1
ra | rg.caddvy | AAA & 1 -1 1
g | rg.cav AAAE £ - ubVarCard (r4.caav, AAAE,ry) =2 | o
rs | rs.cOvy | PSAG | #¢ - ubVarCard (rs.psav, PSAG,rs) = o | o
rs | rs.gvi PSAG & 1 -1 1
s | rs.gvq GCAG & 1 -1 1
rs | rs.clvq GCAG #$ - ubVarCard (rs.gcav,CGAG,, r5) = o | o

Table 5.9:The results of the application of Theoreh?.2

As one can see from Tabe9all the calculated values for potentially created maximal cardinal-
ities are less or equal to the upper bounds from the UML metamodel.

Since we have already shown tlas applicable we now can state that Theo@6does hold
and our rule set is metamodel conform.



6 Conclusion and Future Work

In this work we presented a language with a graphical notation that allows one to specify very
intuitive rules for the transformation of object oriented models. The strengths of the introduced
BOTL language are its unambiguous formal definition and the possibility to prove the properties
of applicability and metamodel conformance on the basis of a given rule set and its metamodels.
This allows one to define rules and ensure that they are applicable for any given input model that
is conform to the source metamodel. Further one can be sure that a rule set will always produce
valid outputs, i.e. model that are conform to the given target meta model.

Since BOTL allows the transformation of arbitrary object oriented models there is a great po-
tential application area for the language. Obviously the BOTL offers a lot of advantages over
existing transformation languages when used for the integration of data from different applica-
tions, as indicated by our running example. Among our main interests is its application in the
area of software engineering. So the project AUTOMOTIVE uses the BOTL for a special case
of application integration: the integration of a CASE to