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Abstract. Software enabled systems are essential in many applications domains, such as business 
information systems, complex control software and telecommunication systems; they are quickly 
emerging in others, for instance in embedded systems and mobile network applications. Such 
systems are ever growing in size and complexity, with simultaneously increasing demands on 
quality, performance, governance and correctness. The number of complex systems of systems 
integration and maintenance efforts is rising. It is of paramount importance to manage the 
development of such systems in an effective, timely, and resource saving way. It is mandatory to 
reduce complexity by raising the levels of abstraction as possible and to have effective system 
development models that support it. 
Service-orientation is a promising idea of managing the development, realization and 
implementation of complex software enabled systems. General idea is to focus on the functionality 
of a system delivered by interactions with its users – its services – and to abstract from more 
concrete details, such as structural and implementation aspects. Many development approaches in 
academia and industry label themselves as service-oriented. Application of services ranges from 
early requirements engineering phases to the deployment of executable systems. However, there is 
no common understanding of the meaning of the terms service and service-orientation, even within 
one application domain. 
In this article, we provide an overview of the underlying concepts of service-orientation, depict 
potential benefits across development phases and survey existing service-oriented development 
approaches. We identify criteria that enable us to compare the approaches and show their 
commonalities and differences. We conclude the essence of service-orientated and related 
approaches and their benefits. 

Keywords: Services, service-orientation, service-oriented architectures, model-based development, 
survey 
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1.   Introduction 

The complexity of software systems and of their development is continuously increasing, 
because of growing system size, the demands for higher quality, an increasing degree of 
distribution, the increasing heterogeneity of software architectures just to name a few. In 
particular, reactive systems become more and more distributed across networks, and 
spread across multiple different processes, nodes, control units and components. The 
increasing distribution leads to a higher degree of concurrency within such systems and 
significantly higher interaction complexity. The always growing demand for 
interoperation among software systems, especially across operational boundaries, also 
results in challenging problems. The heterogeneity of distributed systems and their 
sophisticated interactions must be managed systematically to keep development and 
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maintenance effective. A promising approach to address these challenges is the service-
oriented paradigm, because it provides means to structure system functionality into 
manageable self-contained pieces – the services with interactions as the uniform concepts 
to deliver services; furthermore it separates functionality from technical details such as 
component distribution over networks. Services and their dependencies can be specified 
on a logical level and later in the development process be mapped to actual deployment 
infrastructures. 
 
The term service is used often and extensively within the community – in research and in 
industry. Many service-oriented technologies, infrastructures and approaches exist, which 
often target different problems or focus on different application domains. Common to 
most approaches is the lack of a sufficiently precise definition of the term service. In the 
literature, there are often similar ideas, which have been developed into service-oriented 
approaches with related concepts. Among these, for instance, are web services  [1]  [2] and 
service-oriented architectures, feature-oriented systems in the telecommunication area 
 [3] [4], and services in the context of middleware technologies  [5] [6]. Often, confusion is 
the result when comparing different approaches and methods. Questions such as the 
following arise: 
 
• Which domain is an approach considered for?  
• What is the special focus of a service-based technique? 
• What are the main concepts of an approach, besides services? 
• What are the advantages and disadvantages of the approach, respectively? 
• What part of the development process is addressed by an approach?  
• Is it a research result or an approach that is targeted for direct application? 
 
At the Software and Systems Engineering Lab of the Technische Universität München, 
we have done extensive research and application projects in the area of service-
orientation  [7], software engineering and embedded systems design. We are involved in 
several projects dealing with service-orientation (see  [8],  [9],  [10] for a selection). Even 
within these projects, we observe a variety of different notions of service and service-
oriented methodologies.  

1.1.   Contribution 

In this article we provide an overview of existing service-oriented approaches and 
concepts, and a comparison and evaluation of them. We do not aim for completeness; 
instead, we strive to give a good overview of current service notions from the literature 
and our group. This overview should help to understand the problems of the different 
approaches which are often strongly influenced by the constraints of the underlying 
domain. This can lead to an improved understanding of the focus of the respective work. 
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We achieve this by identifying criteria based upon which we evaluate the service-
oriented approaches. The result is a structured overview of the commonalities and 
differences of the approaches. We isolate the essence of service-orientation and conclude 
benefits of the service paradigm. 

1.2.   Outline 

The article is structured as follows. In Section 2, we present an overview of the 
usefulness of service-oriented approaches in the different stages of the development 
cycle, at various levels of abstraction. In Section 3, we highlight certain application 
domains in which notions of services and similar concepts are successful or emerging. 
Section 4 presents different service-oriented development approaches used within the 
Software & Systems Engineering Lab of the Technische Universität München. In 
Section 5, we introduce a list of 15 evaluation criteria, which we use to compare the 
previously described notions of service. We present the comparison in form of a table. In 
Section 6, we provide a conclusion based on the comparison and Section 7 summarizes 
our efforts and presents an outlook into future work. 

1.3.   Acknowledgements 

This work was partially funded by the Deutsche Forschungsgemeinschaft (DFG) as part 
of the project “InServe” and by the High-tech Offensive Bayern in the project 
“mobilSoft”.  

2.   Services throughout the Development Process 

The term service is used in many different contexts in software and systems engineering 
and may address quite different concepts. Talking about service-orientation, service-
based development and service-oriented architectures does not always guarantee a 
common understanding. Often, the meaning depends on the application domain, such as 
business information systems where the notion of web service is prevalent, or mobile 
systems, where services are often seen as context-aware and adaptive functionality. 
Another important delimiter is the level of abstraction that commonly goes along with the 
progression in the development process. 
 
Figure 1 shows the development process divided into four main phases: requirements 
analysis and specification, architecture and design, implementation and integration, 
deployment and execution. Each of these phases can be associated with certain levels of 
abstraction and certain sets of concepts needed and applied. The figure shows a non-
exhaustive list of concepts that are of concern in the respective phases. 
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Figure 1: Development phases and primary concerns 

 
In the following, we briefly characterize each of the four development phases, describe 
the roles that service-orientation might play in these phases and the benefits that such 
approaches might bring (see also  [7]). 

2.1.   Services in Requirements Engineering 

Requirements Engineering. Requirements engineering is concerned with capturing and 
agreeing on the functional and non-functional properties of systems in a structured way. 
Classical ways to conduct requirements elicitation and analysis is via structured natural 
language text (using text-based tools such as Word, Doors, etc.). Usage scenarios can be 
captured as use cases and dependencies depicted as use case diagrams. 
 
The role of services in requirements engineering. A multi-functional system can be 
understood as a system offering a number of separate, partially mutually dependent 
services (functions). This idea is related to capturing the different use cases of a system. 
Services are pieces of functionality that each provide a partial view on the functionality 
of the system under certain aspects of usage. Their entirety, considering all service 
dependencies and interactions, makes up the system functionality. Non-functional 
requirements can be associated with the system or its services. Synonyms for this 
interpretation of service are system function, feature, use case, scenario etc. Services can 
vary in their granularity or degree of preciseness. In case of a precisely defined notion of 
service, the functional properties of the system can be captured in terms of services. 
Services can depend on other services. The type of dependency can be further 
distinguished. Services might, for instance, “interact” or “control” or “influence” each 
other. These dependencies can be depicted in a service dependency graph  [11] [12]. 
 
Benefits. Possible applications of such structured, formalized service models are 
consistency and completeness analysis, predictions of certain properties for the realized 
system (e.g. by means of a simulation of formal service models). Certain forms of feature 
interaction can be detected and considered by analyzing a service dependency graph. 



A Comparison of Service-Oriented Development Approaches     6 
 

   

Additionally, a precisely elaborated service repository can provide the basis for a 
thorough, formal system specification and can provide a precise foundation for 
requirements tracing spanning the design model and implementation. 

2.2.   Services in Modeling and Architecture Design 

Modeling and architecture design. Model-based development  [13] [14] [15] helps to 
handle the complexity that comes with the development of distributed software systems. 
Precisely defined models provide abstractions and notational elements for all 
stakeholders throughout the development cycle. Models are supposed to provide multiple 
consistent views on the system and its architecture on different levels of abstraction, 
tailored for specific intents. The architecture of a reactive system is an essential design 
artifact in the development process; it needs to effectively support all services of the 
system in often heterogeneous, distributed environments. The decomposition of a system 
into its parts and their interconnections determines the further quality of the system, 
influencing properties such as performance, robustness, maintainability, flexibility to 
change etc. 
 
The role of services within the context of modeling and architecture design. Services 
can be used as a way of structuring both the modeling process and the models. In service-
based approaches to architecture, services are the design entities that drive architecture 
development and component identification. Services capture defined pieces of 
functionality and are associated with elements of the software architecture (components, 
patterns). In fact, services model functionality provided by an interplay of collaborating 
architectural entities. A promising way to describe interactions in the course of service 
delivery between independent entities are sequence diagrams or MSCs  [16]. 

 

Figure 2: Service-Oriented Architectures 

 
The center of concern in model-based design has so far been individual components 
rather than their interplay. A service-oriented development approach can be seen as a 
seamless extension of component-based development towards a higher level of 
abstraction and functional view on the system with system-wide, component crosscutting 
functionality. The concept of service decouples abstract behavior from the 
implementation architectures, by emphasizing the interactions among components. 
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Figure 2 shows a typical “layout” of an application composed as a set of services. Often 
such systems consist of at least two distinct layers: one domain layer, which houses all 
domain objects and their associated logic; and one service layer, which acts as a façade to 
the underlying domain objects – in effect, offering an interface that shields the domain 
objects from client software. Typically, services coordinate workflows among the domain 
objects; they call, and thus depend on, other services. Some of the services, say Service 1 
and Service 2 in our example, reside on the same physical machine, whereas others, such 
as Service n are accessible remotely via the Internet. In later steps of system design, 
services are mapped freely to existing or newly designed component configurations and 
architectures. Components can provide an individual or multiple services as long as the 
service interfaces are consistent. 
 
Benefits. Designing and evaluating architectures of a system is a critical part in system 
development. The architecture determines the basic non-functional properties of such a 
system, such as scalability, reliability, security, robustness, maintainability etc. Certain 
architectures turn out as more effective to support the specified services of the system 
than others. Designing the architectures with a service-oriented paradigm in mind allows 
designers to abstract from technical interplays of components and concentrate on the 
services that are provided to the environment. Such architectures promise to be, in 
general, more flexible and robust to changing environments and requirements. Systems 
are composed as an interplay or orchestration of different services. 
 
Usually, stakeholders express their needs in terms of functionality. E.g. they speak of 
features or functionality to be changed, added, etc. However, the traditional component-
based development is concerned about structure, rather than functionality. The 
consequence is a conceptual gap between requirements engineering and design. The 
introduction of service-orientation before the actual component-based design takes place 
promises to make the transition between RE and design (more) seamless and less 
cumbersome.  

2.3.   Services in Implementation and Integration 

Implementation.  In the implementation phase of the development process, the design 
model is realized by actual hardware and program code. Implementation varies 
significantly depending on the applied strategy. In case of model-based development with 
comprehensive and precise design models, code generation can be performed (semi-) 
automatically. Manual coding where applied needs to follow the design model to fulfill 
the designed properties. Implementing a distributed system based on a design model and 
component architecture is a difficult task. Especially the integration of components 
requires much care and effort to create consistent, efficient and homogenous systems. 
Important concepts here are packaging and robustness of components, availability of 
suitable syntactic and semantic component interfaces, powerful tools and flexible 
infrastructures as the basis of implementation etc. 
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Services in the context of implementation. Existing service technologies enable to 
define services as functional interfaces of components or objects. Functionality is 
encapsulated behind such service interfaces on a suitable level of abstraction and 
granularity. Such service implementations are usually stateless; they do not depend on the 
caller or environment state besides the parameters given during the service invocation. 
This provides a high degree of deployment flexibility, robustness and decoupling. 
Service-oriented middleware can provide local or remote access to the services and 
applications can be structured as an interplay or workflow of multiple service 
invocations. 
 
Web service technology, for instance, defines standards, protocols and methodology to 
provide well defined functionalities as web services, to describe the interfaces using 
WSDL  [17], and to connect services using a service-oriented middleware, such as 
DotNET  [1] to form service-oriented distributed applications. 
 
Feature-driven development makes features the center of concern. Systems are specified 
and developed in terms of independent features that are later integrated to form a 
complete system. The features are based on a system core, providing the basic 
functionality. Features depend on and overlay each other. There needs to be a defined 
process to define the dependencies and interactions of the features in order to maintain 
the consistency and coherence of the system. In such systems, as they occur in the 
telecommunications domain, extensions happen by adding new features that modify 
existing feature functionality or that add new functionality to the system. Features or 
services are thus the basic units of increment and change in the system development 
process and implementation. 
 
Benefits. Providing services as high-level, stateless encapsulations of functionality and 
providing remote access points within distributed systems is an important means to 
decouple distributed system entities. This raises the level of interaction to a level that 
allows for easy interoperability in heterogeneous system environments. Pieces of the 
system are decoupled from the rest and can be replaced and modified as long as they are 
adhering to the service protocol. High level, widely accepted standard, such as XML and 
SOAP help to decrease the burden of systems integration. Message-oriented architectures 
based on service invocations further decouple systems by supporting asynchrony and 
facilitate system integration. 

2.4.   Services in deployment and run-time 

Deployment and run-time. In order for a system to be executed, the executable code – 
mostly packaged in components – needs to be distributed across computational nodes, 
processes, electronic control units, etc. The process of deployment is influenced by 
infrastructure constraints, hardware and networking layout, reliability and performance 
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considerations etc. In this step the actual efficiency of the system in its environment is 
determined. The final wirings and configurations of the components are made and 
adapted to the chosen middleware and network infrastructure; furthermore the component 
execution life cycle is determined. How and when are components initialized? How many 
instances and replicas of components are present? How are components modified, 
reconfigured and shut down?  
 
An important consideration that often requires adaptation on the side of the deployed 
components is in case of dynamic middleware and network infrastructures. In traditional 
systems, the network layout and architecture is static and does not change during the 
runtime of the system. In the emerging field of mobile computing, for instance, execution 
environments, networks and location of components – sometimes called agents in this 
domain – are not determined and change over time. Such applications need to distinguish 
functionality and state from the environment and infrastructure they are running on. 
 
Services in the context of deployment and run-time. During the execution and run-
time of distributed systems, services can be used as the distinguishable, modular, 
executable, deployable entities that make up a service-oriented architecture, cf. Figure 2. 
Services can be instantiated, initialized, registered and published, looked up, accessed, 
deployed and dynamically connected. 
 
Important in flexible service-oriented architectures is the capability to dynamically look 
up services during run-time. A central registry or search site needs to be common 
knowledge in such a system landscape. Services that match certain syntactical criteria 
and fulfill certain behavioral assumptions can be selected and used immediately. This 
collaboration is often called the service triangle based on the three roles involved (shown 
in Figure 3; see Figure 4 and Section 3.1 below for more details). Web service 
infrastructures, for instance, often contain requester entities, provider entities and 
registries that communicate using standard protocols such as SOAP for message 
exchange, WSDL for service description and UDDI for service registration and look up. 

 

Figure 3: Web Service Basic architecture 
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In mobile environments, services are the pieces of functionality that networks and mobile 
applications make available to the user. Availability of certain services is subject to a 
certain context or location and the service itself might require adaptation depending on 
the current virtual or physical environment. The environment itself might change, as 
might the location of the user relative to the environment. Systems need to reflect that, 
and adapt, reconfigure, recalibrate etc. 
 
Benefits. Services provide a suitable level of abstraction to deploy independent pieces of 
functionality on network infrastructures and service-oriented middlewares. Service 
registration, lookup and invocation can be standardized and thus it is possible to created 
dynamically adaptable service-oriented architectures. In mobile environments, the 
abstraction of a service enables dynamic applications that adapt to a user’s or device’s 
environment. 
 
In case a service-oriented architecture is completely defined on a logical level of 
abstraction  [18], the actual deployment of services onto target components can be left to 
the middleware. The middleware then will take care of all related infrastructure issues, 
the initialization and provisioning of the services and the internal wiring and 
communication links. 

3.   Service-Orientation in Specific Application Domains 

In this section, we present an overview of the use of services and similar notions in 
specific application domains. Business information systems, for instance, are strongly 
influenced by service-oriented architectures, web service related standards and 
middleware. However, the ideas of services or service-oriented development have 
already been applied much longer ago for telecommunications systems under the name 
features and feature-oriented development 
 
In the following, we present service notions within application domains and identify 
prevalent terminology and concepts. We begin with business information systems (BIS) 
and the web service domain; these currently form the largest sub-community within the 
service-oriented community.  

3.1.   Business Information Systems and Web Services 

Business Information Systems and Network/Internet enabled systems are mostly reactive 
in nature and provide a number of functions or services to the environment to support 
business processes and organization goals. This often involves complex data 
manipulations and legacy application integration. The advent of networks and distributed 
resources, requirements of scalability and parallelism, and of reliability and replication 
lead to complex distributed systems.  
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Such systems are difficult to develop. Often, very heterogeneous environments and 
system landscapes exist in organizations where each piece has a defined purpose. For 
instance, an enterprise information backend (e.g. SAP) provides customer relationship 
management (CRM) functions, a middle-tier application manages the order handling for 
an online store and web servers provide the web front-end for end users. Data for specific 
business functions, such as processing a catalog-based, personalized order through the 
online store is distributed over different locations: the enterprise backend, the order 
system database and a general document archiving solution. 
 
Integrating such applications running on servers of different hardware, operating systems, 
middleware frameworks, networks, programming languages, data formats, with different 
levels of performance, throughput, load over time, responsiveness, reliability and security 
guarantees etc. is very tedious and error-prone. The high heterogeneity requires a loose 
coupling of the different applications and integration techniques based on open, widely 
accepted standards.  
 
Web services  [2], web service-enabled middleware  [1] and service-oriented architectures 
have become a major driver in innovation and technology for systems integration. The 
general ideas of the web service approach are not new. It effectively combines message-
driven applications, distributed object systems and open Internet standard applications. 
Proven ancestor technologies include CORBA  [5], DCOM, the World Wide Web, the 
Java Enterprise Platform  [6], and messaging middleware. But only the combination of 
those technologies and approaches, the foundation on accepted easy to use standards and 
the behind driving force by several major players in the IT industry give it a big leverage. 
Web service integrated systems provide loose coupling of heterogeneous systems 
including legacy systems and thus create stable extensible, scalable architectures. 

3.1.1.   Basic Concepts 

The Web service architecture  [19] defines that web service systems are built upon the 
following entities: First, service providers, which are technical systems (agents or 
servers) that make available and perform services for the environment on behalf of 
human or business entities. The provided services have a defined description and usage 
interface. Second, service requesters (or consumers, users), select and use the services 
that satisfy their business needs. Service requesters similarly are technical systems acting 
on behalf of human or business entities. Third, optionally, a mediating middle instance 
(registry, directory), which connects service requesters and service providers; it provides 
service registration and lookup functions to both providers and requesters. Service 
providers themselves can act as service requesters and thus form higher level services by 
aggregating or composing other services. An interaction between service requester and 
service provider is often called a conversation. Figure 4 depicts these concepts (WSD 
stands for web service description). 
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Web-service systems or service-oriented architectures (SOA) are loosely coupled systems 
composed out of individual components or subsystems that are integrated and connected 
via web services. The focus of service-oriented architectures is the provisioning of 
individual versatile, extendible, reusable services that contribute to the business goals of 
the system’s users. Providing such first-class services, and the ability to discover them, is 
the driving factor in designing the software architectures of such systems; thus by 
integrating them, loosely coupled systems that are highly scalable, robust and extendible 
can be created. 
 

Figure 4: Web Service interaction (from  [19]) 

 
Web service architectures focus on interactions between distributed entities based on 
document exchange. An XML document, as delivered by the requester to a service 
provider constitutes the sole input for the service provider; XML is used here as human 
readable, platform independent instrument of communication. Neither the way how the 
document travels between service requester and service provider, nor the way the result 
document is created is specified and relevant to the web service system. Thus, web 
service systems emphasize a document-centric view on distributed architectures that 
shares many commonalities with messaging infrastructures. Viewing web service 
architectures as a new, polished, simplified form of distributed object communication 
does not comply with the real intention of web services, namely loose coupling of 
asynchronous processes based on simple, document-centric designs  [20]. 
 
Although service-oriented architectures do not require or emphasize specific technical 
infrastructures, specialized middleware frameworks exist. It were these frameworks that 
made the early, widespread success of this approach possible. Today, middleware 
application or web server frameworks, such as DotNET  [1] and J2EE  [6] often provide 
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the infrastructure to encapsulate self-contained component functionality and provide it as 
web services in a network where these services can be discovered and used. Tool support 
further automates development of such systems in never seen-before ways. It is basically 
a matter of minutes to define, deploy, publish and access existing component 
functionality, made accessible through web services via Internet technologies, such as 
HTTP on web servers. 

3.1.2.   Definition of Web Services 

Web service related approaches and technologies are still maturing. Supporting standards 
and techniques are forming and tool support is crucial. Different vendors follow different 
strategies in marketing the web service technologies, which often originate from existing 
product portfolios of certain companies. Thus, a comprehensive, concise, commonly 
accepted definition of web services and service-oriented architectures is still missing. 
 
The W3C glossary  [21] gives definitions of the term web service and related terms. We 
follow the definition of  [20] and define a web service as follows: 
 

A web service is software that processes input in form of XML 
documents and produces output in form of documents. The 
implementation of the service is not defined or relevant – neither is the 
transport medium or its characteristics. The input and output 
documents follow an agreed upon XML schema that is part of the 
service description. The documents are the only input or state 
information a service has and the output is the only result a service 
produces. Web services are bound to accessible points in a network. 

 
Web service interactions can be arranged to form conversations. This process is called 
service combination, composition, aggregation, choreography, or federation. 
 
Systems that provide web services to the environment and/or that are composed out of 
web services are called service-oriented architectures. The basic principles that apply for 
individual web services (e.g. small set of simple and ubiquitous interfaces to all 
participating software agents, only generic semantics are encoded at the interfaces, 
schema constrained messages for information exchange, no system behavior prescribed 
by messages, extensible interfaces) hold true for the entire system as well. 

 
A commonly seen application of web service technology is SOAP RPC interactions. 
Remote procedure calls (RPCs) are encoded using web service interfaces and protocols. 
This is a form of distributed object communication. SOAP RPC web services do not 
fulfill the above definition, because interface contracts prescribe both system behaviors 
and application semantics. System behaviors are difficult to prescribe and thus these 
services are not really interoperable. 
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In order to make use of web service infrastructures and architectures, web services need 
to be described in common, agreed upon, computer interpretable exchange formats. Web 
service descriptions are used to register web services in directories and registries and to 
make the web service interface accessible for service requesters. The standard way to 
describe web services is using W3C’s WSDL  [17] format, an XML based language for 
describing network services based on abstract message exchange descriptions between 
endpoints realizing operations  [22]. Web service registries and directories keep track of 
web services, accessed by service providers and service requesters. 
 
To form applications systematically out of a set of individual web services, some notion 
of service composition is required, based on service models facilitating composition. 
Several approaches and standards exist for web service composition, such as Business 
Process Modeling Language (BPML), WS Choreography Model, and Business Process 
Modeling Notation (BPMN). 

3.2.   Telecommunication Systems 

Many roots of service-orientation lie in the area of telecommunication. In this section we 
will give a short introduction of probably the most  prominent approach of this domain: 
the one of Zave and Jackson  [4] [27]. The approach is very domain-specific in its nature 
and mainly focuses on modeling routing problems and feature interaction.  
 
For telecommunication systems it is assumed that a base of functionality already exists.a 
The main goal of feature-oriented approach is how to add, remove, modify, and combine 
pieces of functionality later in the life cycle of such systems. 
 
A feature (of a software system) is an "optional or incremental unit of functionality" 
 [27]. The feature specification contains an action, enabling condition, and priority. The 
action is performed if the enabling condition is true and the feature has the highest 
priority. A feature-oriented description is a "description of a software system organized 
by features, consisting of a base description and feature modules, each of which describes 
a separate feature". The set of possible system behaviors is obtained by applying a 
composition operator to the base description and the feature descriptions. The 
composition operator must ensure that in any situation the feature with the highest 
priority must be performed. In case of features with a lower priority, their enabling 
conditions must be changed accordingly  [27]. 
 
With perfect behavioral modularity it would be possible to arbitrarily change the 
behavior of a system by composing features. However, there exists the problem of 
feature interaction which is defined as "some way in which a feature or features modify 

                                                        
a This might be an existing implementation of a POTS (Plain Old Telephony System) or any other system. 
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or influence another feature in describing the system’s behavior set"  [27]. Zave and 
Jackson explicitly distinguish between wanted and unwanted feature interaction. 
Unwanted results of feature interaction are incompleteness, inconsistency, non-
determinism, and unimplementability. Desired feature interaction “can be” achieved 
without changing any feature modules, rather by simply adjusting the precedence 
relation; i.e. the order in which feature can occur in a route. Desired feature interactions 
occur for instance when there are shared resources across features due to hardware 
resource limitations. All kinds of interactions however indicate dependencies that need to 
be specified and tracked to ensure a consistent system. 
 
Assumed, that (parts of) a system already exists, new features are added subsequently by 
performing the following steps (see  [4]).  
 
(1) Describe new features as if they were independent (manually) 
(2) Identifying and understand all potential interactions (help of automated analysis 

necessary) 
(3) Classify interactions as bad or good (manually) 
(4) Adjust feature descriptions so that the result contains no more bad interactions 

 
To realize this process, a modular formalism is needed. For that purpose, Zave and 
Jackson introduce the Distributed Feature Composition (DFC) reference architecture 
which is a feature-oriented virtual architecture for specification and implementation of 
telecommunication services. DFC is highly domain-specific. It was designed with the 
following specific goals: generality, analyzability and behavioral modularity  [28].  
 
DFC is a virtual architecture with the basic goal to support usages. A usage is a dynamic 
assembly of features, line/device interfaces and internal calls to satisfy systems 
requirements to connect two end points on behalf of a user with a given set of requested 
features. A router component is responsible for establishing a connection between the end 
points across the source and target zones, activating a certain number of features along 
the call. All features have a certain activation protocol and can be invoked independently 
from each other. Features are connected to each other and to end points by internal calls. 
To avoid or control feature interaction, all features have a priority that determines the 
order in which they can be applied by the router. The basic idea behind DFC features is 
that they are autonomous, modular units that can be applied in sequence by adhering to a 
standard black-box feature interface. In this way, the DFC architecture follows the 
“Pipes-and-Filters” architectural style described in general in  [29].  

 
The router is an essential element of DFC. It is a virtual component that routes calls to 
target addresses and applies features as requested. The router uses data on feature 
subscriptions, feature precedence, and other configuration to perform the routing. The 
router can access global operational data and configuration information (e.g. a user’s 
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forwarding address) only through an application of features. This ensures full feature 
modularity and data partitioning. Figure 5 depicts the components of the DFC 
architecture with the router as a central element.  
 

Figure 5: Components of the DFC architecture  [4] 

 
The precedence relation defines the order in which features occur in a route. It is the only 
place of the algorithm where feature relations are captured. The goal is to place features 
with a higher priority later in the route, close to the target zone. The proponents of the 
methodology claim that their concept of features and feature precedence provides a 
useful degree of behavioral modularity and that it is possible to manage desired and 
unwanted feature interactions by simply adjusting the precedence relation without 
modifying any of the feature modules themselves. 

4.   Service-Oriented Approaches at TUM 

In this section, we describe various service notions developed at the Software & Systems 
Engineering Lab at the Technische Universität München. Most of these approaches come 
from a practically motivated research background out of industry collaborations and have 
a strong formal foundation. 

4.1.   The InServe Methodology 

InServe  [8] is a recent research projected at the Chair of Software & Systems 
Engineering. It is funded by the Deutsche Forschungsgemeinschaft (DFG)  [30]. InServe 
focuses on researching and establishing a service-based development methodology based 
on a solid formal foundation. This includes research on description techniques, processes, 
service-oriented architectures, as well as foundational research for a comprehensive 
service notion and service composition. Furthermore, InServe provides prototypical 
implementations to support the concepts and conducts several case studies to evaluate the 
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results. InServe is joint work by a collaboration of the groups of Broy and Krueger  [31] 
and combines concepts of both groups  [9]. 
 
The service notion is very prominent in InServe as a concept for modeling and design 
entities. Based on a structured requirements analysis, systems are defined and designed in 
terms of services.  
 

Service Definition: 
Services are distinct, precisely defined units of functionality that the 
system or one of its components offers. Services are defined in terms of 
interactions between entities of the system and its environment. This 
notion of service thereby models system structure, state and behavior 
that pertain to certain functionality. 

 
In an iterative process, the system (or one of its components, respectively) is associated 
with a global state model and can be structured into a set of logical entities. Logical 
entities are connected via communication channels. The system state can be refined into 
local states of the structural entities. A selection (combination in form of a predicate) of 
logical entities and states forms roles. Services are defined as interplay of roles to provide 
certain functionality. Services can be annotated with meta-data to contain Quality-of-
Service properties or other information. 
 
The service definition and the logical system architecture that is implied by the service 
repository do not impose any restrictions on the actual technical implementation of the 
system. Roles can be mapped flexibly to components to form deployment architectural 
configurations. This mapping can happen during design time by a manual configuration 
step of a system designer, during execution time by automatic configuration of a 
powerful middleware, and as a combination of both. In the latter case, the system 
designer specifies the technical constraints, for instance the required existence of certain 
computational nodes, ECUs or legacy systems, and the middleware performs the 
remaining mapping to satisfy the constraints and QoS properties that were specified. 
 
Service elicitation and architecture mapping are performed in an iterative development 
process, see Figure 6. The process can begin at any step and changes can be made at any 
point in the process. The process supports iterative design, refinement, refactoring of 
reactive systems with services as first level elements. 
 
As shown in Figure 6 (left side), part (I) of the process consists of a structuring of 
requirements in form of use cases, non-functional requirements including QoS constraints 
and other constraints for the system. Based on these structured requirements, a common 
repository of structural entities, associated state models, role definitions and service 
specifications is created and can be iteratively refined. 
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Figure 6: Process phases (I) and (II) 

 
In phase (II), depicted in Figure 6 (right side), the elements of the logical architecture and 
design model, in particular roles and services, are starting points to elaborate a 
component architecture. Roles and thereby the system services are mapped to the 
architectural components. This mapping step realizes the separation of the logical 
service-oriented behavioral model and a specific technical deployment architecture. 
Service model and architectural description together build the basis to generate 
executable implementations of the system. 
 
Applications of this model-based approach for the development of service-oriented 
systems are efficient architecture exploration and generation of executable prototypes 
from logical service-based behavior models  [32] [16], conformance testing of binary 
components against the executable specification, model-checking of the logical model, 
architecture validation, and product-line development support by mapping of one core 
service repository to multiple deployment architectures.  
 
InServe provides tool support to specify services, their dependencies and target 
architecture mappings, so that for instance code generation steps can be automated 
directly from that model. The SODA tool (Service-Oriented Development and 
Architecture Design)  [32] governs the described development process and realizes a tool 
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platform. Tool adapters are planned to the AutoFocus  [33] and AutoRaid tools and to the 
tool suite of the S3EL team at the UCSD  [32]. 

4.2.   MEwaDis 

MEwaDis  [9] was funded by the Bayerische High-Tech Offensive and was running from 
July 2004 to May 2006. Collaborations include the Chair of Software & Systems 
Engineering (Technische Universität München), the BMW Car IT, BMW F&E and the 
ESG. The primary goal of the project MEwaDis is the development of techniques for the 
analysis, modeling and validation of reliable, adaptive, context-aware services, and of 
process models for their development  [36] [37]. The results are prototypically 
implemented in the domain of automotive systems. 
 
The notion of service in MEwaDis is rooted in requirements engineering but influence 
also early phases of system design and architecture. Services are black-box descriptions 
or placeholders of functionality. More formally, services get input via channels from 
explicit sources (users, other components) and implicit sources (the environment) and 
produce output. The environment is modeled externally in form of an environment model 
that provides state and reactive stimulus for the service. Services can be connected to 
form service networks. 
 
Services are related to each other with different kinds of relationships  [11]. Services can 
interact with each other, which can be expressed even more precisely after a refinement 
as a controlling or calling or monitoring relationship. Or services can be defined as being 
independent from each other. This precise definition of service relationships allows for a 
dependency and completeness analysis of the service or functional model of the system. 
It is possible thereby to detect feature interactions or potential problems due to close 
relationship between certain functionalities (e.g. in a security analysis  [38], by model-
checking). Furthermore, if the service network is strictly refined into a design model, 
certain service relationships translate into certain architectural or design patterns that 
provide certain properties in the system implementation. Independence of certain 
functionality in the system can thereby be guaranteed. 

4.3.   Services in mobilSoft  

In the mobilSoft project  [9], Bavarian car manufacturers and suppliers together with four 
research institutes work on a software development process for automotive embedded 
software. The intermediate results presented in this document are currently further 
elaborated in the course of the project.  
 
During the development of complex (embedded automotive) systems many aspects have 
to be taken into consideration. For example, the system functionality, the logical system 
structure, the technical realization. Therefore, it has proven to be useful to base a 
development approach on abstraction levels. The system under consideration is described 
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by a set of domain specific abstraction levels (in the following also called modeling 
levels) which are built upon each other. Hereby, the modeling levels (respectively) 
provide self-contained concepts for the representation of the information, which are 
specific for each level. In the mobilSoft project both the requirements engineering 
process and the design process are based on abstraction levels.  
 
In the course of a model-based requirements engineering phase, the requirements are 
(partially) formalized and specified by means of models. Hereby, the kind of requirement 
– e.g. functional, structural, technical requirements – determines the type of model that is 
used to specify the requirement. The problem is that although at the end of the analysis 
phase, the requirements are formalized by means of model fragments, they are not or 
only loosely related to each other. It is difficult to identify unwanted interactions or 
contradictory requirements. 
 
Therefore, on the most abstract level of the design abstraction levels, the service level is 
introduced. On this service level, the majority of the functional requirements are 
formalized consistently and related to each other in order to detect contradictions and 
interactions. The aim of the service level is the consolidation and precise specification of 
those requirements that describe the black box system behavior. Here, black box system 
behavior depicts the behavior that is visible for the user (which does not only refer to a 
human user but also to another system). Figure 7 shows this process graphically. We see 
the service level as the interface between the requirements engineering phase and the 
architecture design phase.  
 

Figure 7: Abstraction Levels in the mobilSoft project (work in progress)  
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Services describe the black box system behavior; i.e. hat means, functional behavior that 
is visible to the user. A service describes a partial behavior by a black-box specification 
of the system. Latter is done by a mapping of input to output actions. Logical actions 
abstract from technical signals or messages. However, the representation of data (how it 
is processed by the realization of the system) is not under consideration. Only abstract 
data types are used.  
 
The project description can be found in  [39]. For more information about model-based 
requirements engineering in mobilSoft please refer to  [40]. The role of services in the 
mobilSoft approach is described in  [41]. 

4.4.   Functional Architecture Modeling 

In this section we describe the approach of Schätz et al.  [42] [43] [44] [45]. The main focus 
of this approach lies on the explicit modeling and specification of functional architectures 
of distributed reactive systems. The presented approach has the following basic idea: 
First, different functions of a system are specified in a modular way. Later these 
functions are integrated into a functional architecture. The step of functional integration 
makes use of well-defined, formally founded operations to ensure compatibility and 
consistency of the functions. The approach uses the concept of services to encapsulate 
pieces of functionality. The methodology puts the functional integration already at an 
early stage in the development process.  
 
Services are the modular pieces of functionality that are used to describe the functional 
architecture of a reactive system  [43]. Examples for services in automotive systems are 
“Window Up” and “Child Lock Off” of a power windows control software (cf. also  [43]). 
A service is defined by its interface, its variables, its configurations, and its transitions. 
Variables (e.g. counters, flags, values) are used to describe the data space of a service. 
The interface of a service describes the input ports monitored by a service and the output 
ports controlled by a service. Services communicate by exchanging signals over typed 
and directed channels, connecting input ports to output ports. Thus, a port is a typed end 
point of a channel and is part of the interface of a service. A port can have a value 
received via a channel. The architectural aspects of a service are defined by its input 
ports, its output ports, its variables as well as its control locations. 
 
The behavior of a service is described by a collection of configurations and transitions 
between configurations. A configuration describes a certain state of the system. A 
configuration itself may be atomic (e.g., Init, Up) or contain a collection of sub-services 
active in this configuration (e.g. Child Lock Off). A transition describes how a service 
changes from one configuration to another. To provide a methodological handle for such 
a state transition, connectors describe the entry (e.g., Start, Off) and exit points (e.g., On) 
of a configuration, defining how a configuration is activated and terminated. A transition 
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thus links exit connectors to entry connectors. The computational model of AutoFOCUS 
is used for the specification of reactive behavior  [1]. 
 
The Functional Architecture Modeling approach uses the following notions  [43] to 
describe the behavior of a service: A state is an assignment mapping input and output 
ports as well as variables to their current values. A step is a pair of states describing the 
change between the two states, called the pre-state and the post state. An observation is a 
either a finite or an infinite sequence of states with a given starting location and – in case 
of a finite sequence – an ending location. During the execution, a number of actions are 
performed that change the date state as defined by the steps. The behavior of a service is 
the set of observations performed by the service. Furthermore, since services are focused 
on modeling partial behavior, the semantics introduced here explicitly specify undefined 
behavior, either in form of undefined values of variables or ports, as defined above, or in 
form of partial executions. As far as notation techniques are concerned, so-called service 
configuration diagrams are introduced to graphically describe services as well as their 
configurations  [43].  
 
By using disjunctive combination, services are combined to form alternative 
configurations. The disjunctive combination of two services results in a service that 
makes use of the combined input and output ports as well as variables of each service, 
accesses the combined control locations of service, and exhibits the combined behavior 
of each service.  
 
The conjunctive combination of two services results in a service that makes use of the 
combined output ports, variables of each service, the combined input ports of each 
service, accesses the joint control locations of service, and exhibits the joint behavior of 
each service.  
 
Atomic configurations are the basic building blocks of behavioral description and have 
no internal structure. They only have an interface consisting of input and output ports, 
entry and exit points, and their behavioral description consisting of configurations, 
connections, and transitions. Combining services to configurations basically corresponds 
to a simultaneous activation of these services. Services are composable, if each entry 
connector of the configuration is simultaneously linked to an entry connector of each 
service; and each entry connector of a service is linked to an exit connector of the 
configuration, simultaneously with an exit connector of each service of the 
configuration.b 
 

                                                        
b Since service construction is focused on the combination of functionality rather then the composition of 
components, several services may simultaneously access the same port. This is possible by mapping ports of 
different services to the same port of the configuration. If these services disagree on the value assigned to the 
port, the value of this assignment is inconsistent. 
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The approach offers two techniques for the combination of specification modules, joining 
and merging. When joining specification modules, each specification module describes 
an independent part of the behavior of the component under development (disjunctive 
combination). When merging specification modules, each specification describes the 
same part of the behavior of the component concerning a different aspect (conjunctive 
combination). 

4.5.   The FOCUS/JANUS Approach 

A formal theory of distributed systems and services is the JANUS approach  [15]. JANUS 
is based on the FOCUS theory  [46]. The aim of the FOCUS theory is to first specify 
systems as families of components (and their interfaces) and to then put the components 
together (composition) forming the architecture. The verification of an architecture 
(prove of the interface specification of the system) then can be achieved by the interface 
specification of the components and the composition verification rules. 
 
The main goals of the JANUS approach are to give a formal model for services, layers, 
and layered architectures. Furthermore, a theory for relating, composing, and refining 
services, layers, and layered architectures is aimed at. Advanced goals are specification 
and verification techniques, a methodology for designing services and respective 
architectures, and design patterns for services, layers, and layered architectures.  
 
In the following, we summarize the main concepts of the FOCUS approach with the 
JANUS extensions for service-oriented development. Informally, in FOCUS  [46], a 
system is composed of a number of components which encapsulate behavior (principle of 
modularity). We face a relative notion of system here, i.e. components can be composed 
to components, again (“A system is a component is a system”  [47]).  
 
Interfaces exist between components and between components and the environment. The 
communication takes place via directed communication channels. A mapping of message 
streams to channels represents the exchange of typed messages over these channels in an 
asynchronous way assuming a system wide global clock. The behavior of such systems is 
expressed as equations or relations relating a number of (possibly infinite) input 
sequences to a respective set of output sequences that are resulting as part of the input. 
More precisely, the communication is expressed in terms of relations on streams; streams 
represent histories of communications of data messages in a time frame. Multiple 
possible outputs for a certain input express non-determinism. Furthermore, the channels 
are divided in disjoint input and output channels for a component, respectively.  
 
Causality of such a system is enforced by requiring that every computed output is only 
dependent on inputs of the time slots strictly before the output happens. 
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The behavior of components is described by their black box behavior, i.e. their interfaces. 
The interfaces provide a syntactic and semantic notion. The syntactic interface associates 
a type for the component whereas the semantic interface describes the observable 
behavior. Let I and O be sets of typed input and output streams, respectively. (I,O) 
denotes the syntactic interface of a component. It defines the types of messages that can 
be exchanged by a component. The semantic interface with the syntactic interface (I,O) is 
represented by F: H(I) → ))(( OH℘  that fulfils the timing property. A component is a 
total behavior (see proceeding paragraph). Figure 8 shows a graphical representation of a 
FOCUS component.  

 

Figure 8 Graphical representation of a FOCUS component with input channels x1, …xn and output channels y1, 
…ym and their respective types S1, … Sn and T1, … Tm 

 
The timing property demands that the set of possible output histories for F for the first 
t+1 only depends on the inputs of the first t time intervals. (The processing of messages 
takes at least one time interval.) Functions that fulfill this timing property are called time-
guarded or strictly causal. The application of a strictly causal function leads to either an 
empty output for all input histories, or a non-empty output for all input histories. In the 
first case, we call the function paradoxical, in the second case we call it total. 

Figure 9: Example for a component specification in FOCUS  [47] 

 
Fehler! Verweisquelle konnte nicht gefunden werden. gives an example for a simple 
component specification  [47]. A transmission component (with the name TMC) is 
specified. It has the input channel x with data type T3, and the output channel y with the 
same data type T3. A structural view on the component can be seen in the right upper 
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corner of Fehler! Verweisquelle konnte nicht gefunden werden.. The specifying 
assertion is x~y which expresses that each data on the input channel is transmitted on the 
output channel.  
 
In the following we will see, how these basics are used in the JANUS approach to define 
service, layers, and layered architectures. 
 
Component interfaces provide functionality. The idea is to describe for each piece of 
functionality under which conditions (precondition) the functionality may be invoked and 
which affects this has (postcondition). This leads to the notion of service.  
 
A service is a partial behavior as opposed to a component which is a total behavior (see 
above). Partial means that a service is defined only for a subset of input histories. This 
subset is called the service domain. The output of a service is called service range. A 
service basically is a set of interaction patterns. A service fulfills the timing property only 
for the input histories with nonempty output set. A service gives a partial view on the 
behavior of a component. To be able to use a service, certain access conventions must be 
valid (service protocol).  
 
Example. Figure 10 gives an example for a simple service specification using the same 
specification scheme as above. This time a queue is defined which reads in some data and 
gives it out on demand. Note that this specification is partial as it does not say what to do 
when data is requested in case the queue is empty.  

 

Figure 10 Example of a simple service specification in the JANUS approach  [47] 

 
Services are partial functions. Therefore it makes sense to put special emphasis on the 
characterization of the service domain when specifying services. Both input assumptions 
and output commitments are specified. Input assumptions control if some input is valid 
for a special service. As the conformance of input histories may also depend on previous 
outputs, input assumptions are specified by predicates on both the input and the output 
histories.  
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In a layered architecture, each layer provides an upper interface (export interface) and 
makes use of a lower interface (import interface). A service layer is a layer the syntactic 
interface of which is structured into two (or more) complementary sub-interfaces. Note 
that the behavior of a service is not changed, i.e. the service remains the same from a 
behavioral view. Only the interface is divided into two sub-interfaces. The composition 
of several layers results in a layered architecture. Fehler! Verweisquelle konnte nicht 
gefunden werden. depicts this.  
 

Figure 11 Layered architecture in FOCUS being comprised of a set of service layers  [15] 

For more information of the JANUS approach and the FOCUS theory please refer to 
 [15] [46]. 

5.   Comparison and Evaluation 

In the previous sections, we have described several service-oriented approaches. In the 
following we compare these using criteria that we introduce and describe below. 
 
In Section 5.1, we describe the evaluation criteria according to which the comparison will 
be done. We explain each criterion briefly and discuss its importance for service-oriented 
approaches and possible trade-offs. In Section  5.2.   , we give a tabular comparison of the 
different service-oriented approaches using the introduced criteria. 

5.1.   Evaluation Criteria 

We have shown that services and service-oriented development approaches occur in 
many forms throughout many different application domains. Comparing such different 
concepts and approaches requires thorough analysis and domain-specific knowledge. The 
main question is: According to which criteria should the service-oriented approaches be 
compared? In this section we will list evaluation criteria that we refined from analyzing 
the different approaches and that play an important role in each of those. 
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The evaluation criteria that we will use are the following: 
 
(1) Coverage of development cycle 
(2) Functionality-oriented development 

(a) Specification of functional properties 
(b) Capturing functional dependencies and interactions 

(3) Capturing global and local views on services 
(4) Abstraction from system structure and deployment infrastructures 
(5) Black-box service interfaces 
(6) Capturing cross-cutting concerns 

(a) Description of Quality-of-Service properties 
(b) Specification of exceptional behavior  
(c) Specification of forbidden behavior 
(d) Support of data flow, transactions and data integrity 
(e) Support of security properties 

(7) Support of partial specifications 
(8) Support of under-specification (non-determinism) and refinement 
(9) Methodological and process support (steps, refinement, model transformations) 
(10) Service description and discovery mechanisms 
(11) Runtime support, middleware, infrastructures 
(12) Support of dynamic execution environments and adaptivity 
(13) Degree of standardization and community-acceptance 
(14) Degree of formality and precision 
(15) Level of direct applicability or generality 

(a) Direct applicability and degree of practical support 
(b) Generality and domain-independence 

 
We consider the evaluation criteria (1) to (6) be the significant characteristics. In the 
following, we explain the evaluation criteria in detail. 
 
(1) Coverage of development cycle.  The software development process can be 
partitioned on a logical level into consecutive phases. We consider the phases 

(a) Requirements elicitation, analysis and specification 
(b) Architecture modeling and design 
(c) Fine-design, implementation and coding 
(d) Integration and verification 
(e) Deployment and configuration 
(f) Run-time and execution 

 
Different approaches have different emphasis. In Chapter  2.   , we have shown the 
benefits of providing methodological support for certain phases. The more phases an 
approach supports, the less conceptual gaps and potential inconsistencies will occur, 



A Comparison of Service-Oriented Development Approaches     28 
 

   

leading to more seamless, intuitive development. Additionally, combining multiple 
approaches will lead to a higher overhead, complexity and reduced traceability of results. 
 
(2) Functionality-oriented development.  The development of today’s complex multi-
functional systems, found for instance in telecommunications or the automotive industry, 
requires techniques that emphasize functions, functional properties and functional 
dependencies rather than structural units, such as components. Emphasizing function 
requires a higher level of abstraction and a closer integration with requirements 
engineering. We evaluate service-oriented development approaches by their support for 

(a) Specification of functional properties 
(b) Capturing functional dependencies and interactions 

 
Criterion (a) determines if the models, notations and processes of an approach support the 
explicit specification of different functions, features or services of a system, separately 
from each other. Criterion (b) indicates whether functional dependencies can be 
specified, which are often caused by complex interactions within a system or between a 
system and its environment. Thereby, approaches can handle interaction complexity and 
detect unwanted feature interactions early in development on a logical level, thus 
reducing costly system errors and increasing system maintainability. 
 
(3) Capturing global and local views on services.  Multi-functional systems often 
require in interplay of independent services. Helpful in development are models that 
provide both views: 

(a) Local view, showing one service in isolation  
(b) Global view, showing the interplay of multiple services 

 
Local views emphasize the individual service as modular building block with its 
syntactical and behavioral interface; they show how a service acts as a role in a 
conversation, the service protocol. One specification style for instance provides pre- and 
post-conditions in form of assumption/commitment specifications. Service users can 
check the pre-conditions before they use the service. Global views focus on the interplay 
of services in order to show and realize higher-level system services, typically by giving 
interaction choreographies. Understanding “the big picture” is most significant when 
designing multi-functional systems. Local and global views on services complement each 
other: locally specified services can be refined into and implemented by an interplay of 
other services, modeled in a global view. Thus, local and global views provide black-box 
and white-box views on services, and in combination result in a consistent understanding 
of a multi-functional system, and a scalable hierarchical service-oriented development 
process. 
 
(4) Abstraction from system structure and deployment infrastructures.   
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The behavior of a multi-functional system is independent of its implementation and 
structure. Approaches that separate behavior models from system structure and 
deployment infrastructures support the development of long-lasting, reusable, high-value 
function repositories that can be applied to multiple possible and changing 
implementations. Through this abstraction, they also reduce complexities related to the 
combination of behavior and structure. Models on different levels of abstraction capture 
different aspects of system design: Functionality and functional dependencies on a logical 
level, and implementation details on lower technical levels. Structural information, such 
as distribution over components, classes or other computational entities, can be added by 
refining the functional model. Alternatively, the system functionality can be mapped to a 
structural model (architecture) of the system. This abstraction also supports software 
product line engineering, because variants of the common functional repository can be 
mapped to similar or different target architectures. 
 
 (5) Black-box service interfaces.   
Service interfaces that provide only syntactic and semantic specifications of a service 
realize a black-box service interface. Any information of how the service is provided is 
hidden. Many possible implementations of the service can be provided and exchanged 
over time. This abstraction from implementation increases maintainability and realizes a 
higher degree of decoupling. 
 
 (6) Capturing crosscutting concerns. Cross-cutting concerns usually capture non-
functional requirements that can be associated with services and other aspects that apply 
to the entire service. Service-oriented approaches differ in the degree of support for the 
specification of crosscutting concerns, non-functional requirements, and in the degree of 
formality. We evaluate the following sub-criteria: 

(a) Description of Quality-of-Service properties 
(b) Specification of exceptional behavior 
(c) Specification of forbidden behavior 
(d) Support of transactions, data flow and data integrity 
(e) Support of security properties 

Description of Quality-of-Service properties.  Quality properties of services are a central 
part of non-functional requirements attached to services. Examples are performance and 
timing requirements, availability, robustness, etc. Quality properties are often a 
distinguishing factor when choosing from multiple available services with similar 
functionality. 

Specification of exceptional behavior. Some approaches enable the specification of 
exceptional behavior. Exceptional behavior is supposed to happen in case pre-conditions 
of a service execution are violated or some errors have occurred. Exceptional behavior 
specifications define how to handle the exceptional situation and potentially how to roll 
back to a consistent state of execution. Doing so ensures an overall consistent cross-
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cutting treatment of exceptional cases and thus data and system safety and integrity. 
Handling exceptional situations consistently throughout the system is very difficult on the 
entity (component) level. Fall-back and recovery strategies commonly span the interplay 
of several system entities. 

Specification of forbidden behavior. A system must never exhibit forbidden or negative 
behavior, as specified by some approaches, thereby complementing any positive 
specifications. Being able to specify negative behavior leads to much more compact and 
understandable specifications, because the number of forbidden behaviors can usually be 
kept small, and regular behavior uncluttered. 

Support of data flow, transactions and data integrity. Data flow aspects are significant 
for many applications and therefore need to be considered besides structural and 
interaction concerns. Transactions associated with a service coordinate the resources that 
are involved in providing the service, ensure data integrity and provide defined 
checkpoint and roll-back strategies in case of resource conflicts or unsuccessful 
operations within a transaction. 

 
Support of security properties. Security properties and requirements need to be associated 
with service definitions in domains where security is a special concern. This includes 
privacy, authenticity and access control aspects. Security, as important cross-cutting 
concern needs to be considered from early on in the development, designed into the 
system and verified against the specification. 
 
(7) Support of partial specifications.  Partial specifications apply only to subset of all 
possible inputs and conditions. Methodically they are important to avoid the need of 
providing complete (total) specifications early on in the design process. Independent, 
partially defined pieces of behavior can be combined later, for instance after applying a 
closed world assumption and checking for consistency. The condition that defines the 
validity of a partial specification is the service enabling condition, service protocol or 
service domain. A service definition does not constrain any other behavior that does not 
fulfill the service condition. Partial specifications enable for instance to separate regular 
from exceptional behavior, as discussed above. Service-oriented approaches are well 
suited as partial behavior specifications, because services can be seen as abstractions or 
projections of system behavior on certain functionality. Such partial views are less 
complex and easier to understand and modify. 
 
(8) Support of non-determinism and refinement.  Non-determinism exists when a 
specification enables multiple possible outputs for a certain input. Non-determinism is 
one form of modeling under-specification. Such specifications leave room for later 
refinement in case information is not yet available or should be left open. This is 
methodically important to support a smooth, seamless development process. Through 
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refinement, it is possible to add more constraints to a specification to reduce the number 
of possible behaviors in order to make a specification deterministic and thus 
implementable. By applying non-determinism and refinement, certain properties of the 
system can be defined and verified early in the development. Any later refinement 
operation will not violate any previously proven properties. 
 
(9) Methodological and process support.  Methodological support includes refinement 
and refactoring operations, consistency checks, metrics, model transformations and 
automated procedures to support the development. Processes embed the methodological 
operations into workflows that lead from the requirements to a high quality 
implementation in a repeatable manner, while minimizing the risks for the project. 
Supporting iterative development instead of pure top-down or bottom-up is significant for 
the practical applicability of a service-oriented development approach. Formally proven 
powerful methodological operations increase the efficiency and scalability of an 
approach and the confidence in the correctness of its results. 
 
(10) Service description and discovery mechanisms.  In dynamic systems, service 
requestors have to find (discover) the services they require. While technical issues can be 
solved for instance by distributed databases that store and access all available services, 
the actual semantical discovery (i.e. knowing which service is suitable/best for a given 
problem) remains a challenge. Suitable service-oriented approaches must provide means 
to specify the characteristics and requirements of a service in a formal way. Then, the 
discovery process of services can be automated leading to a higher reliability as 
compared to current techniques of pattern matching / word comparison. 
 
(11) Runtime support, middleware, infrastructures.  Significant support in form of 
technical infrastructures, communications middleware and run-time environments is 
necessary to realize service-oriented systems in practice. Supporting approaches 
incorporate such concepts into methodology and process, and provide assistance with 
implementation, configuration and execution of software. A too specific focus on specific 
environments or infrastructures reduces flexibility of the approach in general, however. 
 
(12) Support of dynamic execution environments and adaptivity.  Describing 
dynamic execution environments, in which the number and types of interacting system 
entities or context assumptions that about the environment are changing, requires suitable 
models and support. Context aware service-oriented systems can take location, network 
availability and topology, peer communication environment, allowable resources into 
account when providing and requiring services. Only by dynamic models is it possible to 
fully specify and verify such systems. Such models must provide abstractions of 
changing environments and provide means to model adaptivity of the software. 
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(13) Degree of standardization and community-acceptance.  Many standards exist 
ensuring interoperability and quality levels for specific application domains. They cover 
topics from process guidelines to implementation level data formats. More conventions 
and standards exist for modeling, notations, behavior descriptions etc. Approaches can be 
evaluated by the degree of adherence to standards and the degree of acceptance of these 
standards in the community. The use of standards and standardized or community-
accepted technology and conventions makes practical adoption of new approaches much 
easier and increases interoperability and formalization. 
 
(14) Degree of formality and precision.  Service-oriented approaches offer different 
degrees of formality and precision. Formally founded service notions can be based on 
rigid, precise mathematical models that define all notational elements and methodological 
operations of a system development model precisely. Such models can express system 
properties in mathematical rigor and provide means to prove them. Clear definitions 
prevent misinterpretation and enable for instance automatic code generation.  
 
(15) Level of direct applicability or generality.  Service-oriented development 
approaches can be fundamental and theoretically founded, while others may be very 
practical and provide extensive implementation and run-time support for a certain system 
class or domain. We evaluate 

(a) Direct applicability and degree of practical support 
(b) Generality and domain-independence 

 
The necessary effort of tailoring an approach for a specific application domain, platform 
or technology influences applicability. On the other hand, generality is lost the more 
technological and notational constrains an approach demands.  
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5.2.   Comparison Table 

The following table gives a structured overview of how the different evaluated service-
oriented approaches compare against each other using the criteria introduced above. 

Table 1: Comparison of Service-Oriented Approaches 

  Service-Oriented Approach 
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1.a (covers requirements) - + + + + * + 
1.b (architecture/design) - + + + + + + 
1.c (implementation) + + * - + * + 
1.d (integration/verification) - + - + + + - 
1.e (deployment/configurat.) + + + + + - - 
1.f (execution) + - - - + - - 
2.a (functional properties) *1 + + + + + + 
2.b (functional dependencies) *1 + + + + - *16 
3.a (local views) + + + + + + + 
3.b (global views) + + + + + + + 
4 (Abstraction from structure) *2 + + + + + + 
5 (Black-box interfaces) + + + + + + + 
6.a (Quality-of-Service) *3 - + *12 + *14 - 
6.b (exceptional behavior) *3 - *8 *12 - - *17 
6.c (forbidden behavior) - - - *12 - + + 
6.d (data flow, transactions) *3 - - - - - - 
6.e (security properties) *3 - - - + - - 
7 (partial specifications) - + + + + + + 
8 (under-specification) - - + + + + + 
9 (methodology and process) *4 + + + + *15 + 
10 (description, discovery) + *6 *9 *13 - - - 
11 (runtime support) + - *10 - + - *18 
12 (adaptivity) *5 - - - - - - 
13(standardizat., acceptance) + *7 *11 - - - - 
14 (formality and precision) - + + + + + + 
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15.a (direct applicability) + * * * + - * 
 15.b (generality) - - + - - + + 
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Legend:  

+ evaluation criterion fulfilled 
- evaluation criterion not fulfilled 
* evaluation criterion partly fulfilled (see remarks) 

 
Further explanations: 
1 Web services encapsulate behavior. However, behavior is not specified formally. 
Dependencies are implicitly specified by web service choreography standards. 
2 On the one hand web services abstract from structure as they encapsulate functional 
behavior. Technologies can be dynamically mapped to structures (registries, UDDI, 
discovery, etc.). On the other hand many current standards (e.g. WSDL) explicitly 
contain structural information.  
3 Additional standards exist which enable the specification of QoS attributes, exceptional 
behavior, transaction handling, security properties. 
4 There are several approaches under research to enhance web service development with 
methodology and process. However, there are so far academic and not adapted by the 
community.   
5 Due to functional abstraction and the possibility of registration and look up, adaptivity 
is supported in principle. However, adaptivity is not directly addressed in the current 
standards.      
6 Features are described abstractly and can be discovered and connected dynamically 
(DFC architecture). However, telecommunication systems are not dynamic in the general 
sense and features are predefined.     
7 There exist various proven approaches from research and development in this area that 
are also practically applied. However, these technologies are not generally accepted and 
there are several competing ones. New systems and standards (IP technology) make it 
difficult to apply the same methodologies.  
8 Exceptional behavior can be specified independently from other behavior in separate 
services and later combined. 
9 Services are specified by interaction patterns that define service access interfaces and 
protocols, as a significant part of a service description. 
10 The approach enables a direct mapping of a service model onto target architectures. 
Code generators exist that generate executable prototypes for complex distributed 
systems. 
11 The approach makes use of standard notations such as MSCs, structure diagrams and 
state transition diagrams. It provided extensions and own semantics to these notations. 
12 The methodology foresees the specification of QoS attributes, however it is not yet 
integrated in the approach.  
13 Due to the fact that services are described by formal models, discovery is possible in 
principle. However, dynamic systems are not scope of the mobilSoft project and 
therefore discovery mechanisms are not under consideration.   
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14 The approach inherently supports time specifications (real time properties). 
15 The approach supports important methodological operations (refinement, splicing, 
composition, partial application), but lacks an overall integrated development process 
that is directly applicable.  
16 Functional dependencies are expressed using required/provided attributations and their 
interpretations  [43], or through consistency/completeness checks as part of the 
methodology. 
17 The methodology covers the handling of exceptional cases by detection of conflicts, 
resulting partiality, and canonical completion.  
18 The AutoFocus execution model and the resp. infrastructure is used for runtime 
support. Because the approach targets the embedded domain, only functionality for 
implementation and deployment is used.  

6.   Discussion 

In the previous section we have compared several service-oriented approaches according 
to our evaluation criteria. We have provided a structured overview of their properties and 
have given an interpretation. Analyzing the comparison of Table 1 yields commonalities 
of the approaches and their differences. We conclude that the focus on functionality is the 
underlying paradigm of all service-oriented approaches, putting functionality in the 
center of interest and providing means to specify functionality separately and combine it.  
 
We also conclude that there are significant differences between the approaches. Not only 
do they target different development process phases, but they also have different goals 
motivated by specific problems which often are inherent to the application domains.  For 
instance, managing interactions is a major concern in the domain of embedded distributed 
systems. For web service based systems, dynamic recovery and assembly of services is 
the main interest.  
 
We can state that all service-oriented approaches provide benefits in terms of decoupling 
functionality from technical details and providing structured views onto system 
functionality. Thus, the approaches help to develop more robust, flexible and reusable 
systems. 

7.   Summary and Outlook 

In this paper, we have given an overview of several approaches and methodologies 
around the notion of service, feature and function. First, we have described the usefulness 
of such concepts by looking at the different stages in the development process and their 
views on the system with different level of abstraction and detail. We have distinguished 
the stages requirements engineering, modeling and architecture design, implementation 
and integration, and deployment and run-time. Second, we have shown existing proven 
development approaches for Business Information Systems using Web Services 
technologies and communication middleware, and for telecommunication systems, where 
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the notion of feature is prevalent. Third, we have presented several service-oriented 
approaches of our group, namely the InServe, MEwaDis, mobilSoft, JANUS/FOCUS and 
Functional Architecture Modeling approaches. 
 
In an effort to compare the different approaches we have identified and explained 15 
distinct evaluation criteria. Each criterion and sub-criterion has an explanation and a 
discussion section. The discussion shows the importance of the respective aspect in a 
service-oriented approach and possible benefits and advantages. If there is a trade-off, we 
have shown both sides of the coin. We have compared 7 service-oriented development 
approaches using the evaluation criteria and have presented the results in a table with side 
remarks where necessary. 
 
With this paper, we contribute to a common understanding of the terms service and 
service-oriented development and to general comparability of service-oriented 
development approaches from different application domains with different intents and 
purposes. This knowledge can lead to better interoperability and to the development of a 
comprehensive service notion, which is independent of any specific context. 
 
Future work will include the comparison of additional service-oriented notions and 
approaches, and steps towards establishing a common service-oriented terminology and 
comprehensive, domain-independent service-oriented approach with mappings to the 
existing approaches. Furthermore, we will work on a formalization of a common subset 
of this approach and on tool support. 
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