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Foreward

Kleene’s calculus of regular expressions and the associated regular algebra discribe in
an elegant way cyclic processes with global states. This calculus has a deep mathematical
theory and many applications to sequential programs, automata, formal languages, circuits,
etc. but less in parallel /distributed computation.

We present the “calculus of lownomials” that may be seen as an extension of the above
calculus to cope with processes having multiple entries and multiple exits, i.e., pins for
connections. Each pin may be seen as a local state and —in our view— this makes the
extension well-suited for distributed computation. Technically, the main ingredient is a
new axiomatic looping operation, called “feedback”; it connects an output to an input and
then both pins are hidden.

This new setting allows for a simple algebra for flowgraphs modulo graph isomorphism.
We claim that whenever a cyclic process is implicitely or explicitely present, a semantic
algebra as above may be constructed.

On top of this algebra one may add simple axioms to cope with correct and complete
axiomatizations for certain classical equivalences, e.g., the equivalences associated to the in-
put behaviour, bisimulation or the input-output behaviour. The so called “enzymatic rule”
which produces these complete axiomatisations is a rule to reason in a cyclic environment.

In this first part we present the kernel of the calculus of binary flownomials.

Complete proofs are given for all the results, except for some commuting lemmas used in
Chapter 11 which may be found in [Ste87b| and for which I have no better proofs.

A few references are included.

More refernces and connections with related topics, applications, particular models and
equivalent presentations for various algebraic strucutres used in this calculus will be in-
cluded in the second part.
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Chapter 1

Introduction

1.1 The calculus of regular expressions

A basic calculus for sequential computation is provided by Kleene’s calculus of reqular
expressions. It has a simple syntax and semantics. The set Exp(X) of regular expressions

over X is given by
E = FE® E|E - E|E*|0]l|z(€ X)

The expressions are interpreted as set of strings, the operations as ‘union’, ‘catenation’ and
‘iterated catenation’ and the constants as ‘empty set’ and ‘empty string’, respectively.

This calculus is a basic calculus for sequential computation and has a broad range of
applications in the design and analysis of circuits and programming languages, study of au-
tomata and grammars, analysis of flowchart schemes, semantics of programming languages,
etc.

One may wonder why such a basic calculus for sequential computation has so little
influence in the actual development of the distributed computation.! The reason, I think,
lays in one more operation used by the calculus of regular expressions which is often hid-
den by the above simple syntax and semantics. In order to handle complex objects like
automata, grammars, circuits, etc. one adds to the above syntax a matriz building oper-
ator: if a;j,7 € [m],j € [n] are expressions, then the matrix (a;;) specifies the behaviour
of a complex object with m inputs and n outputs. By changing the point of view from
‘elements’ to such ‘complex objects’, one may see that the above construction is based on
the following restriction.

Hypothesis: “If f : m — n is a black box with m inputs and n outputs and f;;,
for i € [m],j € [n] denotes the restriction of f to its ¢-th input and j-th output,
then the behaviour of f is uniquely given by the behaviour of the restrictions
fij to one input and one output.”

This is a very strong restriction and it makes the calculus unsuited to be used for distributed
computation.

'Process algebra, for concurrency inherits some features of this calculus, but it deals with a different
behavioral meaning and both the regular algebras and the regular expresions are not preserved as particular
instances of this more general theory.



1.2 Iteration theories

An algebraic setting in between regular and flownomial algebras is provided by the algebraic
theories of flowchart schemes or dataflow networks. In such a case a weaker hypothesis of
the following type may be used:?

Hypothesis: “If f:m — n is a black box with m inputs and n outputs and f;,
for i € [m] denotes the restriction of f to its i-th input (all the outputs beeing
kept present), then the behaviour of f is uniquely given by the behaviour of the
restrictions f; to one input.”

The resulting algebraic theories are more general than regular algebras and are useful to
study certain semantic models, but they fail to produce a simple sintactic model similar to
Kleene’s model of regular expressions.

1.3 The calculus of flownomials

We present below the calculus of flownomials which may be seen as an extension of the
calculus of regular expressions to the case the atoms we use have many-inputs and many-
outputs. We hope this extension will play a similar role for the distributed computation as
the classical regular calculus is playing for the sequential computation.

The calculus of (binary) flownomials is an abstract calculus that models flowgraphs
(= labelled directed hypergraphs) and their behaviours. It starts with two families of
doubly-ranked elements: a familiy of variables X = {X(a,b)}4pers (these variables denote
“black boxes”, i.e. atomic elements with two types of connecting ports) and an abstract
structure T' = {T(a, b) }apens (these elements model the messages that are transmitted via
the connecting channels); — Here M = (M, ®,0) is a monoid modelling the strings of input
and output ports. We also use the functions ¢ : ... — M and o : ... — M that give the
corresponding strings of the inputs and outputs, respectively.

The syntax of the calculus of binary flownomials is given by the following constants and
operations. The set Exp(X) of flownomial expressions is given by:

E:=E®E|E-E|E1°| A% [*°X°| V" |z(€ X)?
where a,b,c € M and m,n € IN. Their role is explained below.

The collection of flownomial expressions is obtained starting with the elements in X
and T and applying three operations: sum (or parallel composition) “®”, composition (i.e.
sequential composition) “” and feedback “1¢”, for ¢ € M. The sum f & g is always defined
and i(f B g) =i(f)®i(g) and o(f & g) = o(f) B o(g). The composite f - g is defined only
in the case o(f) = i(g) and, in such a case, i(f-g) = i(f) and o(f - g) = o(g). The feedback
f 1¢is defined only in the case i(f) = a®c and o(f) = b® ¢, for some a,b € M and, in such
a case, i(f 1) = a and o(f 1¢) = b. The acyclic case refers to the case without feedback.

2In this form the hypothesis fits the models of flowchart schems. The case of dataflow models is dual:
a many-outputs component is a tuple of single-output ones.
3The regular expression setting is a particular instance of this one, namely: A = IN and

0=A§-V), 1:i=A{(=V), f+g:=A-(f@®g)-Vi, f-g:=f-g, f=[Vi-(lef) rjTh



The support theory for connections 71" should “contain” a certain class of finite bi-
nary relations. A few classes used below are IFn (finite functions), IPfn (partially defined
finite functions) and IRel (arbitrary finite relations). At the abstract level this means
that we should have some constants that model/axiomatise these relations. The collec-
tion of constants we use for this purpose is: (block) ramification A%, (block) transposition
oX? and (block) identification V", where m,n € IN and a,b € M. Each of the above
classes of relations (and 13 other classes) may be generated using certain subcollections of
these constrants only. To specify them we use the notation zy, where = € {a,b, ¢, d} and
y € {a, 3,7, 6}. Restriction 2 = a means the constants of the type A% always have m = 1;
restriction £ = b, means m < 1; x = ¢, means m > 1; and x = d means no restriction
(arbitrary m). Restriction y is defined in a similar manner, using n of the constants VI
and the corresponding Greek letters. For example, restriction aé refers to functions (IFn),
restriction bd to partially defined functions (IPfn) and dé to relations (IRel).

For flownomials we may single out certain abstract algebraic structures to play the role
the ring structure is playing for polynomials. The critical axioms used to define them are:

e (commutation of the composition of the constants to the other elements)

frhm = A (mf)
X(gof) = (fog) "X
Vol = (nf)-vp

where f:a — b, g: ¢ — d and where kf denotes the k-times summation f&...D f.
This axiom scheme is used in two ways:

— the strong version is the one where the elemnts f, g above are arbitrary,

— the weak version is the one where it is applied only for some ground terms f, g.*
e (enzymatic axiom for the looping operation)
foy®z)=(l,®z)-g implies f1°=g 1

where z : ¢ — d is an abstract relation and f:a®c—0Dc, g:add— bD d are
arbitrary elements.’

Roughly speaking:

e an zy-ssmc (xy- symmetric strict monoidal category) is the acyclic structure defined
using the strong commutation for transpositions *X? and the weak commutation for
the other constants;

e in a strong xy-ssmc all the constants corresponding to xy obey the strong commuta-
tion axioms;

4 Ground terms or abstract relations mean terms written with the given operations and certain constants
in A%, X, V7 zy-terms or abstract zy-relations refer to terms written using the constants fulfilling the
restriction xy only.

’The equalities given by the first equation clearly refer to acyclic processes. This enzymatic axiom
allows them to be used in a cyclic environment.



e finally, an zy-flow is a strong zy-ssmc that obeys the enzymatic axiom whenever z is
an abstract xy-relation.

A large number of algebraic structures may be obtained by choosing the constants and
certain weak, strong or enzymatic axioms. This freedom gives flexibility to the calculus
which is well-suited to model various kind of flowgraphs and equivalences. A few basic
cases will be presented below.

Polynomials are classes of equivalent polynomial expressions. In a similar manner,
flownomials are defined as classes of equivalent flownomial expressions under an appropriate
relation of equivalence. Moreover, in both calculi there are two equivalent ways to introduce
the standard equivalences: (1) by using the rules of the algebra, or (2) by using normal
form representations.

For the first way, the standard equivalence ~,, on flownomial expressions may be in-
troduced as the equivalence generated by the commutation of xy-constants with variables
in the class of equivalence relations fulfilling the enzymatic rule.®

The second equivalent way to define the equivalence ~,, is to use the normal form
flownomial expressions; such an expression over X and 7 is of the following type:

((la® 21 & ...z f) 1HEIO-i)

with f 1 a®o(z1) ® ... Do(xg) = bDi(ry) & ... Di(rg) in T and x,...,2, in X.
Each flownomial expression may be reduced to a unique normal form. Two normal form
flownomial expressions F' = ((I, @21 © ... @ xy,) - f) THEVE0@n) and G = ((l, 8y D ... @
Yn) - g) 17W1S®n) are similar via a relation r € Rel(m,n) iff

1) (4)) €r=ai =y

i) f-(hboir)=,Do(r))-g.

where i(r) (resp. o(r)) represents the “block” extension of r to inputs (resp. outputs).

Below, IF'/,, [T, X] denotes the algebra of ~,,-equivalent flownomials over X and 7'

1.4 Basic results
The main results in the calculus of flownomials are of the following type:

Theorem 1.1 (Expressivness Theorem)  Various classes of flowgraphs are repre-
sented by flownomial expressions over an appropriate class of connecting theory, for ex-
ample:

e The usual nondeterministic (resp: deterministic; or partial and deterministic, etc.)
flowgraphs with atoms in X are represented by flownomials over Rel (resp: TFn; IPtn,
etc.) and X .

e Flowgraphs having connecting channels that pass values in a set D are represented by
flownomials over substructures in IRel(D).

6This means, if two terms as in the premise of the enzymatic axiom are equivalent, then the correspond-
ing terms in the conclusion of the enzymatic axiom are equivalent, too.



Higer order processes are represented by flownomials over other flownomaials.

Theorem 1.2 (Axiomatisations) Subsets of the axioms presented in Appendiz 13 give
correct and complete aztomatisations for the classes of equivalent flowgraphs with respect
to various natural equivalence relations. For example:

graph-isomorphism (case aa-strong)
A correct and complete aziomatization for flowgraphs modulo graph isomorphism con-
sists of the azioms defining an ac-flow, © where

aa-flow = B1-B10 + R1-R5 + F1-F2.

graph-isomorphism with various constants (case aa-strong + ry-weak)
The aziomatisation of flowgraphs with various constants (at the syntactic level) mod-
ulo isomorphism is provided by the azioms defining an xy-ssmc with feedback, where

xy-ssmc with feedback = aca-flow + all the axioms in A1-A19 and F1-F5 de-
scribed using constants of type Ty only

where &7 is the restriction containing xy and closed to the feedback operation.®

input (or one-way) behaviour, deterministic case (case aé-strong)
The azioms of ad-flow, i.e.

ad-flow = bo-ssmc with feedback + S1-S2 + Enzunctions

give a correct and complete axiomatization for the classes of determinstic flowgraphs
that have the same step-by-step computation sequences (or equivalently, they unfold
into the same tree).

input behaviour, nondeterministic case (case ad-strong + do-weak)
The azioms of

ad-flow over a db-ssmc with feedback

give a correct and complete axiomatization for the classes of nondeterminstic flow-
graphs with single-input/single-output atoms modulo bisimulation.

input-output (or two-way) behaviour, deterministic case (case bj-strong)
The azioms of bod-flow, 1.e.

bo-flow = bo-ssmc with feedback + S1-S3 + Enzpartial functions

give a correct and complete axiomatization for the classes of determinstic flowgraphs
that have the same step-by-step succesful computation sequences.

input-output behaviour, nondeterministic case (case dé-strong)
The azioms of do-flow, i.e.

bé-flow = all the azioms in Table (including Enzielations)

"This is the core of the algebras that occur in the calculus of flownomials.
8This means, if the constant V, is present, then L% = V, 1% should be present, too and similarly for
the dual constant A.



give a correct and complete axiomatization for the classes of nondeterminstic flow-
graphs that have the same step-by-step succesful computation sequences.

All the axiomatisation results above are proved in an abstract setting, namely in the
case the connecing components are morphisms in an appropriate abstract theory. Hence
we have uniform proofs that may be used, for example, to the case of connections made
by simple wiring relations, or by channels with message passsing, or by other flownomials.
In such an abstact setting the correctness problem consists in the preservation of the alge-
braic structure when one passes from connections to classes of equivalent flowgraphs. This
problem is solved by theorems of the following type. [In cases bd and dé the proofs are
done under some mild addtitional conditions for the connecting theory T

Theorem 1.3 (Universality Theorem)
If T is an xy-flow, then 0y, [T, X| forms the xy-flow freely generated by adding X to T.

If one replaces “flownomials” by “polynomials” and “zy-flow” by “ring”, then one gets
the classical universal property for polynomials.
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Chapter 2

Classes of binary relations as
enriched symmetric strict monoidal
categories

The aim of this chapther is to give axiomatizations for 16 classes of finite relations. These
classes may be obtained as intersections of the following classes of finite relations: total
relations, surjective relations, univocal relations (= partial functions), and injective rela-
tions.

The axiomatizations for the considered classes of relations may be obtained in block.
This possibility is based on the existence of a normal form in which all the relations may
be represented and which allows to give a syntactical characterization of the considered
classes of relations by certain natural, additional conditions (the so called xy-restrictions)
imposed to the normal form.

The axiomatization is made by equations. More precisely, for each type T of the sixteen
considered types a set of equations Er is single out such that the class of relations of type
T forms an initial algebra in the category of algebras that obey the equations Ep. The
algebras which appear in this way are symmetric strict monoidal categories enriched with
specific constants and equations.

2.1 Short presentation of the results

a) Preliminaries. An S-sorted signature (S,¥) consists in a set S of sorts and a set
Y of operation symbols together with an arity function r : ¥ — S* x S. A Y-algebra
A = ({As}ses, {oa}oexn), or simple A = (A,,04), consists in a set A, for each s € S and
a function o4 1 Ay X ... x Ay — A for every o € ¥ with 7(0) = (s1. .. Sn(0), ). A X-
morphism h : A — B between two Y-algebras A = (A, 04) and B = (By, o) is a family of
functions {hy : Ay — By}scs which preserves the operations, that is hy(oa(ai, ..., ane))) =
op(hs (ar), -, hs, ., (an(e))) for every o € ¥ with 7(0) = (s1...5u(), s) and a; € Ay, for
i=1,...,n(0).

Let Tx(X) be the Y-algebra freely generated by the S-sorted set X = {X;};cg, presented
as the Y-algebra of terms built up with variables from X. A Y-equation is a triple (X, L, R),
where X is an S-sorted set and L, R € Ty (X),, for an s € S. In the usual notation the
equation is L = R, that is L is the Left part of the equation, R is the Right part of the
equation and X is a set of variables of which the equations depends, usually being the

13



set of the variables which occur in the terms L and R. A Y-algebra satisfies the equation
(X,L,R) if hy(L) = hs(R) for every morphism h : T5(X) — A, where s is the (common)
sort of L and R.

A presentation (S,%, F) consists in an S-sorted signature (S,%) and a set E of X-
equations. We say a type of data T', as it is encountered in the literature, has an initial
presentation by equations if a presentation (S, X, E') may be given such that T"is a Y-algebra
wich satisfies the equations in F and for every Y-algebra A which satisfies the equations in
E there exists a unique X-morphism h: T — A.

b) Sorted binary relations (IRelg). For every a € S* we denote by |a| the length of
the word a, and for every j € [|a|] we denote by a; (€ S) the j-th letter of a. As we use
the additive notation “®” for concatenation in S*, it follows that a = a; @ ... ® a4

For a,b € S* define

Relg(a,b) ={f: f C|la]] x [|b]] and [(¢,)) € f = a; = bj]}.
Such an f is called an S-sorted relation from a to b.

c) The signature of IRelg. The basic operations are summation and composition.

o SUMMATION: for f € Relg(a,b) and g € Relg(c, d) the sum fdg € Relg(a®c, b d)
is defined by
fog=fuf{(al+ilbl+4): (1,5) € g}

e COMPOSITION is the usual one and is denoted by “”. So that, for f € IRelg(a,b)
and g € Relg(b, ¢) the composite f - g € Relg(a, c) is given by

frg=A04): 3k: (i,k) € f and (£, j) € g}

Beside these operations the signature contains certain constants which are interpreted as
the following particular relations:

e IDENTITY:
lo ={(3,9): i €[la]]} € Rels(a,a);

BLOCK TRANSPOSITION:
X ={(4,|b| +9): i€ [lall} U{(la|+7,75): j€[lb]]} € Rels(a® b,bD a);

BLOCK IDENTIFICATION:

Vo =A{(,0): i €[lal]} U{(Ja|+1i,i): i € [|a|]} € Rels(a @ a,a);

ADDING DuMMY ELEMENTS TO COSOURCE:

T, =0 € Relg(0,a), where 0 is the empty word;

AppDING DuMMY ELEMENTS TO SOURCE:

1% =10 € Rels(a, 0);



Table 2.1: Axioms for ssmc’s (B1-B10) and for constants
T, L,V,A (without feedback).

Bl fo@oh)=(fogoh B6 lo @ 1y = o
B2 lyof=f=fdl B7 aXP XY = lyay
B3 (g-h)=(f-g)-h BS  *X'=1,
B4 l,-f=f=f-1 B9 axb®e = (eXb B 1,) - (I, B *X°)
BS (fof)-(gag)=f-gaf-g B (fog) X=X (g0 /)
for f:a—cg:b—4d
A (va@la)' a:(|a®va)'va A° /\a'(/\a@la):/\a'(la@/\a)
B IX* -V = Vg4 B A® XY = N
C (Ta®ly) - Vo =lq4 Ce AN (LD ,) =g
D \/a'J_a:J_a@J_a De Ta./\a:‘ra@‘ra
E Ta'J_azlo
FoVe A=A A (l, X D 1,) - (Vo D Vy)
G A V.=,
SVl To=ly Svie 19=1,
SV2 T =T, DTy SV20 1 — jogq )b
SV3 Vo =lo Sv3e Al =1,

SVA Vagy = (Il DX D 1) - (Vo @ V) SV4A? A0 = (A ALY (1, DX D 1)

e BLOCK RAMIFICATION:
AN =A{(,0): i€ [lal]} U{G,|a|+1i): i€ la|]} € Rels(a,a® a).

In this way IRelg becomes an algebra having the signature (S* x S*, X)), where X consists of
the binary operations “®” and “” and the O-ary operations (constants) lo, *X?, Vg, T4, L9,
and A®.

d) A presentation of Relg. A presentation of Relg using the above signature is
given in Table 2.1. This shows that Relg is a symmetric strict monoidal category (axioms
B1-B10) enriched with auxiliary constants which satisfy the basic axioms A-G and A°-D°
and the axioms of type SV or SV°. These latter axioms show how the vectorial constants
may be expressed in terms of scalar ones (“vectorial” means V,, T,, L% A% for |a] > 0,
while “scalar” is the same, but for |a| = 1). Note that the axioms B6 and B8-B9 are of
the same type.

Some parentheses are omitted in Table 2.1 using the convention that composition binds
stronger than summation.

It is easy to see that the identities in Table 2.1 hold in IRels.

e) Particular classes of relations (semantically defined). From the semantic
point of view we are interested in studying the following properties of a relation f €
Relg(a,b):

P1) fis total: (Vi €[|a|])(3j € [|0]]): (i,7) € f;



Table 2.2: Restrictions on the indices m; and n; used in
the representations of relations.

(a) allm; =1 () alln; =1
(b) all m, <1 (8) allng <1
(c) allm; >1 (v) allm; >1
(d) arbitrary m; (6) arbitrary n;

P2) f is surjective: (Vj € [|b]])(Fi € [|al]) : (i,7) € f;
P3) f is univocal (functional): Vi € [|a|], j,k € [|b]] : [(4,7) € f and (i, k) € f = j = k];
P4) f is injective: Yk € [|b]], 4,7 € [|a|] : [(4,k) € f and (j, k) € f =i =7]].

These properties are very independent and their combinations give the sixteen types of
finite relations for which we shall find initial presentations by equations, see Table 2.3.

f) A syntactical representation of relations. For a € S* and n € N we inductively
define the derived constants VI € Relg(na,a) and A% € Relg(a, na) by

V=T, NG =1°
v"+1 (Vs l,) -V L =A (AL D,).

Note that \/(ll = /\‘11 = lg, \/2 =V, and /\(21 — AQ,
In Section 3 we shall prove that every relation f € Relg(a,b) may be represented in the
following form

= (> AE)-far (X vy ()

j€llal] iellol]

where f, is a bijection. Moreover, f, may be represented in terms of “”, “®”, I, and *X°,
for example as a composite of bijections of type I, @ °X?¢ @ 1,,.

g) Particular classes of relations zy-Relg (syntactically defined). We may define
16 types of finite relations by imposing certain restrictions on the indices m; and n; used
in representation (*). These restrictions are shown in Table 2.2.

Notation 2.1 (zy-Rely)

Let x € {a,b,c,d} and y € {«, (3,7, 6} be two restrictions as in Table 2.2. We denote by
xy-Relg the set of all relations having at least one representation (*) satisfying restrictions
r and y. O

h) Relating syntax and semantics. The restrictions zy give natural classes of
relations xy-Relg which coincides with the classes of relations defined by the properties
P1-P4 defined in e). These classes are presented in Table 2.3. (It is obvious that every
xy-Relg has the properties corresponding to zy shown in column 3 of Table 2.3. The
oposite implication follows from Theorem 2.8.)

The main results of this chapter correspond to the sixteen lines of Table 2.3. Each
line has the following structure. A class of finite relations is defined by the properties in



Table 2.3: Axiomatisation of several classes of relations

Res-  Signature = Properties The class of relations represented Presentation = B1-B10 plus Equivalent
tric- {®,-, 1, X} by zy-IRelg notation
tion  plus for zy-IRelg
ace - 1,3,24 bijective functions - Big

af? T 1,3,4 injective functions SV1-SV2 IIng

a~y \Y% 1,3,2 surjective functions A.B.SV3-5V4 Hurg

ad T,V 1,3 functions A-C,SV1-SV4 [Fng

ba 1 3,24 converses of injective functions SV1°-5V2° Ing*

b3 L, T 3.4 partial injective functions E, SV1-5V2, SV1°-5V2° IPIng

by L,V 3.2 partial surjective functions A.B,D.SV3-SV4, SV1°-SV2° IPSurg

bo 1. T,V 3 partial functions A-E,SV1-5V4, SV1°-5V2° Pfng

ao A 1,2,4 converses of surjective functions A° B° SV3°-SV4° Surg'

af? AT 1,4 converses of partial surjective functions A B?D°?, SV1-SV2,S5V3°-S5V4° IPSurg?
ay A,V 1,2 surjective and total relations AB.F.G, A°B°, SV3-5V4,5V3°-5V4° $TRels
ad A, T,V 1 total relations A-C.F,G, A, B°,D°, SV1-SV4,5V3°-5V4° TMRelg

ao LA 2,4 converses of functions A°e—(C?,SV1°-SV4° IFng'

af? L AT 4 injective relations E, A°-D°, SV1-SV2,SV1°-5V4° IPfng'

ay LAV 2 surjective relations AB.D.F,G, A>-C°, SV3-SV4,SV1°-SV4°®  $Relg

ad L. AT,V - relations A-G, A°-D?, SV1-SV4,5V1°-SV4° Rels




Figure 2.1: Relations

column 3, is denoted as it is shown in column 6, and its elements are known by the name
indicated in column 4. The class is (syntactically) characterizated by the fact that its
elements have at least one representation (*) satisfying the restrictions indicated in column
1. An equivalent (semantical) characterization is the property that the class is an initial
algebra in the variety of algebras defined by the signature in column 2 and the equations
in column 5 (see Corollary 2.25).

The class of relations under consideration may be ordered using the relation of inclusion.
The resulting ordered set is presented by the Hasse diagram in Figure 2.1.

i) The results. In order to get a presentation for one class of finite relations consid-
ered above one choses those equations in Table 2.3 using the operations in the signature
associated with the considered type of relations only. The resulted sets of equations are
given in column 5 for each particular case. Corollary 2.25 contains the following result.

Theorem 2.2 FEach of the sixteen classes of finite relations may be presented as an initial
algebra in the variety of algebras defined by the signature in column 2 and satisfying the
equations in column 5 of Table 2.3. O

j) Extensions. The above axiomatisation is useful for the study of the acyclic flow-
graphs. In order to apply it to the study of the cyclic flowgraphs one has the extend the
axiomatisation by adding a looping operation. In Theorem 6.4 of this paper we give the
axiomatisations obtained by adding the feedback as the cyclic operation.



2.2 Bijections (aa-Relg) and symmetric strict monoidal
categories (ssmc’s)
Definition 2.3 We say B is a strict monoidal category (shortly, smc) if:
e B is a category (B, 1,);
e the class of the objects of B forms a monoid (O(B),®,0);

e an operation of summation on morphisms is given (also denoted by “@®”):

@ : B(a,b) x B(c,d) — B(a® ¢,b® d)

and the axioms B1-B2 and B5-B6 in Table 2.1 hold.!

A symmetric strict monoidal category (shortly, ssmc) is a smc enriched with

e constants X: for a,b objects in B

“X> € B(a @& b,b® a)

and such that the axioms B7-B10 in Table 2.1 hold.

A morphism between two smc’s (resp. ssmc’s) H : B — B’ is a functor whose restric-
tion on objects is a monoid morphism and which commutes with summation (resp. with
summation and constants ®X). ? O

Using the sematical definition (i.e., column 4 in Table 2.3) it is easy to see that each of
the 16 classes zy-IRelg is a csms. Using B7 it follows that the following identities hold in
a SSIC:

B8’ 0Xe =1,
By  99hXe = (I, & °XC) - (“X° @ 1,)
Lemma 2.4 The following identities hold in a ssmc:
(1) axb@edd (|b @ exd @ |a) _ (IaEBb @ ch) . (axb@d B |C) . (lbead @ axc)
(2) (aEBbxc B 1) - (lega D bxd) = (logp ® cxd) (1, ® bXd ) - a®ddbyc
Proof: (1) Using B10 and then B9 we get

abeBc@d . (Ib D cxd D |a) — (|a D Ib D cxd) . abeBdGBc
(lagp ® XT) ("X D 1) (Ihpa © “X°)

!Hence a ssmc is defined by B1-B6.

’E.g., H : B — B’ is a morphism of ssms’s if it is given by a morphism of monoids h : O(B) — O(B’)
and a family of applications H : B(a,b) — B'(h(a),h(b)) obeying the commutation rules: H(f -g) =
H(f)-H(g); H(f®g)=H()®H(9); H(la)=lna); H(®X)=MoXMH.,



(2) Using in turn, B7, B9” and B10 we get

(a@bxc © Id) (Iceaa b bxd) = (IaGBb b CXd) (laeab © dXC) (a@bxc D ld) (Iceaa b bxd)
— (|a®b D cxd) . a@b@dxc . (Ic@a D bxd)
= (laws ® X)) (I, ® XD I) - “OIEbXC
@

Theorem 2.5 For every ssmc (B, ®, -, lq,X?) and for every morphism of monoids h :
S* — O(B) there ezists a unique morphism of ssmc’s H : BBig — B whose restriction to
the objects coincides with h.

Proof: Since on objects H coincides with h, the only problem is the definition of H on
morphisms.

We prove by induction on n that there is a function H which maps an g € Big(c,b)
with |¢| <nin H(g) € B(h(c), h(b)) such that

—_

(|a) Ih(a) if|a| §n

(aXb) = Ma)xh) if [a®b| <n

(f ) (f)H(g) lff € IBig(a,b), g€ IBis(b,C) and |a| <n
(f®g) (f)®H(g) iffEIBiS(aab)a gEIBis(C,d) and |G@C| <n

[\

H
H
H
H

oo
SN N e

For n = 1 we define H(ly) = ly and H(ly) = lp(s), for s € S. It is obvious that the above
properties 1-4 hold.

Suppose we have defined H for all g € Big(c,b) with |¢| < n and obeying properties
1-4. Now, we define H for bijections of length n as follows:

Let f € Big(a,b) with |a| = n. For an i € [|a|] denote a = o’ @® a; ® o” with
|a’| =i —1 and similarly b = b @ by;y © b” with |0'| = f(i) — 1. Then there exists a
unique f; € Big(a' & a”,b' & b") such that

f= (Ia’ D aixa”) (fz ©® lai) (Ib’ © b”xai)
So that it is natural to define H(f) as E;, where

E; = (Ingary ® "MXM (H(f;) @ Inay) (Ingry ® MOIXMaD)

The problem now is to show the definition is correct, i.e. the morphism E; does not
depend on i. For this, suppose 7,57 € [|a|] are two different indices, say ¢ < j. Let
a=d ®a;®ad" Da;da" with |[¢'| =i—1and |¢' ®a; ®a"| = j—1. There are two cases:

o f(i) < f()
o f(i) < f()

Since there is small difference between them, we prove the correctness of the definition only
for the second case.
As f(i) > f(j) we may write b =V ©a; & 0" & a; & 0" with |b'| = f(j) — 1 and
b/ & a; &Y' | = f(i) — 1. It is clear that it is a unique g € Big(d' ®a” & a"”, V¥ S V" S ")
such that
fi = (lwgar & 9X¥) (g @ 1a;) (ly & OV7X)



f] — (Ia, EB aixa!!@a”’) (g EB Iaz) (Ib’@b” @ bN/Xai)
Using the inductive hypothesis we get

H(f;) = (n@ean & "IXMED) (H(g) © lngay)) (In) S "COIXA))
and similarly for H(f;). By substituting this in E; we get

(1) B = (lhuy® hai) X h(a" ®a;a’™)) (In(arepar) © h(ag)xh(a") Itan))
(H(g) © Inayoan) (Inwy @ M OIXG) @ 10 3) (I payapry & "OIXRE))

and similarly

E_] — (Ih(a’@aieaa”) @ h(aj)Xh(a’”)) (Ih(a’) @ h(ai)Xh(a”@a”l) EB Ih(aj))
. (H(g) D |h(ai®aj)) (|h(b,@b,,) ® h(b"" )y h(a:) o) |h(a]_)) (|h(b,) D h(b”@ai@b’ﬂ)xh(a]‘))

By axiom B7,

_ ha)xh(a;) .

lh(aieaaj) = . h(aj)xh(ai)

Ih(a;@a;)
and using B6 we get
(2) E; = (Ih(a’eaai@a”) D h(aj)xh(a”')) (lh(a') @ Mai) Xh(a"&a™) g |h(aj))
. (Ih(a’eaa”@a”’) @ h(ai)Xh(aj)) (H(g) @ Ih(aj®ai)) (hl(b’@b”@b’”) @ h(aj)xh(ai))
. (Ih(br®b//) @ h(")xhai) g |h(aj)) (|h(b,) @ h(b”@aieab”’)xh(aj))
Using Lemma 2.4 and axiom B6 we find that the product of the first two factors in (1) is

equal to the product of the first three factors in (2) and the product of the last two factors
in (1) is equal to the product of the last three factors in (2), hence

B =E,
Consequently, we may correctly define H(f) by

H(f) = (lh(al@...@ai,l) D h(ai)Xh(ai+1®...®an)) (H(fz) D |h(ai))

. (lh(blea...eabf(i),l) @ h(bf(i)+169---69bn)xh(ai))

Finally, let us check that with this definition H fulfills conditions 1-4. Condition 1
obviously holds. For 2, in the nontrivial case a # 0, say a = ¢ & s with s € S, we see that

HEX) = (o ® "X0) (H(X) & ) (s & "OX')
— ( h(s Xh(b)) (h(c)xh(b) D Ih(s))
h(c)EBh(s Xh
a)xh
For 3, assume f € Big(a,b), g € Big(b,c¢) with |a| = n. Take an i € [|a]|] and write

a=d &a;®ad" with |d'| =i—1, b=0Ba;®V with [V/| = f(i)—landc=c Da; B
with || = g(f(i)) — 1. If we denote by g; the bijections associated to ¢ in the same way
the bijections f; were associated to f, then we get

f-g= (|a, P aixa”) (fi “gra) D |ai) (|C, ® C”Xai)



H(f) - H(g) = (Inw)®"OXMD) (H(f;) ® Ingasy) (ngy ® "CIXE)
Iy @ "eIXPOD) (H(gf(z ) ® Inar)) (Ingery & "IXMD)
(Ih(a/) &) (ai)Xh(a ) (H( )@ Ih( )) (Ih,(c’) P h(c )Xh(az))
= H(f-9)
The verification of condition 4 is easy.

Consequently we have defined by induction a morphism of ssmc’s H : Big — B. It is

obvious that this is the unique ssmc-morphism whose restriction to objects coincides with
h. O

Corollary 2.6 Big is an initial object in the category SSMCg of those ssmc’s which have
S* as the monotd of objects and whose morphisms are all the morphisms of ssmc’s which
preserve the objects. O

From these results we get the following computation rule:

If two expressions built up with “7, “®”, 1,,°X" (a,b € S*) specify the same
S-sorted bijection when thay are interpreted in Big, then they specify the same
element when they are interpreted in an arbitrary ssmec.

For example, it is easy to see that for an expression g from a $b& ¢ to o' b & ¢, built
up with the specifies constants and operations, the expressions

E = (Ia ¥ xxb@y@c) (|a®b B VXD Ia:) (g D ly@:ﬂ) (Ia’ ¥ bl@crxy D Ix) (la’@y@b’ D Clxx)
and

B = (lagwzap B YXC) (I, & zxboe g |y) (lgspee B “XY)
(99 lyas) (loapae D YX®) (lugy ©XT @ 1,) (I @ VOrEIXY)

represent the same bijection when they are interpreted in the ssmc
IBi{a,b,c,a’,b’,c’,x,y}(CL bxd b D Yy D C, CL, ) Yy b bl DxPh c’)

(see Figure 2.2). Hence E and E’ represent the same morphism when they are interpreted
in an arbitrary ssmec.?

Another consequence of Theorem 2.5 is the possibility to denote shortly the ground
terms in a ssmc. Suppose we have a usual bijection p[n| — [n] and n, —not necessarily
different— objects aq,...,a, in a ssmc B. We denote by

(0(1)a,9(2)ay - --(M)a,) € Bla1 © ... D apn,y Ap1() D ... D ap-1(n))

the morphism of B (sometimes called abstract bijection) obtained in the following way.
Take n distinct symbols x4, ..., z, and let

(NS IBi{:z:h...,zn}(l'l D...0%Tp, Tp-11)D... D :L‘(p—l(n))

3A formal proof of this statement is given in Lemma 2.4.
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Figure 2.2: Example

be the multisorted bijection which coincides with ¢, i.e. (i) = (i), Vi € [n]. Cf.
Theorem 2.5, there exists a morphism of ssmc’s H which extends the monoid morphism
h:A{zy,...,z,}* — O(B), where h is defined by mapping z; to a;, for i € [n]. Then we
define

(D) £(2)ay - - - (n)a,) = H(P).

With this notation the morphisms £ and E’ above may be simply written as
E= E, = (1a5x2b4y3c) (g ) IyEBa:) (la’3b’5c’2y4x)-

Proposition 2.7 Suppose we are given a usual bijection ¢ : [n] — [n], a ssme B and n
morphisms f; € B(a;,b;), Vi € [n]. Then,

(fro. @ fa) (e - 0()b,) = (@(L)ay -+ 0(M)ay) * (fo10) B -+ D fomr(ny)

Proof: Since every bijection ¢ is a product of transpositions of the type I, &X' &1, , o,
it is enough to prove the proposition for such bijections. In such a particular case the
identity may be written as

(fl S...0 fr D fr+1 D fr+2 D fr+3 S...0 fn) ’ (Ibl@---@br D br+1Xbr+2 D IbT+3@---@bn)
= (luo.ga © X" Dy 0 00,) (LD OfOfrin® fr® friz® ... O fa)

and obviously holds in B due to axiom B10. O

We finish this section with some computation rules for the above representations of the
abstract bijections.

o I, =(1,)

o (0(1)ay ---0(m)a,,) & (T(L)py .. T(n)y,)

= (0(D)ay - -~ 0(m)a,, (T(1) + M)y - .. (T(n) +m)p,,)

o If a; = by(;), Vi € [n], then

(0(ay -+ 0(n)ay) - (T(L)s, - T(n)p,) = (T(0(1))a, - - . T((n))a,,)



_______________________________________
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o (0(L)ay - 0(Datwar ---0(n)a,) = (T(Vay - T(D)ar7(0 + Vg ... T(n + 1)4,),
where for j € [n + 1]

a(j) when 1<j<i and o(j) < o(i)
() = o(j)+1 when 1<j<i and o(j) > o(i)
o(j—1) when i<j<n+1 and o(j—1)<o(i)
o(j—1)+1 when i<j<n+1 and o(j—1) > o(i)
o (0(1)g...0(i)o...0(n)a,) = (T(D)gy - .- T(0 = 1)y, T(D)asy, - - - T(n = 1)q,),

where for j € [n — 1]

a(j) when 1<j<i and o(j) < o(i)

. o(j)—1 when 1<j<i and o(j) > o(i)
() = o(j+1) when i1 <j<n-—1 and o(j+1)<o(i)
o(j+1)—1 when i<j<n—1 and o(j+1) > o(i)

2.3 Normal form of relations

We start with an example. Suppose that S D {s,t,u,v} and let us consider the relation
F=A(13),(1,1),(4,1),(4,5),(3,2),(5,2)} € Rels(a, b)

wherea =s @t Dvdsdvand b=sDvdsdud s, see Figure 2.3.(a).

A relation f may be represented as it is shown in Figure 2.3.(b) using the following
method:

First, to every arrow (j,7) € f we attach a sort, namely a; (which is equal with b;).



Then we order all the pairs (j,7) in f by using the lexicographical order
(3.1) (j,3) < (j',i") <= j<j or(j=j andi<?)

and we obtain the upper side of the rectangle fs.
Next, in a similar way we order the pairs (j,7) in f by using the antilexicographical
order
(3.2) (4,1) < (j',i'y <= i<i' or (i=7and j < j)
in order to obtain the lower side of rectangle f.
Finally:
— the arrows of the bijection f, are obtain by connecting the pairs (j,4) of the

upper side to the pair (j,7) of the lower side

— the function f3 corresponds to the projection on the second component ¢(j,7) = i
and

— the relation f; is the oposite of the projection on the first component p(j,7) = j.

Consequently, we get a decomposition of f as

fi+ fa- f3, where

fi= N BN BN S A A,
f2 is a bijection and
fai=Viaovievievievl.

A representation of a relation f in the form f; - fy - f3, with fi, fo and f3 as above, is
not unique mainly by two reasons:

e the pairs in f may be arranged in another linear order, hence the bijection f; is not
unique;

e more than one path may connect an input 5 with an output .

However, we may get a unique normal form representation by putting additional restrictions
to the representation as in the next theorem.

Theorem 2.8 FEvery f € Relg(a,b) may be written in a unique way as fy - fs - f3, where
(i) fr=A% @& ...0 Akl withm; >0, Vj € [|al],
fa from Big and
fs =Vl @ ...V withn; >0, Vie[[b]];
(11) for every (j,i) € [ there exists a unique pair (k,k') € fy such that (j, k) € fi and
(klai) S f37.

(1ir) for every j € [|al] the restriction of fy on the set |miay ® ... & mj_qa;_1|+ [|mja ||
is an increasing function and for every i € [|b|] the corestriction of fy to the set
|niby & ... B ni_1bi1 |+ [|nib;|] is an increasing partial function.

Proof: Let f € Relg(a,b). Denote



bi

Figure 2.4: Standard representation

m; = card{i € [|b]]: (j,i) € f}, for j € [Ja|] and
n; := card{j € [|a|]: (j,7) € f}, for i € [|b]].

By using the lexicographical order (3.1) we may write the pairs of the relation f asin the
upper side of the rectangle in Figure 2.4, where 1 < i} < i} < ... < z{n] < |b|, Vjel(lal.
Similarly, using the antilexicographical order (3.2) we write the pairs of f as in the lower
side of the rectangle in Figure 2.4, where 1 < ji < jj < ... <j. < |al|, Vie[[b]].

Define f; and f3 by the equalities in (i); these relations are described in the upper and
the lower part of Figure 2.4, respectively. In order to define bijection f, for each (i,7) € f
we draw an arrow inside the rectangle from the pair (4,4) of the upper side to the pair (7, %)
of the lower side. Formally, for every j € [|al|], u € [m,], i € [|b]] and v € [n,]

folmi+...4+mj1+u)=n+...+n1+0

iff
(7,0) € f, w=card{(j,r) € f: r <i}and v = card{(r,i) € f: r < j}

First we check (i). For (j,7) € f, if w and v are defined as above, then using the
observation that (j, my +...+mj_y+u) € fi and (ny +...+n,_1 +v, 1) € f3, it follows
that (j,i) € fi- fo- fs, hence f C fi- fo- fs.

Conversely, if (7,7) € fi-fo- f3, then there exists u € [m;] and v € [n;] such that (5, mi+.. .+
m;_1+u) € fi, fo(mi+...+m;_1+u) =n+...+n;1+vand (ny+...+n;_1+v, i) € fs.
Using the definition of fy we get (j,7) € f, hence f1 - fo- f3 C f.

For (ii), let (k, k') € fo be such that (j,k) € f; and (K',i) € f3. From (j,k) € fi it
follows that there exists u € [m;]| such that k =my + ...+ m;_1 + u. From (¥',i) € fs, it



follows that there exists v € [n;] such that k' =mn; + ...+ n;_; +v. From the definition of
f2 it follows that w = card{(j,r) € f: r <i} and v = card{(r,i) € f: r < j}. This shows
that the pair (k, k") is unique with the requered properties.

For (iii), let j € [[a]]. The function (T ae..0m; 1a; 1 D lnja; © Tmjira410.0maa.) * f2
is increasing due to the fact that all the pairs (7,4),..., (J, zﬁn]) from the definition domain
appear in the lower side of the rectangle in the same order. The other property follows in
a similar way.

Finally, we show the decomposition of f is unique. Suppose f| - f - f} is another de-

composition of f fulfilling conditions (i), (ii) and (iii). Using (i) we get some numbers m
and n; such that f| = /\fnl,1 D...HA ‘“" and fi = V' & ... & \/b"”I Using (i) we get

my = card{i: (j,i) € f} = my, Vj € [|a]] and sumlarly n; =n;, Vi€ [|b|]. Finally, by

(iii) we get f5 = f2, hence the decomposition is unique. O

Convention: In order to shorten the formulas we write > icn] Wi instead of a1 B ... D a,.
Since the summation “4” is not a commutative operation, the sum may be meaningless.
To avoid this ambiguity we use the convention that the indices are taken from a linearly
ordered sets and summation is done in the increasing order of indices. When nothing else
is said and the indices are numbers in IN the order in “less than”.

In the rest of this section we are looking for a connection between an arbitrary repre-
sentation of f € Relg(a,b) and the standard one. For the standard representation of f we
keep the notation used in the statement of Theorem 2.8.

Theorem 2.9 If f = f| - f} - fi is a representation of f € Relg(a,b), where

= > A and fi= ) \/,,
j€llal] i€[[b]]

then there exist

hj € Big(mjaz, mia;), fori € [|al] and

j
gi € Big(njb;, n;b;), fori € [|b]]
such that

F=H 003 hy) - o (D 9]+ f4

j€[lal] ief[b]]

gives a representation of f which satisfies condition (iii) in Theorem 2.8.

Proof: The problem clearly reduces to the following one: Show that for a usual bijection?
¢ € Bi(my+...+my, ny+...+ny)

there exists bijections

o; € Bi(m;, m;), for j € [r] and

iBi (without index) denotes the unisorted case, i.e. Big for an S with a unique element.



7; € Bi(n;, n;), for i € [s]

such that the bijection
(o1®...00.) - (MB...DT)

obeys the following conditions:

the restrictions to all sets A; = my+...4+m,_1+[m;], j € [r] are increasing functions
and

the corestritions to all sets B; = ny + ...+ n;_y + [n;], @ € [s] are increasing partial
functions.

The first step is easy. Since every injection may be made increasing by an appropriete
permutations of the source elements, i.e.

Vf € ln(m,n) g € Bi(m,m) such that ¢ - f is an increasing function

we find bijections ¢; € Bi(m;, m;) such that for every j € [r| the restriction to A; of the
bijection (oq @& ...® 0,) - ¢ is an increasing function.

Next, we apply the same procedure to the cosource. Since every converse of injection
may be done increasing by an appropriate permutation of the cosource elements, i.e.,

Vf € In"'(m,n) 3Ig € Bi(n,n) such that f - g is an increasing partial functions

we find bijections 7; € IBi(n;, n;) such that for every i € [s] the corestriction to B; of the
bijection ¥ = [(01 & ... B 0,) - |- (11 B ... D7) is an increasing partial function.

The only problem is to show that the last transformation preserves the first property,
i.e. it produces a function ¢ such that for every i € [s], the restriction of ¢ to A; is still
increasing. In order to prove this, take an arbitrary j € [r] and arbitrary u,v € A; such
that v < v. There are two cases:

(i) Suppose both elements [(oy @ ... D 0,) - ¢](u) and [(oy D ... S 0,) - ¢](v) belong to
the same set, say B;, for an i € [s]. It follows that ¢(u) € B; and ¢(v) € B;. Since
u < v and the corestriction of ¢ to B; is increasing, we get ¢(u) < ¢(v).

(ii) Suppose there are two indices i # i’ in [s] such that [(o7 & ... D 0,) - ¢](u) € B; and
(o1& ...80,)-¢|(v) € By. Since (01 & ... & 0,) - ¢ is increasing on A; it follows
that 4 < i'. So, i <7, (u) € B; and ¥(v) € By, hence 9(u) < ¥(v).

Now the statement of the theorem follows from the property just proved and the iden-

tities A, - hj = AV > for j € [|a]|] and g; - Vb = \/b , for i € [|b]]. [In a degenerate case

]

m; = 0 (resp. n; —O)Wetakeh =lo (resp. gi=1p).] O

The importance of property (iii) comes from the following fact: If a representation
f=fi-f5- f5 as in Theorem 2.8 satisfies condition (iii), then all the arrows of fj belonging
to paths connecting two elements j and 7 are parallel and grouped one near the other. More
precisely, if for j € [|a|] and i € [|b|] we denote by

pji = card{(k, k') € f3: (j,k) € fi and (K',i) € f3}



Figure 2.5: An arbitrary representation (c) of the relation in Figure 2.3.(a) and the steps
(c1) & (¢2) towards a representation (d) obeying (iii) of Theorem 2.8. (See Theorem 2.9)

then we get

U my+ D pt+k)= D ni+ D puitk, VkE[pl

te[j—1] teli—1] teli—1] te[j—1]

This property shows that f; may be obtained from f, by a multiplication of arrows.
For example, in Figure 2.5 we have

5y = (12513221624,)

while
fo = (11513121614,)

We shall express this in a theorem, but we need a notation to state it.



Notation 2.10 (fs, f2%  fza, f20)

We denote by f. the <-ordered set of all the pairs in f and by fiz the number of the
pair (j,) in f<, counted in the increasing order.

Similarly we define f.. and fZz by using the order <®. O

Let us note that with this notation the definition of f; from the standard representation
of f becomes simple:

F(f5) = fL
Moreover, with the notation introduced before Proposition 2.7 we have
fo=(-(fL)a---),

where the generic term is indexed by (j,4) and this pair varies increasingly in f..

Theorem 2.11 Suppose f = fi - fo - f3 is the standard representation of f € Relg(a,b)
and p;; = card{(k,k") € f3: (j, k) € f| and (K',i) € fi}.
If f = f1-f5- [ is a representation of f which satisfies condition (iii) and

f1 = 2Zjefal /\Z];;, f5 = Sicqp V> then

f= o (g )
where the generic term is indexed by (j,1) and this pair varies increasingly in fo. O

Actually, this shows that f; is the extension of f, obtained by multiplying of p;; times
the arrow going from the pair (j,1).

Finally, let us note that with the above notation the identity in Proposition 2.7 (applyed
for f, and the morphisms g;; : a;; — b;; for (j,i) € f) may be written as:

(> g G () = (o (g - O 22 g3)

(G)ef< (4,)€f<a

2.4 A universal theorem for zy-Relg

The theorem we shall prove in this section is about the structures zy-IRelg, where z €
{a,b,c,d} and y € {«,,v,6} are two parameters as in Table 2.2. We may suppose
xy # ac« since the corresponding theorem in the case x = a and y = a was proved before
(Theorem 2.5).

In the sequal we shall use the bijection® @3, . : m(ns) — n(ms) given by
® Von = Pmo = lo;
e if m > 1,n>1, then for i € [m|, j € [n]

Grunlmli = 1)+ ) =n(j = 1) +i

Definition 2.12 (zy-object)
Let B be a ssms. We say an object a in B is an zy-object if for every m satisfying

restriction x and every n satisfying restriction y there are given morphisms A% € B(a, ma)
and V? € B(na,a) such that the conditions in Table 2.4 hold. O



Table 2.4: Axioms for zy-objects written with the extended constants A7, and V.

PO Vi=n0=]I,.

IPL AL - (Zjeim Amy) = NS e pm; 1 mand my, for j € [m] satisty restriction x;
(Xiep) Vai) - Vo = Vg emm if n and n;, for i € [n]) satisfy restriction y.

If F: Big — B is a morphism of ssmc’s such that F(s) = a for an s € S, then:

IP2 A

¢ -F(f)=ng  forevery f € Big(ms,ns), if m satisfies restriction z;

F(f)-vi=vl forevery f € Big(na,na), if n satisfies restriction y;

a

IP3 Vi - AL = (Ziem) M) - F(nm) - (Ziepm Vo), i m and n satisfy

a m

the restrictions x and y, respectively.

P4 ALV =1

@Vl =1,, ifn>1and n satisfies the restrictions = and y.

It is easy to check that in the categories xy-IRelg every object is an xy-object.

Theorem 2.13 Let xy be a restriction and B a ssmc.
If h: S* — O(B) is a function which maps every s (€ S) to an xy-object h(a) in B,
then there exists a unique morphism of ssmc’s H : xy-IRelg — B such that for every s € S:

o H(s)=h(s);
o H(AS) = AMS) | for every m satisfying restriction x; and
o H(V?) = Vis)» Jor every n satisfying restriction y.

Proof: By Theorem 2.5 there exists a unique ssmc-morphism F' : Big — B whose
restriction to objects agrees with h. For every xy-relation f € zy-IRelg(a,b) and every
representation of it

f= (EJG [\ ) fz ( ie(|b] Vb )
such that f, € Big, all m} obey x and all n; obey y
we define H(f) := E, where

E = (Sjefaphng” ) F(f3) - Siequ vh(b))

The first problem is to show the definition is correct. It is easy to see that the definition
works for all xy-relations. Much more complicated is the proof that the result does not

5Tt naturally rearranges m groups of n elements in n groups of m elements.



depend on the the particular representation we choose. To this end we use the standard
representation of f, i.e.

f_(Eje\al ) fa- ( i€(|o]] Vb)

(Since f is an xy-relation, it follows that all the indices m; obey restriction z and all n,
obey restriction y.)

Let f = f| - f5 - f3 be a representation of f as in the above definition of H. Using
Theorem 2.9 we find bijections h; € Big(m)a;, mia;), for j € [|a|] and g; € Big(nib;, nib;),
for i € [|b|] such that the representation

f=H-ffs
fulfills condition (iii) in Theorem 2.8, where f5' = (X;ciaihy) - f5 - (Sicgp)9:)-

Using IP2 it follows that

E = (Sicga) A F(h)) - U2 - (SicquF(9) - Vi)
= (ZjefapA h(a]) F(£3) - (Ziequ) vh(b))

Denote
pji = card{(k,k") € f3: (j, k) € f{ and (K',i) € f3}

For (j,i) € f we have 1 < p;; < min{m},n;}, hence p;; obeys restrictions z and y.
Using Theorem 2.11 we get

E = (Sjcta) M) (SiepiyA)) - F(f3) - (Sienn)(Sier—0)Ve") - Viie)
= (SietaiMme?) - (Cgaes M) - (o (FZ)psintay) - )
+(BGiiera Vi) - (SietpnVaie,))
Using Proposition 2.7 (in the form that has been written below Theorem 2.11 ) we get

(E(j Z)€f< /\pj(a/)) : ( . (fi,g)Pj,ih(aj) . ) = F(f?) : (E(j7i)6f<a /\pj(a/))

By replacing this in the above expression we get

E = (SicqaAns?) - F(f2) - (Sgaesca At Vi) - (Siems) Vo)

Pj,i

Finally, a; = b;, for every (j, 2) € f, hence by IP4 we get

E = (SjepapAme?) - F(f2) - (Sicqon Vo))

and this shows the definition of H does not depend on the representation f = f{ - f} - f3
we have started with.

Using the standard representation for an f € Big(a,b) and IP0 we get
H(f) = F(f)
i.e., H extends F'. Moreover, it is also easy to see that

H(A,) = AL

m



for an m obeying restriction x and

for an n obeying restriction y.

Next, we show h commutes with the operations. In order to prove

H(f-g)=H(f) H(g)

for f € zy-Relg(a,b) and g € zy-Relg(b, ¢) we use the standard representation of f with
the notations in Theorem 2.8 and the standard representation of g, i.e.,

g=291-92-9s3
where g; = EiE[IbI]/\Z;;v gs is from Big and g3 = Ekeucuvgi“. We have,
H(f) : H(g) = (Eje[la\]/\%fj)) : F(f2) : (Ez’e[\b\]\/%i))
' (Eie[\b\]/\%fi)) - F(g2) - (Ekencu\/:%ck))
Applying IP3 we get
(Ziero1 Vi) - (Eienbu/\ﬁ(f ?)
(E(jﬂ)efw/\:z(;b D) (SiepF (@rm)) - (Bimrea<Viiss)

Replacing this in the above identity and using Observation A.5 (as in the proof of the
definition correctness) we get

aj h(b;
H(f)-H(g) = (Sjenahne) - (SgoesAm )
(o () minoy - ) - (SienpnE (@0 m) - (- (0% mns) - - )

- (Ztikyea< Valsy) - (SrellenVater))
Since a; = b; for all (j,7) € f and b; = ¢4, for all (7, k) € g, with IP1 we get

h(a;
(x) H(f)-H(g) = (Ejenau/\z({i=)(J-,z->ef}m;)

i b; i k
(e (P - - Siego ) - G (8- ))
Xt (i k)egi
(SreleViien )
By a case analysis for © € {a,b,c,d}, it is easy to see that the all the sums above
Yii: (i)erymy satisfy restriction x. Similarly, all the sums Yg;. 5 k)eqyni satisfy restriction y.
Now we have arrived to the end of the proof of commutation with composition. The
above deduction holds true in every zy-ssmc, hence in zy-IRelg, too. Applying (*) for
h = idg-, —in which case, H = id;, Re,—, We get a representation of f - g. From the
definition of H it follows that the right hand side of (*) represents an expression equal to
H(f-g). Hence

H(f-g)=H(f) H(g)

The proof of the commutation with summation is fairly simple and it is omitted. O



2.5 The analysis of conditions IP1-1P4

The aim of this section is to simplify as much as possible the conditions IP1-IP4 used in
Table 2.4. This way we get simple presentations for zy-IRelg. Actually, we prove that
axioms A-G and A°-D? in Table 2.1, which are particular instances of the conditions
[P1-IP4, are enough to imply the validity of IP1-IP4 in all cases.

Let a be an object in a ssmc B. The main ideea is to replace the general constants
A% and V" with their particular instances A¢ (denoted 1%), A$ (denoted A%), VO (denoted
Ta), and V2 (denoted V,). In terms of these constants the previous general ones A% and
VI may be inductively defined by

o =N (A @) VIt = (VP 3 l,) - V,

These definitions are used in the cases x € {c,d} and y € {, 6}, respectively.

In this section we shall prove that the axioms A—G and A°-D° in Table 2.1 characterize
a do-object; in general an xy-object is characterized by the axioms in column 5 of Table 2.3
that have no SV or SV° type.

If © = d (resp. y = 0) the first step in the inductive definition is A{ = L% (resp.
V2 = T,). In this case one may use axiom C° (resp. C) in order to prove IP0. In the other
cases [P0 follows from the definition: that is, A} = I, (resp. V. =1,) is the basis of the
inductive definition in the case = ¢ (resp. y = 7). Let us note that IP0 implies A§ = A®
and V2 = V,.

We have to study 60 variants = 4 conditions x 15 cases.> The study is reduces to 7
cases using the following simplifications.
a) Duality.

Definition 2.14 (duality)
By duality we mean the process of transformation of statements with respect to the
following rules:

f-g isreplaced by g¢- f,
eXb is replaced by ®X,
is replaced by V[ Vi is replaced by A%,
f@®gandl, remain unchanged.

/\a

n

This means, we use the duality from the category theory extended in a natural way to the
other operations. O

First we note that the ssmc structure is selfdual. The second identity in IP1 (resp. IP2)
is dual with the first one. Since by duality the restrictions a, b, ¢, d have to be interchanged
with «, 3,7, 0, respectively, we may reduce the study to 9 cases: af3, avy, ad, b3, by, bd, c¢v,
co, db. For example, by duality a result about case by produces a result about case cf3.

b) If an identity in condition IPi contains only constants A, (resp. V"), then its study
may be reduced to the cases xa (resp. ay). This reduction may be applied to conditions
IP1 and IP2.

6The aa case is covered by Theorem 2.5.



c¢) If an identity in a condition IP: has all the occurrences of the constants A, (resp.
V™) to the same power m (resp. n), then its study in the case dy (resp. z6) may be reduced
to its study in the cases by and cy (resp. xf and z7y). This reduction applies to IP2, IP3
and IP4.

Analysis of IP1. By using the above reductions a) and b) we may reduce the study of
IP1 to the study of the second identity in IP1 and this in cases a3, ay and ad only. Since
for n € {0,1} the second identity in IP1 holds, the case af3 is over. Hence we have to prove
the second identity in IP1 in cases ay and ab.

Lemma 2.15 The second identity in IP1 in the case a7y follows from aziom A in Table
2.1.

Proof: For n =1 the equality obviously holds. For n = 2 we have to prove that
(Va ® Vi) - Va = V"

for every 7,7 > 1. We prove this by induction on j. The case 7 = 1 follows by definition.
The inductive step follows using axiom A and the inductive hypothesis in

Vievith.v, = (VieVvial,) (I, ®V,) - Ve
= (ViaVial) (Va®l,) - Ve
= (vf;rj @)+ Ve

i+j+1
Va

For n > 3 using the inductive hypothesis we see that

(SicpmVe') - Vi = (Sig—q Vi ®VEn) - (V' @ 1a) - V4
_ (vazie[n—l]ki o \/Z”) V,
_ e

Lemma 2.16 The second identity in IP1 in the case ad follows from axioms A, B and C.
Proof: Using axiom B in C we get
(la® Ta) Vo =lg

Now the proof of this lemma is similar to the proof of the above one, with the difference
that each induction starts with 0.

For n = 0 it is clear (the empty sum is ly). In the case n = 2, the starting step j = 0
follows by

(Vi VY vy = (Vi) (I, ® Ty) - Vg
= V!

a

O

Analysis of IP2. As in the above analysis of IP1 the study is reduced to the second
identity in cases a7y and ad. By reduction c), case ad is reduced to cases aff and avy. Hence
we still have to prove the second identity in IP2 in case avy.



Lemma 2.17 The second identity in IP2 in case ay follows from axioms A and B.

Proof: Every bijection f € Big(ns,ns) may be written as a composition of bijections of
the type
lis @ °X* D I(n—i—2)s

where 0 < ¢ < n — 2. Hence it is enough to prove the statement in the lemma for this type
of bijections. This follows by

(Iia @ X @ |(n—i—2)a) . \/Z — (Iia B X B |(n—i—2)a) . (Iia DV, D |(n—i—2)a) . \/271
= (Iia D Va © I('n,fz'fQ)a) : \/271
= Vi

O

Analysis of IP3. In the case m = 1, IP3 holds. By duality we reduce the study to
six cases: bf3, by, bd, ¢y, ¢b, db. Finally, using reduction c¢) the problem is reduced to the
study of IP3 in cases b3, by and c.

Lemma 2.18 Condition IP3 in case bf3 follows from axiom B.

Proof: 1In the case n = 1 or m = 1, property IP3 obviously holds. The case left open
m = 0 = n follows from axiom E. O

Lemma 2.19 Condition IP3 in case by follows from aziom D.

Proof: The case m = 1 clearly holds. In the case m = 0, by induction on n it follows

that
Vit e = (VE@ ) -V, - LY
= (Va®lo)- (L*® L)
= Yieml®® L°
= Eie[n+1]J—a
(I

Lemma 2.20 Condition IP3 in case ¢y follows from axiom F.

Proof: We prove IP3 using an induction on n+m, for pairs (n,m) with m > 2 and n > 2.
The case (2,2) follows from axiom F. The case (2, m + 1) may be reduced to the case
(1,m) as follows

Vi A = Vo A" (A @)
= (A" DAY (I, X @ 1a) (Vo ® Va) (A7, & 1)
(A" @A) (la ® XD o) [(A & AL) F(905,) (SiemVa) @ Val
(A* DA (A, @ XUAL B o) @ o) (F(93m) D l2a) (Biepnt11Va)
= (A"BAY) (AL Bl B AL Do) (g ® X" @ 1,) (F(()O;;m) D l2a) (Zicim+1Va)
(A1 © Aggt) F((lns © °X™ @ 1) (05) D l2s)) (Zieims1Va)
( m—l—l) F(@g,m-;-l) (Eie[m—l—l}\/a)



Finally, the case (n+ 1, m) with n > 2 may be reduced the the cases (2, m) and (n,m)
as follows

\/Z"‘1 . /\gn = (\/a ) Va /\a

= (Vi@ 1) (A @ AL F(05 ) (SicimVa)
[(SicimA ) F(ohm) CiemmVa) & Al F(@5,) (Siem)Va)
(SietnriAm) (F(@hm) @ bna) (Sieim Vi © lma) F(03m) (Sicim Vo)

Here we make a pause to prove that

(Bieim) Vo @ lma) - F(5,0) = F(¥m) - (SBiem (Vg @ la))

where m,n > 1 and ¢ € Big(m(ns) + ms, m((n + 1)s)) is defined by

Ym(in+k)=i(n+1)+k, if0<i<mandkéeI[n]and

Um(mn +14) =i(n+ 1), if 1 € [m]
First note that

U1 = lng1)s

03 ms1 = (lms & XM B 1) - (93, B |p,) and

(hnmsy & "X @ 1) - (Ym D ny1)s) = Yt

The proof follows by induction on m. The inductive step looks as follows (in the third step
we shall apply the inductive hypothesis)

(Xiem+1) Vo Olgminya) - F(05 mi1)
[Bicim) Va © (Vg @ lna) - X" @ o] (F(93,,) © l2a)
(ln(na) © " X™ @ 1o) [(Ziepm) Vo @ lma) F(@3) © Vo @& ld
= F( (lnms) @™ X™ D 1) (Vm © lntnys) )+ (Sicime) (Vi @ 1a))
= F(wm-i-l) ) (Eie[m-i-l](vnm D la))

Now we may finish the stoped proof. Using (¢}, ,, @ lns) * ¥m = 0511, We get

Vot Am = CicprgAm) FU@5m ® lns)¥m) (Zicm) (Ve @ o)) (ZicimVa)
(Eie[nﬂ}/\zz) F((pr»l,m) (Eie[m]vZH)

O

Analysis of IP4. Since IP4 holds when = € {a,b} or y € {«, f} it remains to study
four cases: ¢, cd, dvy,ds. By reduction ¢) the proof is reduced to the study of IP4 in case

cy.

Lemma 2.21 Condition IP4 in case ¢y follows from aziom G.



Proof: By induction on m we get

m Vet = AT (AL @) - (VR BV,
= AN (l,& 1)V,

O

Using the above lemmas we get the following simple definitions for an xy-object.

Corollary 2.22 Let B be a ssmc. Then:

- An af3-object is a pair (a, T,) with T, € B(0,a). A ba-object is the dual concept.

- An ay-object is a pair (a,V,) with V, € B(a & a,a) obeying azioms A and B. A
ca-object 1s the dual concept.

- An abé-object is a triple (a, T4, Vo) obeying axioms A, B and C. A da-object is the dual
concept.

- A bB-object is a triple (a, T4, L"), where L* € B(a,0), obeying axiom E. This concept
15 selfdual.

- A by-object is a triple (a,Vq, L*) obeying azioms A, B and D. A cf-object is the dual
concept.

- A bd-object is a 4-uple (a, T4, Va, L) obeying axioms A, B C, D and E. A df-object
18 the dual concept.

- A cvy-object is a triple (a, V4, A*), where A* € B(a,a® a), obeying azioms A, B, F, G,
A°, and B°. This concept is selfdual.

- A cb-object is a 4-uple (a, T4, Va, A*) obeying axioms A, B, C, F, G, A°, B°, and D°.
A dy-object is the dual concept.

- A dbé-object is a 5-uple (a, Tq4, Va, L% A) obeying all the azioms A, B, C, D, E, F, G,
A% B°, C°, and D°. This concept is selfdual. O

2.6 Classes of relations zy-Relg as enriched ssmc’s

Definition 2.23 (zy-ssmc)

Let B be a ssmc and zy be a restriction with « € {a,b,¢,d} and y € {«, (3,7, 6}.

We say B is an xy-ssmc if every object in B is an xy-object and the corresponding
axioms of type SV or SV in Table 2.1 hold.”

A morphism of zy-ssmc’s H : B — B’ is a morphism of ssmc’s that preserves the
additional constants.® O

Let us note the coincidence of the notions of ssmec and aa-ssme. Clearly xy-IRelg is an
xy-ssme. Finally, it is easy to see that the commuting conditions in the above definition of
ry-ssmc are equivalent with the old ones, i.e.

"In detail, axioms SV1-SV2 have to be satisfied when y € {3,6}, axioms SV3-SV4 when y € {v,6},
axioms SV1°-SV2° when z € {b,d}, and axioms SV3°-SV4° when z € {c,d}.

8That is, for every object a in B:

H(To) =T whenye {8,6}; H(Va) = Vh@) wheny€ {y,0};

H(L%) = L5 when z € {b,d}; H(A®) = AH(9) swhen z € {c,d}.



for every object a in B:
H(A%) = AH@  when m obeys restriction z and
H(Vg) = Vi), when n obeys restriction y

Now we may formulate the main result of this chapther.

Theorem 2.24 Let x € {a,b,c,d} and y € {«, 3,7,6} be two restrictions.
If B is an zy-ssmc, then for every function h : S — O(B) there exists a unique
morphism of xy-ssmc’s
H :zy-Relg — B

extending h, i.e., satisfying the condition H(s) = h(s), Vs € S.

Proof: This theorem follows from Theorem 2.13. The only fact still open is the commu-
tation with the constants A®, L® V, and T, in the case a is an arbitrary word in S*, not
only a letter. This follows by an induction on the length of a. The case |a| = 0 is trivial.
The inductive step may be proved as follows: for a € S* and s € S

H(A®") = H(A" & A)-(l, XD )

= (H(A") & H(A)) - (Ingay & "X @ 1)
(/\h(a) o) /\h(s)) . (Ih(a) fas h(a)xh(s) 2 Ih(s))
Ah(a)@h(s)
/\h(a@s)

where we have applied an axiom of type SV in order to infer the fourth equality.
For the other constants the proof is similar. O

Finally, let us note that Theorem 2.2 follows from this one in the following way. Denote
by zy-SSMC,, the category of all xy-ssmc’s having the monoid M as the monoid of the
objects and whose morphisms are morphisms of zy-ssmc’s which preserve the objects.

Corollary 2.25 For every x € {a,b,c,d} and y € {«,,7,6} the algebra xy-Relg of S-
sorted xy-relations is an initial object in the category ry-SSMCg-. O

2.7 Short comments and references

The results of this chapter are based on [CaS91|. The presentation we have given
follows the slightly improved version presented in Chapter A of [Ste91].

In [Laf92] a confluent and terminating rewriting system is given for ad-terms (func-
tions).



Chapter 3

Critical acyclic structures (strong
ry-SSMC’s)

In this chapter we introduce three critical structures that may be used to defined the
behaviour of many-inputs/many-outputs objects.

e The first possibility is to use ordinary elements (single-input/single-output objects)
and to describe the behaviour of a many-inputs/many-outputs object by a matriz of
such elements. The resulting algebraic structure is called matrix theory.

e The second possibility is to use ranked elements (e.g., single-input/many-outputs
objects) and to describe the behaviour of a many-inputs/many-outputs object by a
tuple of such elements. The resulting algebraic structure is called algebraic theory.

e The last posibility is to represent such many-inputs/many-outputs objects as atoms
of the calculus (doubly-ranked elements). This way we get ssmc’s (symmetric strict
monoidal categories) that already have been defined.

Matrix and algebraic theories are defined here as particular ssmc’s, namely as ssmc’s obey-
ing additional strong commutation axioms.

3.1 Strong zy-ssmc’s

The set {a,b,c,d} is ordered by using the relation <, given by a <, b <, d, a <, ¢ <,
d, =(b <, ¢) and =(¢ <, b). In a similar way the relation < on the Greek letters
{a, B,7,6} is defined.

Definition 3.1 (strong zy-ssmc)

An xy-ssmc is x'y’-strong, for 2’ <, x and y' <¢ y, if all the strong axioms in Table 3.1
corresponding to the restrictions 2y’ are fulfilled (i.e. axioms (Cg,-mor) for z <g ¥’ and
(C,q-mor) for z < 2').

A strong xy-ssmc is an xy-ssmc which is zy-strong. O

For example, the definition of a cy-strong co-ssmc is obtained by adding the strong

axioms corresponding to ¢y, namely (C,,-mor) and (C.,-mor), to the axioms defining a
cH-ssmc.
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Table 3.1: The zy-strong axioms (f : a — b).

(Cop-mor) T, -f =T, (Cpg-mor) f-1b=1¢
(Ca,,—mor) \/a . f = (f ©® f) . \/b (Cca‘mor) f ) /\b =N (f D f)

The axioms in Table 3.1 are strong in the following sense: in an arbitrary xy-ssmc only
the restriction of the xy-strong axioms to the case when f is an zy-morphism (ground term)
is requered. They are axioms of commutation of the composition of a constant in T, Vv, L,
or A with an arbitrary morphism in the underlined category. Note that the axioms B6 and
B8-B9 in the definition of a ssmc are of the same type showing the commutation of the
constants |, and ?X® with arbitrary morphisms.

Proposition 3.2 (commutation of xy-morphisms with arbitrary morphisms)

Let B be a strong zy-ssme, ¢ an xy-relation in ry-Relg(a,b), and i,0 : xy-Relg — B
two morphisms of xy-ssmc’s.

If f; € B(i(a;),0(a;)), for j € [|al], and g, € B(i(bg),0(bx)), for k € [|b]], are such
that f; = g, whenever (j,k) € ¢, then

(f1i®...® fla) -0olp) =i(p) (1D ... D gp)

Proof: Denote by Z C zy-IRelg the substructure given by those ¢ which obey the property
in the statement of the proposition for all f;, gi. Since B is zy-strong all the constants
in Ty, Vg, L% A® which have xy-type are included in Z. In addition, Z is closed under
summation and composition, hence it is equal to zy-Relg.

Below we give some details for the closure to composition (the closure to summation is
fairly easy). Let ¢ € zy-IRelg(a, b) be of the form ¢ = o-7 with 0 € Z(a, c) and 7 € Z(c,b).
If f; for j € [|a|] and g; for k € [|b]] are as in the statement of the proposition, then let us
consider some morphisms h; € B(i(¢;),0(¢)) for | € [|¢|] defined by

h; = gk if (l, k) cT
arbitrary otherwise

As f; = g, whenever (i,7) € ¢ it follows that the above definition is correct. As o and 7
are in Z we have

(L® ... @ fla)-o(@)=i(0) (& ... O hy)
and
(hl@...@h\d)-o(’r): '(T)-(gl@...®g|b|)

These identities clearly implies

(f1i®... D fla) -0(¢) =i(d)- (1 @ ... Dgp)
hence ¢ € Z. O

In the particular case when xy = a« this proposition coincides with Proposition 2.7,
while in the case ¢ is one constant of type T,V, L, or A the identity in the statement of
this proposition coincides with the corresponding identity in Table 3.1.



3.2 Algebraic theories (ad-strong ssmc’s)

Definition 3.3 (algebraic theory)
An algebraic theory is a strong ad-ssmc. O

It is easy to see that this definition of the algebraic theories coincides with the classical
one in [Law63, Elg75], etc. For us the implication given in Proposition 3.4 below is impor-
tant showing that every morphism with multiple inputs is a tuple of morphisms with single
input.

Proposition 3.4 Let B be a strong ad-ssme. For every morphism f € B(a & b, c) there
exists a unique pair fi € B(a,c) and fo € B(b,c) such that'

f=(i®f): Ve

Proof: For f € B(a ® b, c) let us denote f; = (l, ® Tp) - fand fo = (T, @ 1) - f. Then
obviously,

(f1i®fa)-V (o To)f B (Tad ) - f]- Ve definition
= LOTyOTdb)-(fOf)-V
= (l,®Te®Ta® ) Vags - f (Cay-mor)
f
If ¢y € B(a,c) and g, € B(b, ¢) are morphisms obeying condition f = (g1 & go) - V., then
J1 (la® Tp) - f
= (la®Tp) (91D g2) -V hypothesis
= (1®T,)-V (Cyp-mor)
= 0 (Ic ©® Tc)
g1

and in a similar way one may prove that fo = go. That is, the pair is unique. O

3.3 Matrix theories (ad- and da-strong ssmc’s)

Definition 3.5 (matrix theory)
A matrix theory is a ssmc which simultaneously is ad-strong and da-strong. O

Since the axioms D, D?, E and F follow from the axioms (C,,-mor), (Cyg-mor), (Cpq-
mor), and (C.,-mor) one gets that all the axioms in Table 2.1 are valid with one possible
exception only: axiom G.

It is easy to see that this definition coincides with the classical one, an implication
following from the Proposition 3.6, below.

'In this context f is called the tupling of the morphisms f; and f». The standard notation used for
tupling is f = (f1, f2).



Proposition 3.6 Let B be a ssms that 1s simultaneous a strong ad-ssmc and a strong
da-ssme.  Then for every morphism f € B(a @ b,c @ d) there exists a unique 4-uple of
morphisms fi1 € Bla,c), fis € B(a,d), fo1 € B(b,¢), and foy € B(b,d) such that

A (fir ® fr2) A~ (for @ fa)] - Vewa = [-

The morphism wn the left hand side of the above equality is equal to the morphism
NP [(f11 @ f21) - Ve B (f12 B fa2) - Va| and it is denoted simply as a martiz

i fie

far [
Proof: For an f € B(a® b,c® d) by the Proposition 3.4 there is a unique pair (fi, fa)
with f1 € B(a,c® d), fy € B(b,c® d) such that

(L@ fo) Vewa =T

By using the dual of Proposition 3.4 for f; (resp. f») we get a unique pair (fi1, fi2) with
fi1 € Bl(a,c), fia € B(a,d) (resp. (fa1, faz2) with fo; € B(b,¢), faa € B(b,d)) such that

fi=A"(fi1® f12)  (vesp. fo=A"(fo1 ® f2))

So we get the required identity.
For the uniqueness, if for 4, j € [2], g;; satisfies the identity and have the same sources

and targets as the morphisms f;; defined above, then from the uniqueness given by Propo-

sition 3.4 it follows that A% - (g1 @ g12) = f1 and AP+ (g21 © g29) = fo. Next, we apply

the uniqueness given by the dual of Proposition 3.4. Hence, g;1 = f11 and g19 = f12 (resp.

g21 = fo1 and g = fo2).

JEST

[ fa
(with B10) the middle terms fi» and f5 and applying axioms SV4 and SV4°. O

Finally, the equality of both expressions that define ( > follows by permuting

We may display the form of the components of the matrix associated to a morphism
f € B(a®b,c® d), namely

f_ ( (la@—rb)'f'(lc@J—d) (Ia@—rb)'f'(—l—c@ld)>
B (Taeglb)'f'(lc@J—d) (Ta®|b)'f'(Lc@ld) .

We mention here the following result (see [Elg76a]). Let B be a matrix theory over
(N, +, 0). On the set B(1,1) we introduce the operations

fUg=n-(feg) Vi fg=f-g 0=L1"Ty adl=l.

So we get a semiring (B(1,1),U,-,0,1). Conversely, given a semiring S the usual matrices
with elements in S may be structured as a matrix theory in Elgot’s sense. Since our
definition for a matrix theory differes from that of Elgot we give some details here.

Definition 3.7 (semiring)



A semiring S = (S,U,-,0,1) is a set S endowed with two binary operations U, - and
constants 0,1 such that: (S,U,0) is a commutative monoid, (S,+,1) is a monoid, and the
distributive laws

a-(bUc)=(a-b)U(a-c),

(aUb)-c=(a-c)U(b-c)

and the zero law
O-a=0=a-0

hold for every a,b,c € S.
A semiring is called idempotent if a U a = a for every a € S. O

An easy computation shows that the above structure S(B) = (B(1,1),U,-,0,1) ia a
semiring whenever B is a matrix theory. For example, one may prove the left distributivity
law as follows:

fn(guh) = f-[A"-(g®h)- Vi
AN-(fef)-(gah)-va (Ceq-mor)
AN (f-gaf-h)-Vy
(fNng)u(fnh)

Conversely, if (S,U,-,0,1) is a semiring, then one may construct the theory M(S) of
matrices over S in the usual way: 2

M(S)(m,n) ={A: Ais an m X n matrix with entries in S}, for m,n > 0.
In M(S) the following operations and constants may be introduced:
e A-B = “the usual product of the matrices A and B 7,

10 1 ... 0 0 |
. A@B:(O B)’ lL,=1]: - ,mX”:(In g),vn:<|:>,
0 ... 1

o N"=(l, I,), T, = “the unique element in M(S)(0,n)”,
e 1, = “the unique element in M(S)(n,0) ”.

An easy computation shows that the transformations M and § are inverses one to the
other. Consequently,

Proposition 3.8 The notion of a matriz theory over (IN,+,0) coincides with that of a
theory of matrices over a semiring. O

From this result it follows that a strong dé-ssms (actually being a matrix theory satis-
fying axiom G) is equivalent with the theory of matrices over an idempotent semiring.

2In the case m = 0 by convention M(S)(m,n) has a unique element, namely the “matrix” with 0 rows
and n columns; similarly for n = 0.



3.4 Short comments and references

Matrix theories are classical structures. (See [Elg76b| for their relationship with
algebraic theories.)

Algebraic theories are introduced in [Law63] and widely used in the study of the
semantic of programs, e.g. in [Elg75, Elg76a, WTWGT6, GTWRT77, EIBT78, ArMa80,
Man92, BlEs93a].

The term symmetric strict monoidal category is used in [MacL71]. Similar strucutres,
called z-categories were used by Hotz, see [Hot65, Mol88].

In the field of flowchart theories ssms’c are used is [EIS82, Ste86, Bar87a, CaS88a,
CaS90a).

In logic ssmc’s are used in the study of the algebra of proofs in [Sza80]. The passage

from matrix theories to ssmc’s corresponds to the passage from classical logic to linear
logic, step made in [Gir87]. A lot of works on linear logic use these structures.

Ssmc’s appears in other algebraic studies related to various kind of nets, e.g. in
[Mol88, MeM90].



Part 11

Algebra of Cyclic Flowgraphs
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Chapter 4

Flowgraphs and co—flownomials

In this chapter we present the aa-version of the calculus of flownomials. This calculus
is very similar with the classical calculus of polynomials and gives an algebraisation for
flowgraphs (= labeled directed hypergraphs). More precisely the usual flowgraphs may
be identified with aa-flownomials which use a particular class of finite binary relations for
connecting the variables (= atomic blocks).

The entity corresponding to integer number is the finite binary relation. After a recon-
sideration of these relations in a context where a new operation on relations is used (i.e.
feedback) we shall introduce flownomial expressions and aa-Flow-Calculus.

The main result asserts that aa-Flow-Calculus is a mathematical model for flowgraphs,
more precisely it is shown that all lowgraphs may by represented by flownomial expressions
built up with a proper class of connecting relations and the rules of aa-Flow-Calculus are
correct and complete with respect to the property of flownomial expressions to represent
the same flowgraph. The proof of this result will be given in the next chapter in an abstract
setting.

4.1 Short presentation of relations with feedback

We recall some definitions. Let S be a sort set. The elements in the free monoid S* are
denoted by a = a; @ ... ® aj, where |a| is the length of the word a and a; € S, for all
i €[lal]-

Relg is the theory of finite S-sorted binary relations, namely that given by the family
of the sets

Relg(a,b) = {r C[|la|] x [|b]]: (4,5) € 7 = a; =b;}, fora,beS".

The operations of summation and composition were defined in Chapter 2.1.c). The new
operation used here is:

e FEEDBACK 1%: Relg(a @ s,b @ s) — Relg(a,b), for a,b € S* and s € S given by

r1” = {@g):velall, j €[[b]] and (i, 7) € r}
U {@ ) vellall, 7€ [bll, (@[] +1) €7 and (Ja] +1,7) € 7}

We recall that beside these basic operations we are using six types of constants denoted
by Iy, *X?, V4, Ta, A% and L* whose meaning in Rel is the following:
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Figure 4.1: The generic representation of a relation (a) and an concrete example (b)

lo = {(5,0): i € [[a]]} € Rel(a, a)

aXb = {(i,|a|+1): i € [|al]} U {(la|+4,0): i€ [|b]]} € Rel(a® bbb a)
Vo= 1{(,)): i €[|a]]} U{(la|+4,9): i € [|a]]} € Rel(a & a,a)

To =0 € Rel(0, a)

A= {(5,i): i € [|al]} U {G,|a|+i): i€ [|a]]} € Rel(a,a® a)

1% =0 € Rel(a,0)

Example 4.1 We graphically represent a relation by using arrows going from up to bot-
tom. A relation f € Rel(m,n) is represented as in Figure 4.1.(a). For instance, the picture
corresponding to the relation {(1,1),(1,3),(3,2),(4,1),(4,5)} € Relfstun(s Dt DvH s B
v, sOvdsDuds) is give in Figure 4.1.(b). Moreover, the symbols l,, 4X?, T,, V4, A%, 1@
has been chosen in such a way to suggest this pictural representation. For example, in the
omogen (one-sorted) case the constants may be graphically represented as follows.

|1: l, 1X1: X, Vi = V, le T, /\1: A, and J_IZ i

If in such a constant a number n (or m) grater than 1 appears, then the corresponding
arrow is replaced by a compact group of n (resp. m) parallel arrows. For example,

X2=vw v V=¥V 13= .. ..
Figure 4.2 illustrates how the operations act on relations. O

From the aforementionated subtheories of IRel the theories IBi, IIn, IPSur, and IPfn are
closed with respect to all the operations summation, composition and feedback, while the
theories Sur and [Fn are closed only with respect to summation and composition. The last

(lower-right) example in Figure 4.2 shows that Sur and IFn are not closed with respect to
feedback.
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Figure 4.2: Operations on relations

4.2 Flownomial expressions; aa-Flow-Calculus

4.2.1 Defining flownomial expressions and aa-Flow-Calculus.

We have defined operations and constants on relations. In order to construct the cal-
culus with flownomials we still need a family X of sets of doubly-ranked variables X =
{X(a,b)}opes+. An element x € X(a,b) is considered as a variable atom with |a| entries
of sorts ay,...,ajq and |b| exits of sorts by, ..., bp.

Definition 4.2 (flownomial expressions over Relg)
For a,b € S*, the sets Flpxp|X, Relg|(a,b) of flownomial expressions of type a — b
over X and IRelg are defined as follows:

(i) the variables z (€ X(a,b)) and the symbols denoting relations f (€ Relg(a,b)) are
atomic expressions of type a — b;

(ii) compound expressions: if E* :a — b, E? :¢c —d, E* :b —cand E : a ® s —
bd s, (a,b,c € S* s €S) are lownomial expressions of the indicated type, then

(E*®E*):a®c—bdd
(E'-E*) :a—c
(E1%):a—b
are flownomial expressions of the indicated type;
(iii) all the flownomial expressions are obtained by using rules (i) and (ii).
a
First a comment: Sometimes it is necessary to distinguish between an expression f in

[Flpxp[X,Rel] and the corresponding relation f in Rel. In such a case we denote by n(f)
the expression corresponding to the relation f.



Table 4.1: The rules for aa-Flow-Calculus (over T')

corresponding values computed in T

‘ ROp subexpressions involving only elements in 7" are replaced by the ‘

RO (f-(b®g) = ((l.®g)-f) 1" (shifting blocks on feedback
for f:a®bc—bBd, g:d—c

IRl fooh)=(fogoh (“@” is associative)
|R2 haf=f=f&l (lp is neutral element for “®”) |
|R3  f-(g-h)=(f-9)-h (%7 is associative) |
R4 - f=f=F -1 (g, 1y are neutral elements for “7) |
RS (fef) @od)=U -9 9) (relating “” and “®”)
‘ foraibﬂc, o Ly ‘
‘ R6  fog=X"(g& f) X (“®” is “commutative”) ‘
forf:a—c¢c g:b—d
[ R7 [ (1) h=((fel) g-(hol))1° (relating “1” and “”) |
|R8  f®(91°) =(fog) e (relating “1” and “®”) |
]
|

‘ EqL equational reasoning

In what follows we shall omit many parentheses in flownomial expressions by declar-
ing that: feedback has the strongest binding power, then composition, then summation;
summation and composition are supposed to be associative. Thus for example,

(zox)e (zDy)-((fT5 1)) iswritten z@r® (zDy)f 1795,
This also illustrates that T7* means 7% ... 7% and - may be omitted.

The flownomial expressions over IRel are subject of the identities ROge+R1-R9+EqL
in Table 4.1. The basic rules for the resulted aa-Flow-Calculus are R1-R9. Since they use
only the constants |, and *X?, the rule RO makes sense not only for T = IRel, but also for
an arbitrary subtheory 7" C IRel which contains these constants and is closed with respect

to the operations. For instance, aa-Flow-Calculus may be done also over Bi, IIn, IPSur,
or IPfn.

Definition 4.3 (aa-Flow-Calculus, aa-flownomials)

The aa-Flow-Calculus is given by the rules ROge+R1-R9+EqL in Table 4.1.

An aa-flownomial over X and T is a ~44-congruence class, where ~,, is the congru-
ence relation generated on IFlyxp[X,T] by the rules ROy and R1-R9, or equivalently, the
transitive relation generated by the rules RO7+R1-R9+EqL.

(Note that, in fact, ~,, consists of a family of equivalence relations ~%° on Il xp[X, T](a, b),
for a,b € S*.) O
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Figure 4.3: The graphical interpretation of flownomial expressions

4.2.2 Graphical interpretation

Every flownomial expression f in IFlpxp[X, T, for T C IRel may be graphically interpreted
as a graph gr(f) using the rules in the Figure 4.3. Again we use the one-sorted case. The
reader should have no problems to deal with many-sorted flowgraphs; — just be careful,
the channels that are connected by composition or feedback be of the same type.

The rules of aa-Flow-Calculus may be illustrated as in Figure 4.4.

4.2.3 The meaning of aa-Flow-Calculus

We claim that the aa-Flow-Calculus is a calculus for flowgraphs, i.e these flowgraphs may
be identified with aa-flownomials. The claim is based on two facts.

Fact 4.4 (fitness of the operations)
The nondeterministic (resp. partial deterministic) flowgraphs built up with atoms in X

coincides with the graphical representations of expressions E in Flgxp[X, Rel] (resp. in
IFEE‘XP[X, IPfIl])

Fact 4.5 (fitness of the rules RO-R9)
Let T C Rel be closed with respect to the operations, for ezample T = IPfn, or T = IRel.

(i) (correctness) Two flownomial expressions over T which are equivalent via the rules
ROy +R1-R9+EqL have wsomorphic graphical representations.

(i1) (completeness) Two flownomial expressions over T which have isomorphic graphical
representations may be proved equivalent using the rules ROp+R1-R9+FEqL.
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Figure 4.4: Graphical representation of rules R1-R9
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Figure 4.5: Graph isomorphism + f- A’ =A%-(f® f) = fixed—point equation

Using pictures one may easily check that the correctness part holds. But for the com-
pleteness part, as well as for the first theorem, we need the whole machinery of the normal
form representations .! The proofs of these results will be given in the next chapter in a
more general, abstract setting.

4.2.4 Example

Example 4.6 Below we we prove that two expressions associated to the flowgraphs in
Figure 4.5 (b) and (c) are equivalent uaing the rules of aa-Flow-Calculus:

AP (Fa )1t = [(ANaAY) - (b X @ 1) - (e ® f) - (f®1,)] T*  ROpe, R4, R5
= A5 (e ®AG) - (b "X @ 1o) - (lhga ® )] 1% -f R7
= A3 (b @ XD 1) - (lowa @ f) - (lhpa ® AG)] 199 - f R9
= /\g[( bxa@l) (b@a®f) (lb@a@/\a)] TaTa f
= A5 [(lh ®°X%) - (lhga ® [~ AS) 1 1 - R7
= A3 [(lba™®) - (&l @ (f-A) 1 )] Te-f R8
= /\g'(lb@[( AG) 1% @lg] - *X*) 1% - f R5,R6
= A3 [lb@ (f-A3) 19 (b (“°X*) 19) - f R7,R8
= AN (f-A)1) - f RORel

4.3 Flownomial expressions over abstract connecting
theories

It is well-known that the natural numbers used to build certain polynomials are not enough
to study such polynomials and are extended to integer, rational, real or complex numbers.

LA flownomial expression is in a normal form if it is written as ((l, D z; ® ... ® xx) - f) 1" where
r=a;®...0ag, w1 € X(a1,b1),...,zr € X(ag,by) and f €T (a®b1 B ... Db, bd a1 ®...Dag). (See
below)



In the same way the finite binary relations used to construct certain flownomials are not
enough to study such flownomials, which denote programs.

For example, one may interprete some variables using a particular semantic domain.
What we get is an “abstract flowgraph” where the remaining variables are connected by
complicated processes given by the elements in the semantic domain. In order to deal with
such a case we are using flownomial expressions over certain abstract connecting theories.

Here the following extension is used. Suppose D is a set of value-vectors which represent
the memory states of a computing device. Now, if we have given an interpretation of the
variables in X, then we get an iterpretation of a lownomial £ : m — n over X and IRel as

a relation
E; C ([m] x D) x ([n] x D)

with the meaning that
((,d), (4, d)) € Ex
if and only if

“if one runs the program obtained from the expression E and the interpreta-
tion I starting with the input j of the program and using the initial state of
memory d, then the program finishes on the exit j' of the program and has the
corresponding memory state d’', eventually”

This observation leads to the construction of a semantic model IRel(D) defined as follows.

Definition 4.7 (One-sorted relations with states)
We denote by IRel(D) the structure defined by the following data:

Rel(D)(m,n) ={r: r C (m] x D) x ([n] x D)}, for m,n € IN
The operations we are interesed in have the following meaning in Rel(D):

e SUMMATION: for m,n,p,q € IN, r € Rel(D)(m,n) and 7" € Rel(D)(p, q) the sum
r @ r' € Rel(D)(m + p,n+ q) is defined by

T@T’I:T U {((m+]7d)7(n+],7d,)) ((jad)7(jl7dl)) GT,}'

e CoMPOSITION: for m,n,p € IN, r € Rel(D)(m,n) and 7" € Rel(D)(n,p) the com-
posite 7 -7’ € Rel(D)(m, p) is the usual one defined by

rr' ={((4,d), (5", d)) = 3o, do) € [n]xD: ((4, d), (o, do)) € 7 and (o, do), (5", d")) € r'}

e FEEDBACK: In order to define the feedback first we notice that a relation r €
Rel(D)(m,n) is given by a family of relations r;; C D x D, for i € [m], j € [n],
where the relations r; ; have the following definition:

rij ={(d,d): ((i,d), (5,d)) € r}

If s* denotes the reflexive-transitive closure of a relation s C D x D, % then for
r € Rel(D)(m + 1,n+ 1) the feedback r T € Rel(D)(m,n) is defined by

(7 g =7Tij U (Timt1 "mgtnst - Tmti)s forie[m], jen] O

Namely, s* =1pUsUs-sUs-s-sU..., where 1p = {(d,d): d € D}.



Table 4.2: Axioms for constants |, and *X°.

C]_ Ia@b — |a EB |b

02 0o =1,
03 oxXb®e = (X0 g 1,) - (1, @ °X°)
C4 1, 1°=1,
C5 o o=,

Let us note that IRel is naturally embedded in IRel(D) by the application
r— {((Zad)) (]7 d)) (7/,]) er and d € D}

i.e., a usual relation in IRel is interprated as a state transforming relation which actually do
not change the state. This application preserves summation, composition, and feedback.

In the case of deterministic flowchart schemes the standard model for the interpretation
of flownomials is IPfn(D), which is the substructure of IRel(D) defined by the partially
defined functions included in Rel(D).

4.4 Structure of aa-flow

It is obvious that the aa-Flow-Calculus defined in 2.1 has sense not only for the support
theories T included in IRel, but also for other theories, for example for substructures in
Rel(D) defined above. In this latter case the flownomial expressions represent mixted
programs in which some parts are known, while other parts are yet unspecified (variable).

Now the question is:

What conditions should satisfy an abstract structure 7" in order to construct
the calculus of flownomials?

Since the rules R1-R9 in Table 4.1 are valid for expressions containing only elements in 7',
it follows that the identities R1-R9 should hold in 7. On the other part, T should contain
the constants of type I, and ™X" which occur in the writing of the identities R1-R9 and
must have a similar behaviour as in IBi. This latter purpose is fulfilled if one adds identities
C1-C5 in Table 4.2 to the identities R1-R9.

The resulting algebraic structure (T, @, -, T, l,, ™X™) obeying R1-R9, SV1-SV2 and C1-
C5 is called aa-flow (over IN). A morphism of ac-flows over IN, say H : T — T, is defined
by a family of applications Hy,,, : T(m,n) — T'(m,n), for m,n € IN, which preserve the
operations and the constants.

The following theorems justify the observations done in the beginning of this subsection.

Theorem 4.8 The models Rel(D) are aa-flows over N. O

Theorem 4.9 The structure Bi is the initial ac-flow, i.e. for every ac-flow T over IN
there exists a unique morphism of aa-flows over IN from IBi to T'.



Proof: (Hint) The difficult part of the proof is to show the theorem without feedback
holds. This fact has been proved in the previous chapter (Corollary 2.6). The extension to
the case where the feedback operations is also present will follow as a particular case of a
general theorem of the next chapter (i.e., case aa of Theorem 6.4). O

We finish this subsection with a double extension: The monoid of natural numbers used
to specify the inputs and the outputs of the flownomials is replaced by an arbitrary monoid
(M, ®,0), so we get aa-flows over an arbitrary monoid. On the other hand we enlarge
the class of morphisms by allowing to change the number or sorts of the inputs and the
outputs.

Definition 4.10 (aa-flow)
We say an abstract structure T = (T, ®, -, T, l,, °X®) given by (a,b,c € M) :

o T'={T(a,b)}apen,

e constants:

l, € T(a,a), *XPeT(a®b, bDa),

e operations:
@ :T(a,b) xT(c,d) = T(a®c, bdd),
- :T(a,b) xT(b,c) = T(a,c), and
:T(a®c, bdc)— T(a,b)

is an aa-flow over M (or M-aa-flow) if it fulfills the identities R1-R9 in Table 4.1, the
axioms for constants C1-C5 listed in Table 4.2, and

VI f1°=f
SV2 f 1P1e= f e,

A morphism of aa-flows H : T — T', where T is an M-aa-flow and T" is an M'-ac-
flow, is defined by a morphism of monoids h : M — M’ and a family of applications
Hyp o T(myn) — T'(h(m),h(n)), for m,n € M preserving the operations, i.e.,

H(f & g)=H(f)® H(g); H(f g)=H(f)-H(g): H(f17)=H(f) ")
H(l) = g, H(™X7) = X0,

The additional axioms C1-C5 and SV1-SV2 are illustrated in Figure 4.6

Actually an aa-flow is an aa-ssmc endowed with a feedback operation satisfying the
axioms R7-R9, C4-C5, and SV1-SV2.

An example of such an aa-flow is the extension of the above model IRel(D) to the
multi-sorted case. Namely, if S is a set of sorts, then we build the S*-aa-flow Relg(D) as
follows. For a,b € S* we define:

Rels(D)(a,b) = {r: r € ([lal] x D) x ([[b]] x D) and [((j,d), (j',d)) € r = a; = by]}
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Figure 4.6: Additional axioms for aa-flow

for a,b € S*. The definition of the operations and the constants is as in the one-sorted case
Rel(D).

For these general aa-flows the above theorems have the following form.
Theorem 4.11 Relg(D) is an S*-aa-flow. O

Theorem 4.12 If T is an M-aa-flow and h : S* — M 1is a morphism of monoids, then
there exists a unique morphism of aa-flows H from the S*-flow of multisorted finite bijec-
tions Big to T such that H acts on objects as h. O

A consequence of Theorem 4.12 is the following fact:

“ o

If two expressions built up with “©7, . 17,1, and *X° represent the same
bijection when they are interpreted in Big, then they specify the same morphism
when they are interpreted in an arbitrary ac-flow.

4.5 Short comments and references

The first axiomatic looping operation was ‘Kleene’s star’ introduced in [Kle56] and
used as a key operation of regular algebras, see [ConT71].

Another axiomatic looping operation is ‘Elgot dagger’ introduced in [Elg75] as the
key operation of iterative algebraic theories.

The present axiomatic feedback ‘uparrow’ was introduced in [Ste86/90]. [Looping
operations similar to our feedback may be found in various places, e.g. in [ConT71]
(the ‘linear mechanism’) or [Bai76], but not in an axiomatic setting using ssmc’s. If
stronger structures then ssmc’s are used, then the possibility to get an algebra for
flowgraphs themselves is lost.]

The normal form flownomial expressions are introduced in [Ste86, Ste86/90]. In the
general form they are presented in [CaS90a]. The presentation from this chapter
follows the one in Chapter B, sec. 1-2 of [Ste91].



Chapter 5

Algebra of flowgraphs (aa—flow)

In this chapter we justify our claim that aca-flownomials represent flowgraphs. Actually,
this follows from the abstract correctness and completeness theorems proved in this chapter.

A concrete flowgraph may be identified with a class of isomorphic normal form expres-
sions. In an abstract setting (i.e., in the case an arbitrary aa-flow is used to connect the
variables) this property is taken as the definition of abstract flowgraphs.

The correctness theorem take the following form: If we start with an aa-flow T (for
example Rel), then the abstract flowgraphs over X and T form an aa-flow, too.

The completeness theorem is based on two results: (1) every expression may be brought
to a normal form using rules deductible from the aa-flow axioms and (2) the rule of simu-
lation via bijections (which allows to connect isomorphic normal forms) is deductible from
the the aa-flow axioms, too.

5.1 A canonical representation of flowgraphs

5.1.1 The normal form representation

Every flowgraph (= labelled directed hypergraph) with atoms in X, for example the one
in Figure 5.1 (a), may be redrawn in a standard way as in Figure 5.1 (b) by using the
following method: *

M1. Put all the atoms of the graph in a linear order chosen in an arbitrary way; in our
example this order is = (top), y, z, and x (bottom).

M2. Draw the rectangle f,i. and its external connections as follows: the parallel arrows
1, giving the inputs into the graph; the parallel arrows 2, giving the outputs from
the graph; the parallel arrows 3 connecting the outputs of the atoms ro fyi.; and the
“parallel” backwards arrows 4 connecting fp;. to the inputs of the atoms.

M3. Draw the arows inside the rectangle f;. in such a way the connections in the resulted
graph are the same as in the given one. (This operation is uniquely determinated by
the linear order of the atoms.)

The resulted picture is called a normal form picture.

!For simplicity, the given example is within the omogen case, i.e. all the connection pins have the same
sort. The extension to the many-sorted case is obvious.

o8
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Figure 5.1: The normal form representation of flowgraphs

The arrows of the rectangle f,;. as above may be specified using a relation
feRel(m+o(xy)+...+o0(xg), n+i(z)+...+i(zg)),

where m is the number of the inputs into the graph, n is the number of the outputs of the
graph, (z1,Zs, ..., xy) is the chosen sequence of all the atoms in the graph, and o(x) (resp.
i(x)), for an z in X, is the number of the inputs into (resp. the outputs from) the atom
x. In the given example f € Rel(1+14+2+1+1, 1+1+1+1+1)=IRel(6,5) is the
function which maps 1, 2, 3,4, 5,6 to 2, 3,4, 5, 3, 1, respectively.

Since for p, ¢ € IN there exists a bijective correspondence between the set Rel(p, ¢) and
the set of rectangles of arrows fyi. with p inputs and ¢ outputs, the normal form pictures
of flowgraphs are in a bijective correspondence with the pairs

(x1®...0 g, f)

where x1 ... D x; is a word in X*, zq,...,2; € X and
feRel(m+o(z)+...+o(xg), n+i(z)+ ...+ i(zg)).

Actually, the normal form picture corresponding to the pair (z1 ® ... @ zy, f) is
gr[((lm Cr1D...D xk) . f) Ti($1)+...+i(:pk)]

Definition 5.1 (normal form expression, AC-pair; — for usual flowgraphs)
An expression as

((lp,®x1®...0xK) - f) Ti(I1)+...+i(:pk)
is called a normal form expression and the corresponding pair

is called an AC-pair. (Short for “pair consisting of a sequence of Atoms (variables) and a
rectangle of Connections”). O



The following result is obvious.

Lemma 5.2 The nondeterministic (resp. partial, deterministic) flowgraphs, — in an in-
tuitive sense —, built up with atoms in X concide with the graphs of the type gr(E), where
E is a normal form flownomial expression in Flpxp|X,Rel] (resp. in Flpxp|X,Ptn]).
(I

5.1.2 Relating different normal form representations

The aim of this analysis is to obtain a mathematical formulation of the property that two
AC-pairs represent the same graph.

As we already noted, for a given graph and a given linear order of its atoms there is
one and only one pair representing that graph. So the problem is to relate different pairs
obtaining by varying the linear order used for atoms.

HF=(x;®...0x f): m — nis an AC-pair, then it is easy to see that

Fropiny =@18...02, 101 DT BT ® ... Dy, f),

where

f/ _ (Im P |25<r0(5175) D 0($r+1)Xo(wr) P |25>r+10(xs))
f . (In @ IEs<ri(xs) @ i(xT)Xi(xrle) @ Izs>r+1i(xs))
is an AC-pair representing the same graph as F. Consequently, F,_ ;1) is the AC-pair

corresponding to the given graph and the linear order xy,..., 2, 1, %r11, Tr, Trio, ..., Tk-
This observation suggests the following definition.

Definition 5.3 (simulation via a transposition; —for usual flowgraphs)

We say two AC-pairs F' = (z1®...®xg, f) :m — nand F' = (2] ®... @z, f') :m —n
are similar via a transposition, and we write F' —p, F', if k = k' and there exists an
r, (r < k) such that:

i) ot =a;, Yielk]—{r, r+1}, 2. =x,,,and 2/, =z,; and
) r r+1
(ii) the connections are related by

I'= (@ lsgoey & T IXET @ s, o)
f - (|n D IEs<ri(Is) ® i(zr) Xi(@r41) P IES>T+1i(ws))

The reflexive transitive closure of the relation —7, is denoted by =7,. Sometines we
write

F =iy F!

to single out the involved transposition. O
Now the following proposition is obvious.

Proposition 5.4 Two AC-pairs F' and F" represent the same graph if and only if one may
pass from one pair to the other one using a chain of simulations via transpositions, i.e. if
and only if F =, F'. O



5.2 Correctness of aa-Flow-Calculus

It is clear that one may use pictures in order to show that the rules ROr+R1-R9+EqL are
correct, i.e., if two expressions are equivalent via these rules, then they represent the same
graph, — see Figure 4.4. But there is also a mathematical method for proving this result.
This procedure contains two steps:

(i) Prove that the rules R1-R9 hold in IRel, and consequently in all of its substructures
(i.e., containing constants “l,” and “¢X®” and closed with respect to the operations
“EB”, “.77 aIld “T?’)‘ 2

(ii) Show that if the rules R1-R9 hold in 7', then they hold in the theory of flowgraphs
over X and 7.

This frame for the proof of the correctness theorem has the advantage that it may be
applied to the formal theory of abstract flowgraphs. We mean the following. The above
analysis has shown that a concrete flowgraph (i.e., a flowgraph picture) may be represented
by an AC-pair uniquely up to a chain of simulations via transpositions. But the notion of
an AC-pair and of simulation via a transposition still have sense when the support theory
is an arbitrary aa-flow and not necessary an aa-flow included in Rel.

Notation 5.5 (INFU[X,T], Fl.,[X,T))
INF/[X, T] denotes the theory of AC-pairs over X and 7.
If we denote by —r, the simulation via a transposition, then it turns out that the congru-
ence relation generated by —r, is the reflexive-transitive closure of —7,, denoted =r,.
Fl,,[X,T] denotes NFU[ X, T]/=1,. O

Definition 5.6 (abstract flowgraph)
An abstract flowgraph is an element in IF0,,[X,T] (= INF/([X,T|/=r1,), where T is
an arbitrary aa-flow. O

In this abstract setting the difficult part of the correctness problem (i.e., (ii) above)
take the following form:

“If T is an aa-flow, is IF,,[X, T] an aa-flow, too 7"

The answer is positive. The proof we shall give below use an equivalent definition for
aa-flow, where composition is restricted to left and right compositions with bijections.

5.2.1 An equivalent presentation for aa-flow.

In an aa-flow composition may be written in terms of summation, feedback and right
composition with morphisms of type ™X" as follows:

f-g=[(f®g) "X 1" for f:m — nand g:n — p.

Consequently it may be useful to have a presentation of the aa-flow structure using
these operations only, but, unfortunately, the resulting axiom system we have has some
unpleasant axioms. Due to this reason we give here an intermediary characterization of the
aa-flow structure which uses one more operation, namely left composition with bijections.

2This follows from Theorem 4.11.



Definition 5.7 (LR-flow over IBi)
Let (M, ®,0) be a monoid. We say a structure 7' = {T'(m, n) };ynenm endowed with:

e Identities |, € T(m,m);

e Summation @ :7T(m,n) X T(p,q) — T(m & p,ndq);

Feedback 17 :T(m @ p,n & p) — T(m,n);

Right Composition with Morphisms in Bi:
for fe T(m,n), n=n1 ... 5 n; and ¢ € Bi(k, k)

f 'R(m ..... nk) ¢ S T(m, n¢71(1) @ Ce @ n¢71(k))

Left Composition with Morphisms in IBi:
for f € T(m,n), m=m; & ... my and ¢ € Bi(k, k)

O Lima,mi) | € T(mgy @ ... & mgry, n)

is a LR-flow over BBi if it fulfils the axioms in Table 5.1, SV1-SV2 and L- and R-REFINE
defined below.

for{ =0,23

e L-REFINE Similar

The aim of the next two lemmas is to show that the notions of aa-flow and LR-flow
over IBi coincide. The long, but easy proof, is given in Appendix 12.

Lemma 5.8 (aa-flow = LR-flow over Bi)
Suppose T = ({T(m,n)tmnenm, B, Ty lm, "X") is an aa-flow. Then (T, &, 1, r, T, 1m)
1s a LR-flow over Bi, where

[ rnyyny) @ =f-(6(V)n, ... 0(k)n,)  and
0 “L(ma,...,my) f= (w(l)mw(l) .. .w(k)mw(k)) - f

(Recall the notation (¢(1)e, ...¢(k)e,): Let S D {s1,...,s:} and ¢ € Big(s; & ... ®
Sk, Se-1(1) D ... D 3¢71(k)) be a multi-sorted bijection induced by ¢. Let H : Big — T
be the unique morphism of ac-flows (provided by Theorem 2.5) which extends the function
h:S — M that maps s; to c;, for every i € [k]. Then (¢(1), ... d(k),) = H(¢).) O

Lemma 5.9 (LR-flow over Bi = aa-flow)
Let (M,®,0) be a monoid. Suppose ({T'(m,n)}mnem, S, 1, ks T, Im) s a LR-flow over
Bi and define:

3We recall that (¢(1);...¢(i);...¢(k)1) is the bijection obtained from ¢ replacing the arrow leaving
the i-th entry by a group of [ parallel arrows. See also the computation rules given just below Proposition
2.7.



Table 5.1: Axioms for LR-flow over IBi.

Here f,g,h vary in T', ¢, vary in IBi and the operations in
Bi are denoted by €, o, 4, [, X'

In LR3a,b we are using the following notation: If P is the
k-tuple (ni,...,n;) and o € Bi(k,k), then o(P) denotes
(Mg=1(1)s - - - s Ng=1()) and o~ (P) denotes (ngay, . - -, Nogr))-

| LR1

| LR2

| LR3a
| LR3b
| LR3c

| LR4a
\LRAb

‘ LRb5a
‘ LR5b

LR6

| LR7a
| LR7b
LR7c

LR7d

| LR8
LR9

fogoh)=(fog) oh

hef=f=f®l

(f “r(py @) moP)) ¥ = [ rp) (Bo7)
¢ -r-1py (V) ) = (o) ) f
¢y (fr@) V) = (¢-1p) [) rR@) ¥

(f ®9) rpa) (@B V) = (f “r(p) 8) ® (9 R(@) ¥)
(6@ Y) L) (f©9) = (D) [)® (¥ 1@ 9)
f®g= [IXI *L(n,m) (g® f)] "R(q,p) X

for f:m—p, g:n—q

¢y f1P=10B 1) pp) f117

FPrpyd = [f repp) (9B 11)] 17

forp) (0 ) = & 1) -rpp) 0] 17
when P = (ny,...,n;) and p = ng-1(41) when ¢~ ' (k+1) <k

(0 D) py [ =16 ey (fOL)] 17
when P = (n,...,n;) and p = ngp41) if ok +1) < k

fegP=(fDg) 1

f “rnpg) (10 B XD 1997 = [(1, @ X)L g ) f] 1797
for fimdgdp—-ndpdyq




(DEF) for f:m —mnandg:n—p
frg9= [(f@g) "R(n,p) IXI] ™

and
PX? = lpeg *R(pg) X
Then T = ({T'(m,n)}mper, S, 5 T, b, ™X™) is an ac-flow. O

Fact 5.10 (Left Feedback)

In the definition of a LR-flow one may use a Left Feedback “| __” instead of the Right
Feedback “__ 17 that we have used. In such a case the arioms LR7a—d, LRS and LR9 are
replaced with the following ones:

¢y (17f) =
(P f) rpy ¢ = 17
frepy (2'0) = 17D f) repp) ¢
() p [ = ¢ Ly (I, © f)]
(" fHleg = 1P (fo9)
T (f Ry (XK@ 1)) = Y [CXT B 1) Lism) f]

with compatibility relationships between p and P in the third and forth lines similar to those
for the right feedback.

The connection between these two feedbacks is given by the following relations
Tpf:[lxl'L(p7m)f'R(p,n) IXI] Tp forfp@m%p@n
pr: Tp [IXI'L(m,p)f'R(mp) IXI] forfm@p%n@p 0

We collect the above results in the following theorem.

(L& ®) Lpp) [

P
L rep,p) (11 €0 @)
[
P

Theorem 5.11 (equivalence of two presentations of ac-flow)
The following two sets of axioms are equivalent (and define the structure of aa-flow):

(i) identities R1-R9 in Table 4.1, SV1-SV2 and C1-C5 in Table 4.2,
(11) identities in Table 5.1, SV1-SV2, C1 and L- and R-REFINE.

(The passage from left and right compositions used in Table 5.1 to the general composi-
tion is made the rule (DEF) given in Lemma 12.2.) O

5.2.2 Flowgraphs as isomorphic normal form expressions; alge-
bra F/¢,.[X,T]

In this subsection we show how the normal form expressions / AC-pairs may be structured
as an aa-flow. Suppose we are given an X and an aa-flow 7. The theory INF¢[X, T| of
AC-pairs over X and T is defined by the sets
INF/[X,T](m,n) = {(11®... Bz, f):
with 1 & ... & x; word in X7,
Zq,...,T variables in X and
fermdo(r)®...0o0(xg), nDi(xy) ®...di(xg))}



When k£ =0 the sum x; & ... ® z is interpreted as the empty word, — denoted by A.

In order to define the operations on AC-pairs we use the convention that x,i(z), 2, etc
denote 1 & ... Bxg, i(r1)B...Di(zrg), x|S...Dx}, etc., respectively. In addition we
think of the aa-flow T' as being defined by the identities in Table 5.1, hence the morphisms
in T may be composed on left and on right with bijections in IBi.

e Summation: for (z, f) € NF([X,T]|(m,n) and (', f') € INFL[X,T|(p, q) we de-
fine:

(z, flo, ) = @od, (L &X' @ 1) Limo@)poe) (fE) Rni@).qiay (1 B X @ 11))

e Right composition with morphisms from Bi: for (z, f) € NF([X, T]|(m,n), n =
ny @ ...dn, and ¢ € Bi(k, k) we define

(z, f) repy & = (2, [ rpi@) (@B 11))

e Left composition with morphisms from Bi: for (z, f) € NF([X, T|(n,p), n =
n & ...8n; and ¢ € Bi(k, k) we define

¢ L(P) (z,f) = (z, (6B 1)) "L(P,o(z)) )
e (Left) Feedback: for (z,f) € NF/X,T|(p & m,p & n) we define
(@ f)=(z, 1°f)

Let us note that X and T are naturally embeded in INF/ by

for x € X(m,n)
Ex(x) = (z,™X")

and for f € T(m,n)
Er = ()‘7 f)
The definition of simulation via a transposition —7, on the sets INF/[X, T|(m,n) has

been given in Definition 5.3 in the particular case 7' C IRel, but it still has sense when T
is an arbitrary aa-flow.

Lemma 5.12 Let T be an aa-flow. Relation —r, is a symmetric relation on NFA[X,T]
and obeys the following conditions:

a) FOF —ppo@i) F'o F
FoF = Tr[(kr) o (k+r+1)] F o F" where F = (371 O...Dxg, f)
b) F'rpy® —rrfro(r+1)] F" -ppy ¢
¢-Lp)y F' —rrprorir) ¢ -rp) F"
c) TP F —rpro@t1) ™"

whenever F' — o1y F" and the corresponding operations make sense. O

The proof of the above lemma is simple and it is omitted. By applying this lemma we
get the following result.



vy (feed) b (feed-nf)

Y

Figure 5.2: Operations on normal forms representations




Proposition 5.13 The congruence relation generated by —7, on INFU[X, T is the refezive-
transitive closure of —r,, denoted by =r,. O

Consequently the operations defined on INF/[X, T'] still make sense when they are in-
terpreted in the quotient structure NF([X, T/ =7,.

Definition 5.14 (simulation via block transpositions; abstract case)

We say two AC-pairs f = (z1®...®xg, f):m —nand f' = (2]®...®z, f):m—n
are similar via a block transposition [(r +1,...,7+s) < (r+s+1,...,7 + s+ t)] with
s, t>1, 1<r+landr+s+t<k if

k = k' and the following conditions holds:

: ! ! . ! _ / _ .
(i) @) =21, ., 2L = Xp; Thyy = Trgsity- - Ty = Trpsits
/ _ / _ . / _ !
Lpgpt1 = Trtls -y Tpppqs = Trtss Lpgppstl = Lrttts+ly - - T = Tk
(i)
I 1 1
o= (L@ XK D) Lin, Sucro(@a), o@ri1)®. 00 1a), o(Erss41)BB0(Trsste), Susrissio(en)) |

R, Sucri(tn), i@ 11)BBi(Tr ), i@ 0t 1)BoDi(Tr rase)s Susriareilzy)) (J2 @ XK @ 11)

O
It is easy to see that this simulation via block transpositions may be replaced by a chain
of simulations via simple transpositions. Hence, if the above simulation is denoted by

PTr[(r41,...,r48) = (r4+5+1,...,r+5+t)]

then
T, 8) s (rbst Lrbstt)] & =T

5.2.3 Extending aa-flow structure from connections to flow-
graphs

The proof of this result is based on the following two lemmas.

Lemma 5.15 IfT s an LR-flow over Bi, then all the axioms in Table 5.1, except for the
aziom LR6, hold in INF([X,T].

Proof: For LR1 suppose we are give three pairs in INF/[X, T, namely (z, ) : m — n with
z:r—s, (@, f):m —n witha' :r" — s, and (2", f"): m" — n” with 2" : 7" — §".
Then

(z, f)e @, e @ f)=@oz ez" g)

where

9 = (1324) Lonom' sos'mr,s)[(1324) *1im,sm s (f © f')
Rty (1324) © f"]  Rwont ror i ry (1324)
= (125346) “ L(nm 5,575 [(132456) * Limsmt ot 5y (f © f' & f7)
Rt ot 1) (132456)] - Rn ot r sy (124536)
= (135246) L, sm 75y (f D F'© F") Rt o gy (142536)



In a similar way one get

(z, ol [ o M=o o g)
hence axiom LRI holds in INF¢[X, T, too.
LR2 holds in INF¢[X, T] since for (z,f) :m — nwithz:r —s
(@, )@ \b) = (z, (1324) "L(m,s,0,0) (f & 1) "R(n,r,0,0) (1324))
= (z, f®lo) by REFINE
= (z,f)

and similarly for the other equality.
For LR3, suppose we are given a pair (z, f) : m — n with  : 7 — s. Then LR3a holds
by
(@, f) -rep) @) roey ¥ = (& [f -repr) (@B 1] riop)r) (V B 1))
@, [ rpp) (Poy @)
= (&, f) ‘rp) (Po )

LR3b is dual to LR3a. LR3c folows by
[(¢ L(Q) (z, f)] "R(P) (0

, (@B 11) i) ] reps) (WEBI1L))
, (0B 1) Lo f “rps) (W& 11)])
= ¢ (@ f) “repy ¥l

For LR4a, if (z, f) :m — n with z : r — s and m = my & ... B my, then

= (z
= (z

Hk ‘R(mi,...,myg) (ia f) - (E; Hk-i—l ‘R(mi,...,my,s) f)

= (Ea f)
and similarly for the other equality. For LR4b, if ¢ € Bi(k, k), then

()\7 In1@...€9nk) ‘R(n1,...,ng) ¢ - ()\7 I'rLlEB...EB'rLk "R(n1,...,nk,0) (¢GB l]l))

= ¢ L(ny—1(1yrnilg— 1(k)) ()‘ I ¢71(1)®...®n¢71(,€))
For LR5 suppose we are given the pairs (z, f) : m — n with z : r — s, and (2/, f') :
m' — n' with 2’ : v — §. If moreover P :: n = n; & ... & ng, ¢ € Bi(k,k), p =
Ng-11)D. .. Bng-1py and P’ o’ = niD...@ng,, ¢ € BI(K', k), p' = njy1)®. . . O gy,
then LRba follows by
[(x e @, ) rer) (0@Y)
= (z D, [(1324) -, L(m,s,m',s") (f& f) R(n,rm' ') (1324)] “R(P,P'rr') (¢@B¢, @l pl)])
= (zd2', (1324) Lonsm sy (f B F) mepyprry [(163 2k’41) o(pB Bl )
= (o2, (1324) romsm.s) (f S f) reprp ) (0B 1B B 1) o (1x312041)])
(E O, (1324) "L(m,s,m/,s") [(f D f) R(P,r,P', ’) (¢ 0y 69¢ Gl )] "R(p,r,p',r") (1324)])
(z, [ rer) (0B11)) @ (o', f' "R(P' ") ( é1,))
(,f) repy ¢ (2, f') “repry &'



The other identity LR5b follows by duality.

Next, the axioms for feedback. We prefer to prove the axioms for the Left Feedback
and to use Fact 5.10.

For LR7a suppose we are given a pair (z,f) :p®m — pdn withz : 7 — s, n =
n@...en, and ¢ € Bi(k, k). Then

(@, ) repyd = (z, (17 f) repry (B 11))
= (& 1"[f rprn (LB OB 1))
= 1z, f) ‘rep,p) (11 B 8)]

LR7b is dual to LR7a. For LR7c suppose we are given (z, f) :m — nwithz:r —s, n=
n&...6n, and ¢ € Bi(l®k,1® k). If p=mng-1(1)-1 when ¢ (1) > 1, then

(@, f) repy (P0) = (@ [reen (To)@10))

(z, fripyy T oBN))

(@, °[(p & f) “rp,pry (9B 11)])
= 17[@, L, 3 f) rer) d]

= 1P[((A 1) @ (2, 1)) rp,p) ]

15

LR7d is dual to LR7c.
For LR8 suppose we are given the pairs (z,f) :p&m — p@&n with z : r — s and
(', f") :m' — n with 2’ : v — §'. Then

Tp(ia f)® (ila.f’) — (i@gla (1324) *L(m,s,m!,s") (Tpf@f,) R(n,r,n'r") (1324))
= (i@&l, T [( 1 69(1324)) L(p,m,s,m',s") (f D f) R(p,n,r,n',r') (Hl S (1324))])
= (QGEEI? T [(1324) *L(p®m,s,m’,s") (f D f) (pPn,r,n',r") (1324)])
7 (2, f)o @, ]
For LRY, suppose the pair (z, f):pBgdm — ¢ p@n with z : r — s is given. Then
TpEBq [(ia f) ‘R(g,p,n) (213)] = ( TpEBq f ‘R(q,p,n,r) (2134)])deﬁnltlon TJ 'R

[
- (:L' Tp@q [f "R(q,p,n®r) (213)])REFINE
= (2, 1% [(213) (g pmes) /)LRO in T
Tq@p [(213) *L(p,q,m) (.T f)]

C1 clearly holds. For R-REFINE we take (z, f) : m — n with z : r — s and
n=n®...6MNo&...on)d... B Then

N
=
-
N—
=
S
3
EB
&
3&\.
a
S
@
s
z
-
—
i3]
~~
=
S
3
D
D
3&\.
a
S
&
3
=
w»
—
-
N—
N—

27t gereylby Wene

1
= ( ) f "R(n1,...,n},...,nk dots,ng,s) ((¢(1)1 s ¢(2)l s ¢(k)1) & Hl))
= (£7 f) ‘R(n1,...n},..,nkdots,ny) (¢(1)1 s ¢(Z)l s ¢(k)1)

Finally, L-REFINE is similar. O

&=

Lemma 5.16 Aziom LRG6 holds in INFU[X,T|/=,.



Proof: Suppose we are given the pairs (z,f):m - nwithz =2, ® ... &z :r — s
and (', f"):m' —n' witha' =21 ... 0}, : 7" — §'. Then

(21) iy (&5 f)) @ (2, )] Rew i) (21)
= (£ bz, (3124) L(m/,s',m,s) (f, D f) ‘R(n',r',m,r) (2314))
= (@ez g)

We show this resulting pair is similar via a block transposition with

(z, ) & (', ')
= (£®£Ia (1324) (m,s,m/' s’ (f@f) R(n,r,n’,r') (1324))
= (z®z', h)

More precisely, we show that

(' ®z, g) =T, k) o (K D1,k Bk)] (zo 2, h)

Condition (i) in the definition of simulation clearly holds. We check (ii):
(1243) *L(m,m’,s',s) g ‘R(n,n',r'r) (1243)
= (3142) Lot s m,s) (f'& f) “R(n! ' mr) (2143)

— (1324) 'L('nus,m’,s’) (f @ fl) -R(TL,T,TL’J") (1324)
= h

From the two lemmas above we get the following theorem.

Theorem 5.17 If T is an aa-flow, then I, [ X, T] is an aa-flow, too. O

5.2.4 General composition on normal form expressions

We finish this section by completing the table of operations in INF/[X,T]. For (z, f) :
m®p— ndpwith z : r — s we have

(z, )T = 1712 Lmp) (& f) “Rnp) (21)]
= (z, 17 [(213) "L(m,p,s) f *R(n,p,r) (213)])
= (&, [(21) ‘Lpmes) [(213) Lmp,s) [ Rnpir) (213)] - Repner) (21)] 17)
= (z, [(132) -1 Limp,s) | "R(np.r) (132)] 17)

Consequently, the following identity holds:
e Right Feedback in INF/[X,T]|: for (z,f): m & p — n & p we have

(2, )17= (z, (1 &' X")  Limpo@) | *Rmpic) (11 & X)) 17)



For composition, if (z, f) : m — n with z: r — s and (2/, f') : n — p with 2’ :

then by using the above identity for “_ 1™ we get

where

(z, f)- @, f) = (&)o@, f) rup (21)] 1"
= (zo4,9)

(1243) *L(m,s,n,s") (f D fl) ‘R(n,r,p,r") (4213)] Tn
(f D g @n) : (Inear D SIXn ’ fl) ’ (4n27’1p3r’)] Tn

[

[

(f D I ) [( ner O ° Xn) LXronds (lr D fl D ln) ORI (4n2r1p3r’)] Tn
(f D I ) [(4 1;352p ) (7" D fl D ln) ) (2rlp3r’4n)] ™

(f & le) - [(4n1;3520) - (1 & f1) - (201330) & 1)) 17

(f ©ly) - (4nli3e20) T - (b & f) - (2:1p3y1)

(f @ 1) - (201:35) - "XE - (fT @D 1) - PEIXT - (2,1,3,0)

(fely) - Lo™X)-(fel)-(1,eX)

So, we have found the following identity

e Composition in INF/[X,T]: for (z,f): m — n and (2, f') : n — p we have

(2, f)- (@, f)=(@ad, (fDlw)) (I, @ @XE) . (f' @) - (I, EX@))

5.2.5 Example of computation using normal forms

The proof of the equality in Example 4.6 was made using the rules of aa-flow in an ad-
hoc way. However, the equality of aa-flownomilas may be checked using a simple decision

procedure based on the normal forms. It consists in two steps:

e bring

e check whether the resulting normal forms are isomorphic (= similar via transposi-
tions)

Below we show how this method may be applied to check the equality in Example 4.6.
In this example the connections are made with elements in IPfn !

each expression to the normal form

functions). We represent such an element

where ¢~'(i) = L when ¢~'(4) is undefined.

Example 5.18 A} (I, ® (z - A%) 19) - f

o v =(x,

(3a1p2,)) :bBa—a

o NS = (2, (3.3,1p2,)) : bB a — 2a

o (z-AY) 1= (2, (2,142,)):b—a

— S

/
)

(converses of partial



o I, d(z-Ng) 1= (x, (1p3a2p34)):0Bb—bDa
o AL (b8 (2 A1) = (5, (121,2,)) b= b&a

o [N (he(z-A9) 1]
= (ZL’ @ Z, (1b2a1b2a3a) - (1b2a5a3b4a) . (3a1b2a4b5a) - (1a4b5a2b3a))
=(xdz, (3a1p2.12,)) : b —a

A (@@ )] 1°
o v =(x, (3,1p2,)) :bDa—a
e 1 Dr= (D, (5.641p2,3v44)) : 2(bD a) — 2a
o AN (2@ 2) = (1D 2, (3,441241424)) : 0D a — 2a
o (NP (r @) 1%= (2D, (21p341434)) : b — a
They are similar, namely
(Ip D *X®) - (2415341534) = (3415241524) - (I, © PPeXPDa)

Indeed,
(1b3a2a) : (2a1b3a1b3a) — (3a1b2a1b2a) - (3a1b2a1b2a) ' (1a4b5a2b3a)

O

5.3 Completeness of aa-Flow-Calculus

The above analysis has shown that a concrete flowgraph may be represented by an AC-
pair (or equivalently, by a normal form flownomial expression) unique up to a chain of
simulations via transpositions. In order to prove that the rules of aa-Flow-Calculus are
complete in the sense of Fact 2.(ii) in Section B.2.3, one has to show that :

e every expression may be brought to a normal form using rules that are deductible
from ROy + R1-R9 + EqL;

e simulation via transpositions is a rule deductible from R0 + R1-R9 + EqL.

These proofs are given in this section in the abstract setting, namely when the support
theory is an arbitrary aa-flow.

5.3.1 Bringing expressions to normal form

Definition 5.19 (normal form expressions; — general case)
The definition of the normal form expressions in the sets [Flgxp[X, T|(m, n) is the same
as in the case 7' C IRel given above, namely are those expressions of the form

[(ln®x1 ... 0x) - n(f)] Ti(xl)GB...@i(xk)

where a1, ...,z are variables in X and f € T(m@o(x1)D...Do(zg), n@i(r)d...Di(vg)}
Here we have made a distinction between a morphism f in the support theory 71" and the
corresponding expression n(f) in Flyxp[X,T]. O



Table 5.2: Rules for bringing an expression f in IFlgxp[X, T] to a normal form nf(f)

| NF1

| NF2

| NF3

| NF4

| NF5

for f € T(m,n)
nf(f) = (I - n(f)) 1°
for x € X(m,n)
nf(z) = [(ln © x) - n("X")] T

In the following rules NF3-NF5, z, o(z), 2/, etc. will denote

1 B... 0, olx)d...do(rg), ) B...0xL, etc., respectively.
Denote g = (1, & PX°@ & lo)) - (f B 1) - (1, & @XP & l,r)). Then
(e ©.2) - ()] 19 @ [, © ) - n()] T) = (g © 2 © ) - n(g)] 11097
Denote g = (f @ lo@n) - (I, & @XE)) - (f' @ lyy)) - (I, & 1@IX{@). Then
([l @ 2) 0D T2 - [ ® ) ()] 1F9)) = [l © 28 2) - n(g)] 1405
Denote g = [(l,, ® °@XP) . f. (I, ®©PX@ . Then

nf([('m@p S £) : n(f)] Ti@)Tp) = [(|m &) g) . n(g)] Ti(z)

In this subsection we prove that every expression may be brought to a normal form by
using the rules NF1-Nf5 in Table 5.2.

It is obvious that the normal form expressions in IFlgx p[X, T](m,n) and the AC-pairs
in NF/[X, T|(m,n) are in a bijective correspondence via the applications

and

pair([(ln ® 1 & ... & xp) - n(f)] 11EVE-R@)) = () @ ... By, f)

exp(21 @ ... B, )= [l ® 21 ® ... B xp) - n(f)] TEIS-Size)

Since Flpxp[X,T| is an algebra freely generated by X and 7T there exists a unique
morphism

S]NFI . IFKE‘XP[X, T] — H\IFZ[X, T]

introduced by the emdedding (Ex, E7) of (X, T) in INF/[X, T] defined in just above Lemma
5.12. First note that

Lemma 5.20 In INF([X, T the following identity holds

[(Im D Ex(.ib'l) D...D Ex(a?k)) . ET(f)] TZ(Il)EBEBZ(Ik): (371 D...D T f)



Table 5.3: The rule of simulation via transpositions

[STMz, [(ln ® 01 & - © @) - n(f)] 108w |

| = (ln © 2} & & af) - n(f)] 11D |

‘ where zi,...,x) are from X, f is from 7T, and forat € [k — 1] ‘

‘ wp =y, Vi€ [k] = {t,t + 1}, 2} = 41, 734, =2 and ‘
o= (@ g o)) @ THIXE) By o))

f . (In D |2j<ti(wj) D i(CBt)Xi(CL’t+1) P |2j>t+1i($j))

Proof: First prove by induction on k that
Ex(x1)®...® Ex(zg) = (11 ® ... Dz, "X5)
where r = i(z1) & ... ®i(xy) and s = o(x1) B ... D o(xy). Then one gets the identity
(ly @ Ex(z1)® ... 8 Ex(z)) - Er(f) = (21D ...z, (ln®"™X%)-(fal))

Finally, apply (right) feedback _ 1" to this equality. Then in the right hand side we get
the pair (x1 D ... ®xg, f). O

It follws that the application pair is the restriction of the evaluation morphism Enpr to
the normal form expressions.

Notation 5.21 (=,y)
The congruence relation generated in IFlgxp[X,T] by the rules NF1-NF5 is denoted
by =,7. (It is clearly equal to the relation generated by NF1-NF5+EqL.) O

Proposition 5.22 FEvery expression may be brought to a normal form by using the rules
NF1-NF5+EqL.

Proof: By structural induction, it is clear that every expression may be brought to a
normal form by using (Equational Logic and) the rules NF1-NF5 from left to right. O

5.3.2 Simulation rule

The rule of simulation via transpositions SIMyp, is given in Table 5.3. It shows how are
related two normal form isomorphic expressions.

5.3.3 Deduction of the normalisation and simulation rules from
the rules of aa-Flow-Calculus

First we show that certain identities suggerated by these rules hold in an aa-flow.



Lemma 5.23 The following identities hold in an ac-flow.
Nfl f=(pn-f)1° forf:m—n
N2 f=((l,®f) - ™X) 1™ forf:m—n
Nf3 forg:r—s, fimds—ndr, ¢g:r'—s and f:pds —qgdr
(lm®g)- f117 @& g) - F11"
= [(nap @ 9 ¢) - (ln BPX 1) - (f & f) - (I & XD 11)] 177

Nf4 forg:r—s, fm&s—ndr, ¢g:v"—5 and ff:nds —pdr
[ g)- f117 [l @ ) - f117
=[(n® g g) (fOly) (lad™X) - (f @) (I, &"X)] e

Nf5 forg:r—s and f-mOpDs—>ndDpdr,

([(mep @ g) - f117) 17=[(Im & g) - ( (I &°X7) - f - (I & 7X7) ) 17117
Simp, for f:m®si D5, Ds3Dsy = nOr1 DT O3By and gj:rj — 55 Vi€ [4]
(I © 91 D g2 © g3 © gg) - f] TrrEm2Oraems
=l Bn®DgsD gD ga) * (lnas, ®BX2DN,) - [+ (lngr, 72X @ |, )] Tr1Era®r2®m
Proof: First of all we recall that the following identities hold in an aa-flow
R6" (f@g)-PXI="X"-(g& f) for f:m—p, g:n—q and
RS f17og=[(ln&™X) - (fog) (lhe?X")] 17 forf:mop—ndp, g:m —n'

The first identity Nfl follows from SV1.
For Nf2 note that

(L, ® f) - "X 1™ = ["X™. (f@l,)] 1™ by R6’

= ("X -f by R7
f
Nf3 may be proved as follows
[ & 9) 1 17 &[(1, ® ) ] 17
= [l ®PX") [(ln ® 9)f © (L, © g) 117 (L, & X)) 17 R8’, then RS
= [ @2X" @ 1) (b ® 9)f D (I, © ¢)f") (I @ "XT @ 1)) 1717 R7
=[(ln®?X - (g l) & ¢) (f&f) (L &™X B 1) 170 R5
=l ® L& g®g) (lu®?X @) (f & f) (lh& "X @ 1) 177 R6’R7

Nf4 may be proved as follows



[(lm®g) f117 1o g) 117
=[([(meg) fIT® L) -(hg) f11" by R7
= [l @™ X) (@ g) f& L) (b ®™X)1-(l,®g) f1171" by R
=[(ln®"X") (ln®g) f&l) lL,ea™X) (lhag) ffal)] 1"  byRT
=[(ln®"X) ((ln®g) fEl) (lb@™X" (¢ BL) (f@1,)] 17 by R5
= [l ®"X") (ln ®g) f ) (@ (I ®g) "X) (f ®1,)] 179" by RE’
=[(ln®a"X) (lndgag) (fOly) (l,&™X) (ffal)] e by R5
=[(ln®gag) (foly) lL,a™X) (fel) (,e"X)] e by R9

Before N5 we prove Simy,.

(I @918 958 92 D 04) (s, B 3X2 B 1) - [ - (lngr, B 72X @ 1,,)] (107020
(I, ® 73X @ 1) (lnn © 91 D g2 D g3 D ga) - [+ (g, 72X D 1., )] TrE7e0r20m
= [(n©®0n©0®g®g) f(lhen ©2X23 1) (g © X2 O 1,)] [rror20radrn
= [(ln®g1®go®gsDgy)- f] [rrO20meom

Finally, note that Nf5 follows from a particular instance of Simp,, — namely that when
g1 = g4 = lp and g9 =1, — by applying rule R7. O

From this lemma we get the following result.

Proposition 5.24 The rules NFI-NF5+SIMr, are deductible from ROp+RI1-R9+FEqL.
(Il

Proposition 5.25 (uniqueness of the normal form)
Different normal form expressions are not equivalent via the rules NF1-NF5+FEqL.

Proof: Suppose we are given two n.f. expressions

E=lp®z) n(f)] 1"® withz =2, ®...0x; and
E' = [(l, ®2) n(f)) 7@ with 2’/ =2}, & ... © x},
that are equivalent via NF1-NF5+EqL. Then there exists a chain of expressions Fjy,...

such that
FE =nf E1 =nf .- =nf El

where at each step only one rule has been applied. From the definition of the operations
in INF([X,T] given in the previous section it follows that the rules NF1-NF5 hold in
INF/[X, T], hence we get a chain of equal pairs

Enre(E) = Enre(Er) = ... = Enre(E')

This shows that
(T1®...0x, ) =@, D...®x, [)

hence k = k' and Vj € [k]: x; = 2} and f = f’. This means,

E=F



The normal form expression corresponding to an expression E actually is EXP(Enpi(E)).
The argument for uniqueness in the above proof may also be presented as follows:

It is well known that the quotient algebra IF¢gxp[X, T|/ =, is a free model for the rules
NF1-NF5. By the definition of the operations in INF/[X, T'| given in the previous section,
INF/[X,T] is a model for the rules NF1-NF5, too. Since two different n.f. expressions
are interpreted as different elements in INF/[X, T'| they must be different in the free model
IFlpxp[X,T|/ =u, too, hence they can not be =, s-equivalent.

5.3.4 Completeness of the axiom system

We collect the result of this chapter to prove the following completeness theorem.

Theorem 5.26 (completeness of the rules of aa-Flow-Calculus)
If two expressions represent the same abstract directed flowgraph,* then they may be
proved equivalent by using the rules ROp+R1-R9+FEqL.

Proof: Proposition 5.22 shows an expression E may be brought to the normal form
nf(E) using the rules NF1-NF5+EqL. By Proposition 5.24 these rules are deductible from
ROr+R1-R9+EqL. Using the correctness result (Theorem 5.17) it follows that the resulting
normal form nf(E) and the given expression F represent the same elements in IF¢,, [ X, T].

Now suppose we are given two expressions E and E’ representing the same abstract
directed flowgraph S. By the above argument the corresponding n.f. expressions nf(E)
and nf(E) also represent S. By Proposition 5.4 (in the concrete case) or Definition 5.6 (in
the abstract one) there is a chain of simulations via transpositions connecting nf(E) and
nf(E’). The same Proposition 5.24 guarantees that the simulation rule is deductible from
RO7r+R1-R94+EqL. Hence we have connected the expressions E and E’ by rules deductible
from ROy+R1-R9+EqL. O

5.4 Meaning and universality of aa-flownomials

Let X be a set of doublly-ranked variables and 7" an aa-flow whose elements are used to
connect the variables in order to built up flowgraphs.

Theorem 5.27 (meaning of aa-flownomials)

The algebras Fl,o [ X, T] (= INF(X,T)/=1;) and Flpxp|X,T]/~qa are isomorphic.
Hence aa-flownomaials over X and T may be identified to the abstract flowgraphs built up
with atoms in X and connections in T .

Proof: By Theorem 5.17 the rule RO7+R1-R9+EqL hold in INF([X, T|/=7,. Hence the
evaluation morphism

Enre : Flpxp[X,T] — NFUX, T] /=7,

4We recall, this means they have the same evaluation in the formal model IF/,,[X, T



induces one morphism at the level of ac-flownomials, i.e.

%‘Z : ]FKEXP[Xy T]/ ~Naa— NFK[X, T]/:>Tr

Obviously, &1 is a surjective morphism. On the other hand, Theorem 5.26 asserts that

two expressions that have the same evaluation in NF/[X, T'| /=1, are ~, equivalent. Con-
sequently, &7 is also an injective morphism, hence it is an isomorphism. O

The construction of the quotient algebra IFlg x p[ X, T]/ ~aq is the standard construction
of the free algebra generated by the rules R1-R9 and ROr. So that the following universal
property of aa-flownomials is obvious.?

Theorem 5.28 (universal property of ac-flownomials / abstract flowgraphs)
Let M be a monoid and T an M -ac-flow algebra. Then:

(1) Tl X, T| is an M-aa-flow, too.

(ii) There is a natural embedding (Ix, I7) of (X, T) in Fl,,[X, T|, where Ix is a function
and I is a morphism of ac-flow algebras such that for every S'-sorted aca-flow algebra,

function ¢x, and morphism of ac-flow algebras ¢ there exists a unique morphism of
ac-flow algebras ¢* : Wlyo[X,T] — Q such that Iy - ¢* = ¢r and Ix - ¢* = ¢px. O

Actually the above theorem shows that the aa-flow IF{,,[X, T] is the direct sum of the
aa-flow T and the one freely generated by X.

We finish this chapter with a corollary of the above results and Theorem 4.11.

Theorem 5.29 (Kleene-like theorem for functions/relations computed by programs)
Suppose F is a set of known statements in IPfn(D) (resp. Rel(D)), where D is the
set of memory states. The set of functions (resp. relations) computed by the deterministic
(resp. nondeterministic) programs built up with statements from F coincide with the set
of functions (resp. relations) represented by flownomial expressions over F' and PPfn (resp.

Rel). O

5.5 Short comments and references

‘Abstract” morphism for connecting flowgraphs are used in [CaU82] and in all of
our subsequent papers on flowchart schemes and flownomials, see [Ste87a, Ste87b,
CaS88a, CaS90a, CaS92].

This chapter folows Chapter B, sec. 3-6 of [Ste91]. The main result is based on
a series of papers dealing with the algebraization of flowchart schemes, including
[Cal82, BlEs85, Ste86/90, Bar87a, CaS88a, CaS90b].

With different sets of operators various algebras for flowgraphs appear in [Mil79,
Parr87, CaS90b, CaS88b].

In the classical algebraic calculus for regular languages it is often the case that certain
abstract semirings are used instead of the Boolean {0,1} semiring, e.g. by using
formal series with such coefficients.

5This property is similar to the universal property of the polynomials over a ring.



Chapter 6

Graph isomorphism with various
constants

In this chapter we extend the axiomatistion for flowgraphs modulo isomorphism to the case
where more constants for generating relations are present in the syntactic definition of the
flownomial expressions.

Actually, our previous theorems on graph isomorphism are very general: they hold
whenever we start with a aa-flow as a theory for connections. Hence, in order to get
correct and complete axiomatisations for the present flowgraphs we have to solve only one
problem, namely to get axiomatisations for these relations as enriched aa-flows.

The resulting algebraic structures are called xy-ssmc’s with feedback and are axiomatised
by the aa-flow axioms, the zy-ssmc axioms and certain new axioms which show how the
feedback acts on the constants.

6.1 Axiomatising relations with feedback

In this section we try to extend the presentations as initial algebras given in Prelude A for
sixteen classes of finite relations, in order to include the feedback. From these only 9 classes
are closed with respect to feedback, namely IBi (bijections), IIn (injections), In~! (converses
on injections), IPSur (partial surjections), IPSur~' (converses of partial surjectioins), IPfn
(partial functioins), IPfn~' (converses of partial functions), and IRel (relations), — see
Figure 6.1.

The resulting algebras are aa-flows over xy-ssmc’s and such that the feedback acts on
the additional constants as it is shown in Table 6.1.

Table 6.1: Axioms for the action of feedback on constants.

FA 1, 1°= I,
FB oX® o=,
FC v, %= 1° FC? A* =T,
FD [(Ia D /\a) : (axa @ Ia) ’ (Ia D va)] =1,
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Figure 6.1: Relations closed to feedback

Lemma 6.1 Suppose xy is a restriction with x € {a,b,c,d} and y € {«, (3,7, 6}.
Then xy-Relg s closed under feedback if and only if

x=0b or y=p or xy€ {aqn,db}
Proof: In IRelg for s € S we have
A* 1°=Tg and V4 7°= L°

Hence the classes xy-Relg with zy € {av, aé, ca, ¢y, ¢b, da, dy} are not closed under feed-
back. What remain are the cases in the statemant of the lemma, and, in these cases, it is
an easy task to verify the closure to feedback. O

Definition 6.2 (zy-ssmc with feedback)
Suppose xy is a restriction such that x =b or y = [ or zy € {aw, db}.
A structure T is an zy-ssmc with feedback iff

e 7' is an xy-ssmc
e T'is an aa-flow and
e the axioms in Table 6.1 corresponding to xy hold in T'. !

A morphism of xy-ssmc’s with feedback is a morphism of xy-ssmc’s preserving the feedback
operation. 2 O

1Since the validity of axioms FA and FB is included in the definition of an aa-flow, the last condition
means: axiom FC when xzy € {by, b6, d6}, axiom FC°® when zy € {c3,d3,ds}, and axiom FD when zy = dé.
2If h is the corresponding monoid morphism, then this condition is H(f 19) = H(f) 1@,



Let us note that in the case a« the resulted structure of aa-ssmc with feedback coincides
with the structure of aa-flow.

Lemma 6.3 Suppose xy is such that x =b or y = or xy € {ac,dé}. Then:
(i) The structure xy-Relg with the natural feedback is an xy-ssme with feedback.

(i1) If B is an xy-ssmc with feedback and H : xy-IRelg — B is a morphism of xy-ssmc’s,
then H commutes with the feedback operation.

Proof: (i) It easily follows using Theorem 4.11.
(ii) Let f € zy-IRels(a @ s,b® s) with s € S be a relation written in the standard form

f=Ejean A, OAR) - g+ (Sieqpy Vo, OV5)
Using R7 in B and in xy-Relg it follows that
H(f) "= (Sjepapim ™) - HR) 177 - (SiepoViie,)

and

H(f 1°) = (SjepanMn) - H(h 1°) - (Sieqo) Vo))
where

h = (yepagmyny © ) -9+ (s, © V)

Since g obeys condition (iii) in Theorem 2.8. it is enough to prove the commutation with
feedback only for

Eiellal™)

f=la®An)-g- (@ Vy)
where g € Big(a ® ms, b ® ns) and

(Ta @ Ims) - g- (J—b S Ins) € {J_ms . Tnsa ij*l)s . T(n—l)s S Is}
Now we prove the result by cases:

1. Case m =0 (when z € {b,d}):

H(f) 176 = [(ln@ @ iH(s)) H(g) (lu) ® Vi)l 17
= [H(g) (lu b) D VH( ) J—H(s))] 70 R9
= H(g) (lup ® L")

b 69 L”S))

(
(g (1
(f 1)

H
H(f
2. Case n =0 (when y € {#3,6}): Dual with case 1.

3. Case m > 1 and n > 1. There are two posibilities:



(a) Case when (To @ lys) - g+ (LD 1) = L™ - T, In this case there are ¢ € S*
and u € Big(a,c® ns) and v € Big(c @ ms, b) such that

G = (uUB lys) (. &™X™) (v B ls)

It follows that
fr= (wdAy) (eo™X™) (vd Vvy)

= (udly) [le ® (lns ® AZ) - "X+ (ls B V)] (v 1)

(we ly) [le® (Vi @ls) "X (A @ 1)) (v ly)

= [u(l.a V)&l (I.d*X%) [(I. & AS)v & 1]

hence
H(f) 11 = Hu(l.® VY)) - [ln & "X -H((l.& A3 )v)
H(u(le ®V?) - (I. B A%)v) FB
H(f17)
(b) Case when (T, @ ) - g+ (LP @ 1,) = L0 D5 T, @
i. Subcase m = 1 or n = 1:  First note that ¢ = h & |y with A € Big(a &
(m—1)s, b® (n—1)s)
e If m=1and n=1, then
H(f) 17 = H(h) @ lug 17
= H(h)
= H(f1°)
e If m=1andn>1 (case y € {7,6}), then
fo= (h@IS)'(Ib@V?)
= (h(baVviHal): (e V)

hence
H(f)1" = H(h (e Vi) (lug) & Vag) 17¢
= H(h (beve ) (Iug e LE) FC
= HMh (e Vvt (I, L1%))
H(f 1°)
e If m >1and n = 1 (when = € {¢,d}) the commutation follows by
duality.

ii. Subcase m > 1 and n > 1 (when zy = d6). In this case there are ¢ €
S*, u € Big(a, ¢® (n—1)s) and v € Big(c® (m — 1)s,b) such that
g=(UD ) - (I P=DXM=1s © 1) (v D 1,,)
It follows that
fr= (waAy): (lee® XD g 1) . (v V)
(@ 1) - [1e® (lnorys ® A (A5, @ 15)) - (7XO=1s 1)
(n-ns ® (Vi B L)V |- (v 1)
= (@l [led(VITBA)-CXE@ L) (A5, LDV (valy)
= [ul.eaVvihHal]-[l.a(,®A°) (X al) (I, & V)]
e A vl



hence
H(f) 17
= Hu(l.oVy ) [lgeo®

D (L) & ATE) - (TOXHE) S 1pr5)) - (lgsy ® Vigs))) 174 ]
CH((le ® A, 1)v)

H(u(le ® V=) - H((le ® Aj,_y)v) FD

= H(u(l.®Vy ) (le®A,_1)v)

H(f 1) O

Theorem 6.4 Suppose we are given
e a restriction xy such that t =b or y = [ or xy € {ax,db} and
e an xy-ssmc with feedback B over a monoid M.

Then for every morphism of monoids h : S* — M there exists a unique morphism of
xy-ssme’s with feedback
H :zy-Relg — B

which extends h. O

6.2 Algebra of flowgraphs with various constants (xy-
ssmc with feedback)

In Chapters 4 and 5 we have described the basic model for flowgraphs modulo isomor-
phism. One may use arbitrary relations there, but at the syntactic level only bijections
(constants |, X) are requered. Here we extend the algebra to the full syntax of the calculus
of flownomials

@ 1t X ALV
by adding axiomatisations for A, and V¥. To this end, we use the results in Chapter 2
which give free presentations for certain classes of relations as xy-ssmc and Theorem 6.4
that shifts that axiomatisations in the cyclic setting. We get the following results

Theorem 6.5 Let xy be a restriction with v € {a,b,c,d} and y € {«,3,7,6} such that
x=>bory=0 oruzy € {aq,dbd}.
If T s an xy-ssmc with feedback, then

o (Correctness) IFl,,[X,T] is an xy-ssms with feedback.

e (Completeness) The rules of xy-ssmc with feedback are complete for flowgraphs with
xy-constants modulo isomorphism. O

6.3 Short comments and references

The key result of this chapter (i.e. the axiomatisation of various classes of relations
in the presence of the feedback operation) is from [CaS88c|. The presentation follows
Chapter C, sec. 1 of [Ste91].
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Chapter 7

Flowgraph behaviours; general facts

In this chapter we define the xy-flow structure which is the basic algebraic structure we are
using to axiomatise various kinds of flowgraph behaviours.

To this end, two rules for the identfication of flowgraphs are introduced: the enzymatic
rule and simulation. Such rules are necessary in order to extend certain simple axiomati-
sations for acyclic flowgraphs to the case of cyclic ones.

The simulation rule is defined on normal form expressions, whilst the enzymatic rule
may be used for arbitrary ones. In the particular setting we are using in this paper both
rules generate the same equivalences on flowgraphs.t

7.1 Enzymatic rule

7.1.1 The role of the enzymatic rule

For the beginning we work in the theory AF/[X, Rel] of acyclic flowgraphs built up with
atoms in X and connections in IRel. These graphs are precisely those built up from the
atoms and the connections using the operations of summation and composition, namely
they correspond to flownomial expressions without feedback.

In this theory the equivalence relations generated by the identification rules in Table
7.1 will be studied.

In order to simplify the understanding we study the deterministic case, i.e. AF/[X, Pfn].
Denote by

=,, the congruence relation in AF{x pf, generated by the identifications (C,,-var)
in Table 7.1 for v <y x and v <¢ y.

In general, it seems that the enzimatic rule (plus the corresponding strong commutations axioms) is
more powerful than simulation.

Table 7.1: Commutation of the constants with variables (x : a — b).

(Cop-var) To-z=T, (Cyg-var) z-10=_1¢°
(Coyvar) Vo-xz=(x®x) -V (Cepvar) z-A=A"-(z@z)
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These congruences give natural equivalence relations on acyclic graphs. For example, =,3
captures accessibility, i.e. two acyclic graphs F' and F' are =,3-equivalent if and only if
they have the same accessible part.

Do the analogous statements work for cyclic graphs? The answer is “not”. The following
example may help us to understand why.

Example 7.1 (graphs over IIn and a biscalar variable)
Suppose X has only a variable z : 1 — 1, i.e.

X(1,1) ={z} and X(m,n)=10 otherwise

Denote z° = |, and 2"t =z - 2" for n > 0.
Every acyclic graph in AF/[X, In|(m,n) may be represented as

=

T, > &™) -c¢ withceIn(m+p, n), all k; >0, all r; > 1,
m] i€[p]

so that it is uniquely determinated by the pair (ky,...,kn; 71,...,7,) of sequences of
natural numbers and the injection c.

If =,4 is the congruence relation (with respect to “©” and “”) generated by the iden-
tifications (Cgqo-var), then

two acyclic graphs F' and F” represented by (ki,...,kmn; m1,...,7p) and ¢, and
by (K, ..., kn; 71,...,7,) and ¢, respectively, are =4g-equivalent

if and only if
ki=Fk, Yie[m]land (l,, & T,) - c=(l, & Ty)-,
that is if and only if

F and F’ have the same accessible part.

Every cyclic graph in IF{,,[X, In]/=7, (m,n) may be represented as

(> T, da) e > (a7 1),
it€[m €lp i

] i€[p] i€[q]

where ¢ € In(m +p, n), all k; > 0, all r; > 1, and all s; > 1. Hence it is uniquely determi-

nated by the triple (ki,...,kn; 71,...,7p; s1,...,5,) of sequences of natural numbers and
the injection c.
If ~,p5 is the congruence relation (with respect to “@”, “” and “|”) generated by the

identifications (C,g-var), then

two cyclic graphs F' and F" represented by (ki,...,km; r1,-..,7p; S1,...,5,) and ¢,
and by (Ky,...,kp; T1,.--, 75 Y, ..., 8,) and ¢, respectively, are ~,s-equivalent

if and only if
ki=k,VYie[ml and (I, & T,) - c=n®Ty):-¢ and ¢=¢ and s =
Sp(iy» Vi € [q], where o is a bijection in Bi(q, ¢).



This means that
Rgs F'
if and only if
F and F’ have the same accessible part and the same (inaccessible) cycles.

Hence =~,3 does not capture accessibility. O

The reason for the negative answer above is the impossibility to use the identifications
given by (Cgy-var) in cycles. Consequently, the congruence relation generated by such
identification is too strong, i.e. it identifies too few graphs.

In order to overcome this difficulty we combine the identifications (Cy,-var) with an
additional identification rule, called the enzymatic rule. This rule allows to use the identi-
fications given by (C,y-var) in cycles. It is defined as follows.

Definition 7.2 (enzymatic rule)
Take the implication

(Emzy r,g) fllmn@y) ~(ln®y)-g=f1F ~g1"

where f:m®p—ndp, g:-mdDqg—ndq, y:p—q.

We say an equivalence relation ~ on T satisfies the enzymatic rule Enzg, where E is a
class of morphisms of T', if ~ satisfies the implication Enz, ¢, for y in E and arbitrary f, g.
Finally, we say 1" satisfies the enzymatic rule Enzg if the relation of equality in 7" satisfies
Enzg. O

Now in the case of cyclic graphs in IFl,,[X, IPfn]/=7, certain natural equivalence re-
lations (corresponding to those noted in the acyclic case) are precisely captured by the
congruence relations generated by identifications (C,,-var) in the class of congruence rela-
tions satisfying Enzgs,,.

For example, the congruence relation ~,, generated by the identifications (C,s-var) in
the class of congruence relations satisfying Enz,s means: two cyclic graphs F' and F’ are
~qp-equivalent if and only if F' and F” have the same accessible part.

Example 7.3 (Example 7.1 continued)
Take three graphs
F, F', F" € [FU[X, In]/=1:](m,n)

where X is as in the above example. Suppose they are respectively represented by
(k1, .o km; T, 0,5 S1,...,8,) and ¢,
(k1,... km; Ay s1...,s,) and (I, ® T,) - ¢, and
(k1, ... km; Ay A) and (1, & T,) - ¢, respectively

where A is the empty sequence. It is clear that F' ~,3 F' and F" is the accessible part of
F. Let G:m+ q— n+ q be the flowgraph represented by

(k1. kmy sty .oy 8 Ay A) and (L, & T,) - cd Ty
Since
F'" (l,® Tg) =ap (I @ Ty) -G

using the enzymatic rule Enz,s one gets F”" 1° ~,5 G 17 = F'. Hence the difficulty was
overcame: a graph is ~,g-equivalent with its accessible part. O



7.1.2 Validity of the enzymatic rule in some semantic domains

We insert here a semantical justification of the enzymatic rule.

Proposition 7.4 In IRel(D) the enzymatic rule holds for every morphism, i.e. Enzrep)
15 valid.

Proof: Suppose f € Rel(D)(m+p,n+p), g € Rel(D)(m+q,n+q)andy € Rel(D)(p, q)
fulfill condition

frlhoy)=10.0y) g

Write f and g as matrices

_( fu fi2 _ | 911 912
f_(f21 f22> and g_<921 922)

with fi1, g11 : m — n. Then equality f - (l, ®y) = (l,, D y) - g give four ones

fuu = gu
fizry = 912
foo = y-gn

fo2ry = Y- g2
From the definition of the feedback in IRel(D) one gets
FTP=7 U fizr foo [n

where fi, =1, U fao U f3, ... . Similarly

g 1%= g1 U g2+ 95 * 921

Using the relationship between f;; and g;; one gets

91" = fuu Ufia-y(lg U g U gl -..) g
= U fio-(WU y-gs2 Uy-g3 -..) g
= fu U fizr(yU foory U foyry ..) gm
= U fio-(b U foo U 3 o)y gn
= fu U fiz-fo - fa
— fP

Corollary 7.5 An aa-flow T included in Rel(D) satisfies axiom Enzp. O



7.1.3 Generating congruences in algebras with conditional equa-
tions

From the above observations it follows that we are interested in the congruence relations

generated by certain identifications (C,y-var) in the class of congruence relations satisfying

the enzymatic rule Enz,,, for various restrictions zy. Condition Enzg is not equational, it

is a conditional equation. The question that appear here is: how such a congruence may be

generated? Below we give a construction useful in the general context of universal algebras
with conditional equations.

Let A be a universal algebra having S as the sort set and o as the set of operations.
Moreover, let R C A x A be a relation and denote by Ref(R) (resp. Sym(R), Op(R),
Trans(R), C(R), C;(R)) the least relation containing R and being reflexive (resp. sym-
metric, compatible with the operations, transitive, congruence, congruence satisfying the
set J of implications).

Definition 7.6 By a conditional equation we mean an implication written in terms of the
free algebra T%(X) as:

(X; =t &.. &t,=t =t=1t),

where tl,tll S TE(X)SU RN tr,t; S TE(X)SM t, t e TE(X)S
A congruence relation ~ on A satisfies the above conditional equation if:

if f: X — A is an arbitrary function, then its (unique) extension to terms f# :
Tx(X) — A satisfies the implication:
(1) ~ FH() and ... and fH#(t,) ~ F#(t) implies f#(t) ~ fH(1).

Finally, we say A satisfies the conditional equation if the equality relation on A satisfies
this conditional equation. 2 O

The construction of the congruence relation C(R) generated by a relation R is well-
known. We recall it and then extend the result to algebras with conditional equations.

Proposition 7.7 C(R) = Trans(Op(Sym(Ref(R)))). O
Proposition 7.8 Define inductivelly the congruences
Cy(R) = C(R)

and for k > 0,

C*' = C(RU E),
where

E. = {(ff@t),ff): 3 (X; t=th& ... &t,=t.=>t=t)ecJ and
f:X — A suchthat (f%(t;), f#(t;)) c C¥R), Vjelr]}

Then the sequence C%(R) of congruences is increasing and

Cy(R) = |J C5(R).

k>0

2With J above we have denoted a set of such conditional equations in which the number of premises is
finite.



Proof: By induction we show that
RCCYR)CCHR)C...CCHR) C
The first two inclusions obviously hold. For the inductive step, let us notice that

C¥(R) CCY¥YR) = E,C Eppn
= C«k+1(R) C Ck+2(R)

Since (C%(R))rew is an increasing sequence of congruences it follows that C;(R) =
Ur=0 C%5(R) is a congruence, too.
Finally, let us observe that C;(R) satisfy the conditional equations. Indeed, let

(X; =t & ... &t,=t.=>t=t)eJ

be an conditional equation and f : X — A a valuation. Suppose moreover that (f#(t;), f#(t})) €
C;(R). The sequence C*¥(R) is increasing, hence there is an index kg such that all the pairs
above are in the same C%(R). Hence

(F#(t), [*() € By, € CPTH(R) C Cu(R)

7.1.4 Extending ry-strong axioms

The example given 7.1 has shown that if we impose locally on X and T the xy-strong ax-
ioms, then we can not prove that the xy-strong axioms hold true in the set of all flowgraphs
over X and T (for example, To - (2 %) #43T¢). Hence certain global constrains are to be
imposed on all flowgraphs. Such a condition is the enzymatic rule.

Theorem 7.9 Let T be an aa-flow and a strong xy-ssmc.
If ~ is a congruence on NFU[X,T| such that:

~ contains =,
~ contains the identifications (Cyy-var), and
~ satisfies Enzyy,

then NFU[X,T]|/~ is an ac-flow and a strong xy-ssmc.

Proof: Since =, C ~, the quotient INF/[X,T]/~ is a qotient of INFY[X,T]|/=7,,
too. But the latter is an aa-flow, hence the former is an aa-flow, too.
Below we check the zy-strong conditions. Suppose F' = [(| m®x) f] 1@ e NF/[X, T)(m,n).

1. For (C,g-mor) first notice that
T F=[lo®z) (Tm® ) f] 1@

Then



(lo® Tiw)  [(lo®z) (T @ lo) 1 ~

(lo® Tow) (T @ o)) - f
Tmeo) * [
T nai(z)

(Cyp-var)

(Cyp-mor) in T

T, (|n &) Ti(@))

Applying Enz,s we get

[(lh@z) (Trnol,

(E)) fl Ti@)

~ Ty TO

d@xn g i) - (Vo © liw)pica))

n®i(z)
(Cgy-mor) in T

hence
T -FT,
2. For (C,,-mor) first notice that
(FOF)-V,=g Ti(z)eai(z)
where
9= (mom BB L) (I & "X D o)) - (f& f) - (I
Then
g (I ® Vi)
=(lm ®zD L) - (I, D ™X@ D lo) - (f D f) -V
= ( 2m DL O i) (lm D mxe@) D |o(£)) ’ vm@o(@) - f
=y, @z D) - (\/m@\/o@)) - f
= (lamn ® (2D 2) - VO(Q)) (Vi © |0(£)) - f
~ (b © Vi) * [(lam @ 2) - (Vin @ loz)) - f]

Applying Enz,, we get
g Ti(z)eai(z)
= V- F

hence
Vo » '~

3. The proof of F'- 1™ ~ 1™ is dual to the first case.

(Cgy-var)

~ lam @ 2) - (Vo @ loggy) f] 17@

(FoF)-V

4. The proof of F'- A" ~ A" - (F & F) is dual to the second case.

O

We finish this section with a result that simplifies the verification of the enzymatic rule.

Lemma 7.10 If the enzymatic axiom holds for two morphisms, then it also holds for their

sum. Put formally,

E’ILZ{U} & ETLZ{ur} = EnZ{u@ur}



Proof: Let say that w:p — g and u' : p' — ¢/. Take arbitrary f: m®pdp = ndpdp’
and g :m B qPdq — ndqE ¢ such that the premise holds, i.e.

f-lhouved)=(I,Pusd) g
Write this identity as
fla@u® )] (ligg © u) = (lnap © u') - [(Inn © u @ 1y)g]
and apply Enzg,y. We get

[f(ln©u @ 1)) 17'= [l © w @ 1g)g] 17
With axiom R7 we may write this identity as
1) (@) = (ln @ u)- (g 17)
and apply Enzg,;. We get
(7 17) 1= (g 17) 11
or equivalently,
f =g e
(Il

7.2 zy—flow

Our basic algebras for the axiomatisation of the different notions of flowgraph behaviour are
obtained by adding the enzymatic rule to the xy-strong axioms. They are defined below.

Definition 7.11 (zy-flow)

Let xy be a restriction with « € {a,b,¢,d} and y € {«, 5,7,6} and let &y be the least
restriction greater then xy (i.e. © <, Z and y < ) and closed to feedback (i.e. satisfying
the condition: & =b or § = ( or &y € {aa,dd}).

An zy-flow is a structure T satisfying the following conditions:

e T is a zy-ssmc with feedback;
e T'is a strong xy-ssmc; and

o T satisfies the enzymatic rule Enz,,,.

A morphism of xy-flows is a morphism of xy-ssms’s that preserves the feedback opera-
tion. O

Let us note the coincidence of the definition of the aa-flow structure given before (Def-
inition 4.10) with the particular instance of the above definition in the case zy = aa.

Another observation: The passage from zy to 27 is made by adding constants of type
T or L, eventually. In the definition of morphisms of zy-flows we do not require the
commutation with these constants since this follows from the axioms FC and FC? used in
the definition of ssmc’s with feedback.



7.3 Simulation

7.3.1 Examples

From the comments made in the previous section it follows that we are interested in the
congruence relation ~,, generated by the rule of commutation of zy-morphisms with vari-
ables (Cgy-var) in the class of congruence relations satisfying Enz,,. The iterative process
of construction of ~,, given by Proposition 7.8 is difficult, it produces ~,, by a doubly
iterative algorithm. In order to simplify it we use the relation of simulation that may be
considered as the first step of the closure of (C,y-var) to Enz,,.

More precisely, the combination of (C,y-var) with Enz,, gives simulation. This is a
transformation of the normal form flownomial expressions that inherits the form of an
enzymatic process. The role of enzymes is played by zy-morphisms. 3

Enzymatic transformation of normal form flownomial expressions.
Suppose we are given a flowgraph represented by the n.f. lownomial expression

F=[(lp,®x1®...dxg) - f] Ti(i’?l)@-..@i(a:k)
Let us introduce an enzyme (perturbation)
Taﬁz(xl)eg@l([l}k)

on the feedback in the top of the variables/atoms and cut the feedback. Move the enzyme
through the flowgraph trying to pass over the variables, then over the connections, and
finally displace it along the feedback. If the enzyme is reproduced at the end of the
transformation, then take out the enzyme, reconnect the resulted feedback, and declare the
resulted flowgraph F’ equivalent to the initial one.

The process may also be applied in the dual form, starting with an enzyme

reoi(r)® ... Dilrg) — «
and moving the enzyme on the oposite sense.
Example 7.12 Two example are given in Figures 7.1 and 7.2. O

This, perhaps strange, method of transformation of flownomials proves to be very useful.
Its meaning depends on the type of the enzymes and it is presented in Table 7.2 in some
particular, but typical, cases.

7.3.2 Definition; general properties

Let us be more precise in the definition of simulation.

Notation 7.13 (i(u), o(u))

3This transformation may be considered as a slight mathematical formulation of Hegel’s law of circular
evolution.



Table 7.2: The meaning of simulation

The enzymes
r used

The meaning of simulation

ac: bijections

F 25, F

gr(F) = gr(F') (i.e., both fluxnomial expressions F
and F' represent the same flowgraph; the bijection u
gives the passage from the linearization in F' to the
one in F")

af3: injections

F2, R

gr(F") has a subgraph isomorphic with gr(F') and —in
addition— has a part with no incoming arrows form
this copy of gr(F') (this additional part corresponds
to the complement of I'm(u))

ay: surjections

F2, F

gr(F") may be obtained from gr(F') by identifying ver-
tices that have common label and their outgoing con-
nections match (two vertices z and z’ are identified
iff u(z) = u(a’)

ba:: converses
of injections

N o

gr(F') has a subgraph isomorphic with gr(F") and —
in addition— has a part with no outgoing arrows to
this copy of gr(F") (this additional part corresponds
to the complement of Dom/(u))

ca: converses
of surjections

F =5, F

gr(F) may be obtained from gr(F') by identifying
vertices that have common label and their incoming
connections match (two vertices x and z’ in F' are
identified iff Jv in F': (v,z) € uw and (v,2') € u)




Y

in enzyme

out enzyme v

Figure 7.1: Simulation via injections (case af3)

Suppose T is an xy-ssmc over a monoid M and it is endowed with a feedback operation.
For an X-sorted zy-relation u € zy-IRely(a,b) denote by

i(u) € T(i(a), (b))

its extension to inputs, namely the image of u via the unique morphism of zy-ssmc’s
H : Rely — T that extends i : X — M. *.
Similarly, we denote by o(u) the extension to outputs. O

Definition 7.14 (simulation; general case)
Suppose we are given two normal form flownomial expressions F, F' € INF([X, T|(m,n),
say

F=[l,®z\®...0x) - f Ti(xll)@-..@i(m;c,).

4This extension is provided by Theorem 2.24.



B ———— —_—
in enzyme

-4— -—

out enzyme

Figure 7.2: Simulation via converses of surjections (case ca)

We say a relation between vertices
u € Rel(k, k")

is a simulation from F to F' (or that F' and F' are similar via ) and write F' —, F' or
F 5 F'iff

(i) (4,5') € = x; =2} and

i) f-(l,®i(u) = (I, ®o(u)) - f.
By definition F - F’ means F —, F' for an zy-morphism u. O

Condition (i) actually shows that relation u preserves the variables, hence

uw € Relx(x1 & ...z, 21®...Bx))



and condition (ii) gives a corelation between the connections of F' and F”.

It is also easy to see that simulation via a transposition —7,. (Definition 5.3 is a par-
ticular case of the above definition (namely when u = 1; &X' @ l;_;_») and the generated
congruence =, coincides with LN

Proposition 7.15 ((Cy,-var) & Enz,, =  Simulation via xy-morphisms)
Let ~ be a congruence on NFC[ X, T] such that

~ contains =,
~ contains Cyy-var and
~ obeys condition Enz,,.

Then ~ contains stmulation via xy-morphisms.

Proof: Let . B
(I @z)-f] 1@ =, [(lLo)-f]1e)

where z =21 @ ... 0w, 2’ =21 @ ... ® 2}, and u € vy-Rel(k, k'). One may see that

(@ 2)f]- (@ i(uw) = (ln©z) (In®o(u)) - f
= o @me...on) - ow)]- f
~ lm@ile) (1. S f
= (ln @ i(u)) - [(Imem)f]

(The third step follows by a proof similar to the one of Proposition 3.2.) Hence, we may
apply Enzg, and get ' '
(o © 2) f] 17~ (1, @ 2) 1] 1)

O

The simulation relation is compatible with the operations in INF/[X, T'], more precisely:

Proposition 7.16 (simulation is a congruence)

Assume T is an aa-flow and Fy —,, Fy and F| —, Fj are two simulations in INF£[X | T1.

Then:
(a) FI@FII —udu’ FZ@FQI

(b) F1 Fll —udu’ F2 FQI
() F1?P —u FRI1P

whenever the operations have sense.’

The relation of simulation is reflexive, transitive and compatible with the operations,
but, unfortunately, it is not symmetric in almost all cases. ¢ Consequently the following
result holds.

°From all the axioms of feedback only the axiom R7 of commutation of feedback with composition is
used here.
61t is symmetric only in case ac.



Proposition 7.17 The congruence << generated by simulation —2 is

<& =Trans(Sym(—5)) = (=5 0 )" = (¢ 0 =5)7,
where <~ denotes (—5)~' and RT denotes the transitive closure of a relation R. O
Notation 7.18 n-xyf (IF(,,[X, T]) F{,,[X, T] denotes NF/[X, T]/«<%. O

Since in the proof of Theorem 7.9 the Enz rule was applied only one time, the result
still holds when enzymatic rule is replaced by simulation. Hence:

Corollary 7.19 Let T be an aa-flow and a strong xy-ssmc.
Then NF([X, T]/<% is an aa-flow and a strong vy-ssmc, too. O

This corolary shows that a part of the converse implication to that in Proposition 7.15
holds, i.e.

“if ~ the equivalence generated by simulation with xy-morphisms, then (C,,-var)
holds in NF([X, T]/~"

It may be interesting to see when the other part of the implication holds, i.e.

“if ~ is the equivalence generated by simulation with xy-morphisms, does Enz,, hold
in NF([X,T]|/~7".

This question actually means to look for conditions such that the generative process dis-
played in Proposition 7.8 stops in one step when it is applied to Enz. A partial answer is
given in the Lemma 7.21 below.

Lemma 7.20 (— preserves enzymatic rule)
If Enzjy holds in T, then simulation — obeys Enzgy in INFL[X, T.
More precisely, the implications

(@) F-(lhej) —(U.©5)-G = FI?P-—-G1!

b F-(l,d))«— (l,®j)-G = FI?G1"
hold for every f € NF/X,T|(m & p,n®p), G € NFUX, T|(m® q,n® q) and j : p — q.
Proof: a) Suppose F' = (z, f) and G = (y, g) with z,y € X*. The simulation gives

frln@j®i(u)=(nj®o(u) g
This imples
(I @ EXP) - f - (I, @ PXE) - (I, & i(w) D )] - (nei © 1)
= (hnsow) ® 1) [(In ® o(w) ® 1) - (I & “WXI) - g - (I, & XD)]

Applying Enzgj;, in T' we get

(1 @ ©OXP) - f - (1, @ PXT)] 17 -(1,, B ()

= (b ® o)) - [ & “0X9) g (1, & XD)] 1

This shows that
F 1P ELINYQ. 14
(b) Similar. O



Lemma 7.21 Suppose we are given some restrictions A, B, C, D, a morphism j € T(p,q)
and two pairs F € NFUX, T|(m®p,n®p), G € NFLX, T](m®q,n®q). Suppose moreover
the following conditions hold:

(1) F-(lhej) oS0 (I,8j)-G and ADB U C U D;
2)F-(l,®j)«—H, = 3H,:H =H,-(,®j) & F «— H;
for w obeying restriction B and arbitrary Hy;
(3) Hy < (I, ®35)-G = 3Hy: Hy=(l,,®j)-H) & Hy « G
for w obeying restriction D and arbitrary Hy

then

if Enzgjy holds in T, then Enz; i holds in INFU[X, T)) <.
Proof: Using (1) we get
Fo(la@j) < Hy == Hy = (ln ) G

Using (2) for the left simulation we get a pair H} such that H; = H}-(l,&j) and F <2~ H!,
hence

Fr £ v P
Applying (3) to the right simulation we get a pair Hj such that Hy = (l,, & j) - H, and
H) £ G, hence

Hy 19 - G0
Now the middle simulation may be written as

Hy - (lh© ) == (ln ® ) - H

hence we may apply Lemma 7.20 (a) to get

Hy 1P = Hy 1
All these obeservations show that

F gl g 2gre

hence
F 1P AG 14



7.3.3 Duality

The duality studied in the acyclic case (Definition 2.14) may be extended to the cyclic case
by using the duality rule:

(f™)° =1, forf:mep—nop.
The dual expression corresponding to a flownomial expression
F=[(lp+z) f]1®:m —n
is a flownomial expression
Fo:n—m in (Flgxp[X°,T°, &, o, 4,1, X)
where

o X%(m,n)={z°: v € X(n,m)},

hence in X° the functions i°, 0° : X° — IN which specify the inputs and the outputs,
respectively, are obtained by interchanging the ones of X, i.e. i°(z°) = o(x) and
0°(z°) =i(x), and

o (T°, &, o, 4,1, X) is the dual theory associated to T

Namely,
Fo = (ln@x) f) 1)
= ((lm® ) £e) @
= (o (ln®a?) )
((l ® ) fo) e by R9

Written for pairs, the duality means

(x, [)°= (% f)

Finally, let us see what we get by dualising a simulation

F:(ZL‘, f)HuG:(ya g)

The simulation means
fr(ln@i(uw) = (lm @ o(u)) - g
and by duality this gives

(& i°(u’)) e f* = g°0 (I, ® 0°(u®))

Hence

FO — (:L,o, fO) u® — GO — (yO7 gO)
It is clear that if u obeys a restriction zy, the u° obeys the dual restriction (zy)°. Conse-
quently,

Fact 7.22 By duality a simulation changes its sense and its restriction s replaced by the
dual one. O



7.4 Short comments and references

This chapter is a technical one. It is based on Chapter C of [Ste91].

The enzymatic rule via general functions is used in [ArM80] under the name ‘functo-
riality rule’, a name which was also used in our previous papers. In an implicit way
the enzymatic rule for functions appear in the axiomatization of iteration theories in
[Esi80, BlEs93a].

The simulation relation we are using here has the roots in the corresponding equiv-
alence relations used in [Gog74, Elg77] where a kind of simulation via functions is
present. Simulations via various classes of relations are used in [Ste87a, Ste87b,
CaS90a]. In a more abstract setting they are present in [CaS92].

The example in section 7.1.1 is from [CaS92].



Chapter 8

Deterministic one-way behaviour
(a5—ﬂOW)

The one-way behaviour we a studying here is “half” of the standard input-output behaviour.
It may be described as follows.

Suppose the behaviour of the many-inputs/many-outputs objects is given by tuples of
single-input/many-outputs ones. Then the set of all step-by-step computation sequences
associated to a (single-input) flowgraph may be described using the regular tree obtained
by a completely unfolding of the given flowgraph. Two flowgraphs are considered equivalent
here iff they unfold into the same tuple of trees.

The main result of this chapter shows that the ad-flow structure gives a correct and
complete axiomatisation of flowgraphs modulo this equivalence. Consequently, in order to
cope with the axiomatisation of the classes of one-way equivalent flowgraphs one has to
add to the axiomatisation of flowgraphs modulo graph-isomorphism a few simple axioms:
the strong axioms and the enzymatic rule for functions.

The proofs are given in the abstract setting, namely in the case the theory for connec-
tions is an arbitrary ad-flow.

. . 6 6 . . . .
8.1 Characterization theorem <*=; (<=-minimization)

In what follows we prove a characterization theorem for the equivalence relation generated
by simulation via functions, namely

6 ay  aB  af @ «
azvoﬂoﬁov

This means that
two flowgraphs are <a:6>—equivalent
if and only if by

(1) reduction (i.e. by identification of vertices that have the same label and whose
outgoing connections become identical after identification) and

(2) deletion of vertices with no incoming paths from the entries (= nonaccessible)

102



Table 8.1: Is woy Cyox ? (case ad)

y N R I R
x
AN Obvious
B 8.4 Obvious
P, 8.1 8.3 Obvious
ul 8.6 8.2 8.5 | Obvious

both flowgraphs may be brought to the same form.

The context for proving this theorem is that of an algebraic theory 7" endowed with a

feedback operation. So that 7" is supposed to be an ad-strong bo-ssmc. The core of the

proof is given by the commuting relations between the elementary simulations a—ﬂ>, =7,

and their converses. (See Table 8.1) We also suppose here that the flowgraphs we use are
in INF/[X, T|(m,n), for some m,n € M.

Lemma 8.1 oM, ¢ W, ¢ &Oa—ﬁh

when T is a bd-ssmc.

Proof: The first inclusion obviously holds true.
For the second one, suppose we are given two similar pairs

F = (.Tl,f,) a_5>u = (.T”,f”)

This means
(1) fH I @i(u) = (I @ o(u)) f*
Function u € aé-IRely(z’, 2") may be written as a composite of a surjection and an injection,

say
U= Ug - Uy

with us € ay-IRely(2',x) and u; € af-Rely(z,2"). Then there exist a function v, €
ab-IRelx (x,z') such that v, -u, = I, and an (eventually partial) function ! v; : 2" — x such
that u; - v; = |.

Take the pair

F=(x,f) with  f = (l, ® o(vs)) f' (ln ®i(us))

We show that

Fl _)us F _>Ui FII

Indeed, the left relation gives a simulation by

!The function v; is partial in the case z” contains some letters that does not occur in .



(ln ® o(us)) - f (lm ® o(us vs)) f* (I & i(us)) def f
= (lm ® o(us v5)) ' (ln © i(us u; v;))
= (ln ®o(us vy)) f' (I ®i(w)) (I, ®i(v;))
= (ln ® o(us vs w)) " (I & i(vi)) by (1)
= (bn ®o(us w)) f* (ln ©i(vi))
= (@ iu ) by (1)
[l @ i(us))
and the right one by
frln®i(w) = (ln®o(vs)) f* (ln ©ius u;)) def f
= (ln @ o(w)) - f" by (1)

Using the converse relations we get

Lemma 8.2 <—o<ﬂ c 4 C ﬂoﬂ when T is a bd-ssme. O

Lemma 8.3 ‘%0 c 2, a—’g>, when T 18 a bo-ssmc.

Proof: Suppose
Fl a—[;) ! F w!! <— F”

Using isomorphic representations for F', F' and F" we may suppose that

F'=(a®b, ), F=(adbdcad, f), F"=0bdc, ")
u’zla@bGBTc@d and u”:—l—a@Ib@c@Td

The simulations show that
(1) f -l ®illess ® Teaa)) = (In ® 0(lagp ® Tewa)) - f and
@) [ (@ U(Te® g ® Ta)) = (Ilm @ 0o(Ta @ looe ® Ta)) - f
Take the pair
F=(0b,f) with f=0,00(Te®l® Tega))  f- (I, ®i( LDl & L))

We show that B
F, Ta@lb ﬂ F a_ﬂ”b@Tc F”

Indeed, in the left part we have a simulation since

—(I S (T Dl ® Tega) [ (lh®i(LY To@ly & LO7)) def T
=(n@o(lb®Te)) [ (lh®i(Tq @Ib@c@Td) (J_“ T, eal,,eaﬂ@d)) by (2)
=(ln @ o(lb® Te)) - f"+ (ln ®i(Ta ® lyge ® Ta) »i(le ® lp & L))

= (ln ®0(Ta ® b ® Tewa))  f - (ln  i(lagp & L°47)) by (2)
=(lm ®o(Ta® b)) - [ (I, ®(l a@b@Tc@d) i(lagp © LeO%)) by (1)
=l ®o(Tadly)) - f



and in a similar way one may prove that in the right part we have a simulation, too.

ay C ay

Lemma 8.4 <2 o %, C —DHo ﬂ, when T 1s an ad-strong bo-ssmc.

Proof: Let

a a
F/ u 8 Y o F//

Using an isomorphic copy of F’ we may suppose
F'=(a®b, f), F=(a, f) and 4 =1,6T,
Let F" = (¢, f"). The simulations give
(1) f-,ai(l,®Ty))=Undo(la® Ty)) - f and
2)  f(h@i(u") = (ln @ o(u")) - f

Take the pair _ _
F=(c®b, f)

where

=" heileTy) & (Tn&o(Te@h)) £ (h&i(w" & h))) - Vasicat)

We show that
F, ﬂ)u”@lb F |C®Tb<ﬂ F”

Indeed, for the left part we may compute

(ln @ o(u” & 1)) - f
= [(lm @ o(u")) f" (I ® i(le & Ty))

® (Tm D O(Ta D Ib)) f, (In D i(u” D Ib))] ’ vneai(c@b) def 7
=[f (h@i(u" & Ty))

C (Trn@o(Ta@ ) f (I ®i(u" ©1))] - Vaigiesn) by (2)
=[(lm@o(la®Tp)) [ (ln &i(u” & 1))

C (Trn@o(Ta@ ) f (I ®i(u" ©1))] - Vagiesn) by (1)
=f(l,®i(u" D Ty)) by (Cgy-mor)

and for the right part the computation is
(ln @ o(le® Ty)) - f

=[f" (I, ®i(l.® Ty))

D (Tm D O(Ta D Tb)) f, (In D i(u” D Ib))] ’ vneai(c@b) def 7
= (f" (lh®i(le ® Ts)) by (Cgp-mor)

Using the converse relations we have



Lemma 8.5 < o %, C SRS & when T is an ad-strong bd-ssme. O

ay ay ay ay .
Lemma 8.6 «—— o — C — o+«—, when T 1s an ad-strong bo-ssmc.

Proof: Suppose
F & 2, F"

where F' = («/, f'), F=(z, f)and F" = (z", f"). It follows that
(1) fr(hei(u)) =(n@o(u))-f and
(2) [l @iu") = (ln © o(u")) - f"
For a funnction g : p — ¢ we denote by
Ker(g) ={(j,k): j, k € [p] and g(j) = g(k)}

Let ~ be the least equivalence relation on [|z|] which contain both Ker(u') and Ker(u").
By Observation 7.7, ~ may be constructively defined by

there exists a sequence of elements in [|z|] denoted by
g~k & ni,...,n, with ny = j and n, = k, such that
(ns,nst1) € Ker(u') U Ker(u"), for every s <r

Relation ~ inherits from Ker(u') and Ker(u") the property that it does not identify elements
J,k € [|z|] with x; # ;. Hence ~ may be represented as

~ = Ker(u)

for a u € ay-Rely(z,T). Let 2/ : 2’ — T and 2" : " — T denote the induced multisorted
surjections which satisfy the condition

For j € [|z|] denote by f; the component of f corresponding to the outputs of z;, i.e.

fi = (Tmao@i@...aw;_1) © lo@;) D To(zj@..0z0)) * f
The simulations u' and u” show that
(4,k) € Ker(vw') = f;-(lL,®i(uw)) = fi- (I, ®i(u)) and
(k) € Ker(u") = fj-(lh®i(u")) = fi- (I, @ i(u"))
respectively. Using v/ -2/ =u =u" - 2" we get
(4, k) € Ker(u') U Ker(u") = fi-(lh®i(u) = fi- (I & i(u))

and this implication may easily be extended to (j, k) € Ker(u) using the above constructive
definition of Ker(u) (= ~). This shows that

™) f-(lheiu)=(,®do(uv))-f-(l,®i(u)), forevery vwith v-u= Iz



Now we construct a pair

= (Ea 7) with 7 = (Im D O(U)) : f : (ln D Z(u))

where v € af3-IRely (T, x) is a right inverse for u, i.e. v-u = Iz

With this definition of F' we may prove that
F’ ﬂ)zl FZH<— F”

Indeed, for the left simulation, take a v' € af-Rel (2, z) such that v'- v’ = l,». Then

frollmei?) = (Ilmoo( o)) f' (I & i(2))
= (Ilm ®o(v)) f (l, ®i(u' 2') by (1)
= (lm®o(v) f (I, @i(u))
= (Ilm®o(v" uv)) f ( @ i(u)) by (*)
= (ln ®0(2) (ln ® 0(v)) f (In ® i(u)) by v'u = v'u'z = 2
(I @ 0(2')) - T def F

For the right simulation the computation is similar. O

Combining the above lemmas we get the following result.

Theorem 8.7 (characterization theorem for &)
Let T be an ad-strong bo-ssme endowed with a feedback operation. Then the following

equality holds in NF([X, T):

1) a a a a
a:’Yoﬂoﬂo’Y.

Proof: We know that —, a—ﬂ>, O and <L are reflexive and transitive relations.
Moreover, from Lemmas 8.1 and 8.2 it follows that

o ¥ ad W

respectively. Hence
F<& Fiff 3n>0: F p"F'
where p = -5 o R Using the commuting lemmas 8.1-8.6, it follows that

all the relations p o =5, p o —ﬂ>, po <X and po &7 are included in p, hence p is a

transitive relations. This gives

&y =)

O

The minimization of flowgraphs with respect to the %—equivalence is based on the
above theorem. First we give some definitions.

Definition 8.8 (isomorphic and minimal pairs; reductions)



e Given an equivalence relation ~ on pairs we say the pair (x, f) is ~-minimal if there
is no (', f') ~ (z, f) with |2'| < |z|.

o The relations % and <2 are reductions, i.e. if (z, f) —% (2, f') or (, f) & («', f")
then |2'| < |z|.

e The relation = is also called isomorphism.

Now the following corollaries may be obtained.
Corollary 8.9 Two L2 minimal and equivalent pairs are tsomorphic. O

Corollary 8.10 A pair F' is <L minimal if and only if (F L F' and F & F') implies
F5F. O

8.2 The input behaviour

Definition 8.11 (input behaviour; — deterministic case)

A flowgraph may use blocks with multiple-entries/multiple-exits. We suppose here
that their meaning may be specified by tuples of single-entry elements, hence we are
working in an algebraic theory. Consequently, we may replace all the variables with one-
entry /multiple-exits variables.

For an input into the flowgraph let us consider the unfoldment of the flowgraph into
tree starting from the specified input. Such a tree is called a regular (or finit index) tree.

Finally, by the input (step-by-step) behaviour of the flowgraph we mean the tuple of the
regular trees obtained as above for each input. O

How may one get an algebraic calculus for this kind of behaviour of flowgraphs? Our
answer in the aé-Flow-Calculus, defined below in a more abstract setting.

Definition 8.12 (zy-Flow-Calculus; zy-flownomials)
Let z € {a,b,c,d} and y € {a, 3,7,6}.
1. The zy-Flow-Calculusis the calculus obtained from the aa-Flow-Calculus correspond-
ing to flowgraphs by adding:
e the conditions of commutation of zy-constants with arbitrary morphisms (i.e.
Cyy-mor in Table 3.1) and

e the enzymatic rule for the looping operation corresponding to zy-morphisms
(i.e. Enzg, defined in Definition 7.2).

2. An xy-flownomial is a class of lownomial expressions corresponding to ~,,, where
~gy 15 the congruence relation with property Enz,, generated by the relation C,,-var
in Table 7.1.

O

Theorem 8.13 (see for example [Ste87a])
The algebra R[X| of regular trees over X is isomorphic to the algebra of Tl X, Pfn]

of £ minimal flowgraphs. O



8.3 Correctness of adé—Flow—Calculus

8.3.1 Extending aé-flow structure form 7T to IF/,5[ X, T]

Theorem 8.7 may be used to prove that the equivalence relation generated by simulation
via functions satisfies the enzymatic rule. Before this, we simplify a bit the enzymatic
axiom in this particular case.

Proposition 8.14 In an aa-flow over an algebraic theory (i.e over a strong ad-ssmc)
aziom Enz,g holds.

Proof: According to Lemma 7.10 it is enough to show that Enzt y holds for an arbitrary
q. Suppose f:m —nand g: m @& g — nd q are such that

(1) f'(ln@—rq):(lm@—rq)'g
Then

g1 = (@D Tg® Tm@lg) - Vinag - 9) 11
= ((n®Tg) gD (Tm®lg) 9)* Vaag) 1 by (Cgy-mor)
= (f(ln®Tg) & (Tm®ly) 9)) - Vasg) 17 by (1)
= ((f ©® lq) ’ (In ¥ (Tm ©® Iq) g) ’ (In ¥ Tq ©® In@q) ’ Vn®q) 14
= [ (e (Tm&l) g)- (Va@lg)) 17
= [ (L& Tn-(919) Va
= f-(lLeTy -V, by (Cgs-mor)
= f
= fp

O

Using this proposition and Theorem 8.7 we get
Theorem 8.15 It T is an ad-flow, then in IWC[X,T| the relation L fulfils Enzes.

Proof: Corollary 7.19 shows that IF/[X, T /<a:6> is an aa-flow over an algebraic theory. By
the above it obeys Enzgr y. Up to a composition with some bijections, every ad-morphism
is a sum of elements of the type \/’;, k > 0. Finally, by using Lemma 7.10 the problem is
reduced to the verification of Enz, for u = v’; and k > 2.

Let F € IF([X,T|(m & kp,n & kp) and G € Fl[X,T]|(m & p,n & p) be such that

ky @b k
F-(l,oV,) <= (l,®V,) G
We may suppose that G = (z,¢) is an < minimal pair. It follows that (I, & \/’If) -G is
minimal, too:

Indeed, suppose (l,, & \/’If) - (G is not minimal. Then, it has an effective reduction

(I @ VE) -G 5 H oor (1, ® VE) -G <2 H for an H = (y,h) with |y| < |z|. By a
left composition with I, & (I, © T (k—1)p) we get an effective reduction of G, and this
is impossible since G is minimal.



By using Theorem D.7 we get

F-(lbovh) Do 1,0V .

Now the desired equivalence
F 1R &2 e

follows from Lemma 7.21 applied for A = ad, B = aca, C' = ay and D = af3. The conditions
there hold true. Only condition (3) that lemma requires some attention. We check it in
some details below. Recall that it is:

H,2 (,0vh) .-G = 3H: H=(,0V) H & H <
If H = (y,h), the simulation shows that

(|m®p Do(u) h=(ln® \/]; © |0(£)) 9 (In@p B i(u))

hence
(T @ lip ® Toy) h=VE ¢

where ¢' = (T, ® 1, ® Tog)) 9 (lnep @ i(u)).
Now, take the pair
H' = (ya h’l)

where
B = [(ln @ Thpaoty) P © 9" O (Tmakp D loy)) P vn@p@z(y)
Then it is obvious that
(ln®VE) H =H
Moreover,
H ,—G
follows by

(lmekp ® 0(w)) + [(ln @ Thpso)) b © 9" O (Tmakp © low)) ] - n@p@i(g)
= [(Iln® Tkp@ﬂ(g)) R (T & lp @ Tow) g (lap ®i(w) & (Tmary © o(u)) bl - Vi@p@i(g)
= [(ln ® Thpao@) 9 (lhap D (1) & (T & b, D Tow) g (lnap @ i(u))
D (TWL@Z) @I (g)) g (lVl@p D 7’( ))] vn@p@z( )
= ¢+ (lep D i(u))

O

Corollary 8.16 (<% = ~,;)
The equivalence relation generated by simulation via ad-morphisms coincides with the
equivalence relation generated by Cus-var in the class of the equivalence relations satisfying

Enzys, i.e. shortly

ad
< —= ~ab



Proof: It follows by Proposition 7.15 and Theorem 8.15. O

Finally, combining Theorem 8.15 and Corollary 7.19 we get the following theorem which
shows that the ad-flow structure is preserved when one passes from the support theory of
connections to the classes of similar pairs.

Theorem 8.17 If T is an ad-flow, then 5[ X,T] is an ad-flow, too.

8.3.2 Correctness Theorem

The above theorems (Theorem 8.17 and 8.13) show that the aa—Flow—Calculus is correct
with respect to the input behaviour, in the case of concrete deterministic flowgraphs, i.e.
over IPfn.

8.4 Completeness of a6—Flow—Calculus with respect
to the input behaviour

In order to get the meaning of the ad-flownomials we combine Corollary 8.3.1 and Theorem
8.17 with the observation that the morphism ¢# in Theorem 5.28 obtained in the particular
case when () = Ry and when ¢pg, and ¢y are the natural embeddings of IPfn and X into
Ry is the unfolding of flowgraphs. Hence:

Theorem 8.18 (ad-flownomials = input behaviours of flowgraphs)
The algebras Flgxp| X, Pfn]/~,.5, NFIX, Ian]/<a:6> and Ry are isomorphic. O

Corollary 8.19 The following conditions are equivalent for two flownomial expressions K
and E" in ]FeEXP[Xy Ian] N

1. E ~gs B
2. nf(E) <% nf(E')
3. The flowgraphs associated to E and E' unfold into the same tuple of trees.

4. The computation processes denoted by E and E' have the same computation sequences.
(I

8.5 Universality of ad-flownomials

Theorem 8.20 (universality of ad-flownomials)
Let T be an ad-flow.

(i) The algebra Wlpxp[X,T|/ ~aus of ab-flownomials is an ad-flow and it is isomorphic
to the algebra TFU[X, T]/<a——6> of the classes of <“Ls-equivalent flowgraphs.



(ii) There ezist two embedings EY and EY of X and T into Fls[X, T), respectively,
where B is a function and EX is a morphism of ad-flows, such that for every aé-
flow Q and every pair (px, or), where px : X — Q is a function and pp : T — Q is a
morphism of ad-flows, there exists a unique morphism of ad-flows # : Wlys[ X, T] —
Q such that EY - o* = px and EY - o* = pp. O

[Pfn is the initial ad-flow in the category of ad-flows. By applying the above theorem in
this particular case 7' = IPfn we get the following corollary.

Corollary 8.21 (free ad-flow)
IFl,s( X, Pfn] is the ad-flow freely generated by X. O

8.6 The dual version: output behaviour (da-flow)

All the results given in this chapter holds in the dual case, i.e. replacing aé by da. In this
dual form, the behaviour of a multiple-entries/multiple-exits variable may be specified by
a tuple of multiple-entries/sigle-exit ones. After such a transformation for every output
the resulting flowgraph may be unfolded into a (regular) tree, but now towards the inputs.
The resulting tuple of regular tree gives the output behaviour of the flowgraph.

8.7 Short comments and references

The results of this chapter are from [Ste87a]. We have followed the presentation in
Chapter D, sec. 1-3 of [Ste91].

In the particular case of flowgraphs connected by partial functions a stronger result
is provided by the equational axiomatisation of regular trees obtained by Esik, see
[Esi80]. Esik’s ideea was to replace the enzymatic axiom for functions by an weaker
equational version. A problem with Esik’s axiom is the fact that it is a difficult, global
one and up to now there is no better axiomatisation than the original one given in
1980. See [BlEs93a] for more informations.

The dual case of dataflow networks is based on Broy’s model of stream processing
functions. See [Bro92a, Bro92b, BrS94].



Chapter 9

Nondeterministic one-way behaviour

In this short chapter we study the input behaviour of nondeterministic flowcharts. The
main axiomatisation result is just a combination of the above theorem (ad-flow) and the
axiomatisation of flowgraphs with arbitrary doé-constants. This simple extension is im-
portant since for single-input/single-output atoms, two flowgraphs have the same input
behaviour iff they are bisimilar.

9.1 Axiomatising bisimilar flowgraphs

The words “deterministic” and “nondeterministic” should be used with some care in the
present calculus. We have an abstract calculus and we are free to use any kind of theory
for connections, providing the hypotheses we use hold true. For example, the results in the
previous chapter (except for the meaning, which was given in the particular case T' = IPfn)
still work if the connecting theory is Rel.

To clarify the matters, we use the same convention as in Chapter 6:

The words “deterministic” and “nondeterministic” refer to the syntactical as-
pects of the calculus.

Hence, what we have to do here is to add nondeterminism to the syntactic part, hence
to use a do-ssms with feedback.

Why this is a sepatate chapter? Because the meaning of the <a:6>fequivalence is very
impotrant. Namely, the following result has been proved in [BeS93, BeS94a).

Theorem 9.1 (for flowgraphs over IRel: <a——6>fequwalence = bisimulation)
When the support theory is IRel and we are using only single-entry/single-exit variables

the <= —equivalence coincides with bisimulation. O

Now the main result of this chapter is a corollary of Theorem 6.5 and of the result of
the previous chapter.

Theorem 9.2 If T is an dé-ssmc with feedback, then
o (Correctness) TFlao[X,T] is an db-ssms with feedback.

o (Completeness) The rules of ad-flow and db6-ssmc with feedback are complete for flow-
graphs with single-entry/single-exit variables modulo bisimulation. O
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9.2 Short comments and references

Bisimulation is a standard equivalnce used in the algebraic studies on concurent pro-
cesses. It was introduced in [Park80] in connection with Milner’s work on concurrency
[Mil80, Mil89]. See also [BeK84, BaW90, BenT89, BIET93].

The main result of this chapter is based on [BeS93, BeS94a] where it is shown that
bisimulation is the equivalence relation generated by simulation via functions in a
nondetrministic setting.

[ Tt is a bit strange to see such a late integration of the process algebra and the algebra
of flowchart schemes, both having their roots in Kleene regular algebra.]



Chapter 10

Deterministic input-output
behaviour (bi—flow)

This chapter is devoted to the study of the input-output step-by-step behaviour of deter-
ministic flowgraphs.

In order to get an axiomatisation for this behavious of flowgraphs the bé-flow is used.
Such a structure is obtained adding the strong axioms and the enzymatic rule for partial
functions to the graph-isomorphism axioms.

The main result of this chapter shows that this structure give a correct and complete
axiomatisation for the input-output behaviour of deterministic flowgraphs.

3 : bd bod o o . .
10.1 Characterization theorem for <=-; (<=-minimization)

In this b6 case we use simulation via partially defined functions and we look for a theorem
similar to Theorem 8.7 proved in the ad case. Actually we shall prove that

bézbaoavoaﬂoaﬂoavoba

This means that two normal form flownomial expressions are &—equiv&lent iff by

(1) deletion of noncoaccessible vertices (i.e. vertices for which no path reaching an output
does exist),

(2) reduction, and
(3) deletion of nonaccessible vertices
the associated flowgraphs may be brought to the same form.

We start with the proof of some commutation lemmas for the elementary simulations
that appear. Since in the characterization theorem we want to prove for <2 the simulations

af ay . . . .
—, — and their converses occur in the same order as in Theorem 8.7 the commutation

lemmas used in the ad case are still useful here. So that it remains to prove

e the commutations of the simulations —% and <% with the other ones.
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Table 10.1: s zoy Cyox ? (case bd)

v e [ e [ e [ [ e [
x
o, Obvious
7, 10.1 Obvious
LS 10.3 8.4 Obvious
9, 10.2 8.1 8.3 | Obvious
Mt 10.5 8.6 8.2 8.9 Obvious
Lo 8.3° 10.5°P 10.2°P 10.3°P 10.1°? | Obvious

The commutation <% o 2% C L2 o 2 follows from Lemma 8.3 by duality, and the

other ones in the bottom line of Table 8.1 are converses of some ones occuring in the left
hand side column of that table. So that

. . . . ay af af
e four cases remain to be proved: the commutations of the simulations —, —, «——

a . b
and < with 2.

(See Table 10.1.)
The general framework we shall use here is given by a support theory 7" which is a bo-
ssmc equipped with a feedback operation. Sometimes we shall use the following hypothesis:

(IP)if f-(yyDys) =9g® T, then f=f-(l,dLP-T,),
where f € T'(m,n @ p) and both y; and y»(: p — ¢) are ay-morphisms.

Actually, this hypothesis IP says that if after some identifications of the outputs of f certain
outputs become dummy, then these outputs where dummy before the identification, too.

Lemma 10.1 % o % C LS 2. when T is a strong bd-ssmc that satisfies

condition IP.
Proof: Let

%, F 2%, "
ul ull
By using isomorphic representations we may suppose that

F'=(a®b, f'),F=(c®dd, f),F'=(c, f")and
u' = u; ®uy (where uy :a —c), v’ =1, ® L%

The given simulations show that:
(1) (L &i(uy Bug)) = (I, ®o(u; ug)) f and
2 fheilee L) = (n ool ® L) .
Take the pair
F=(a,f) whete f=(ln®o(la®Ty)) f (I @i(la® L")

We show that
F' 25 00 F <5y F

For the right simulation is easy:



frh@iw) = (ln®o(la®Te) f (@il & L")
= (L®o(la® Ty) f (I, ®i(u; Duyl?))
= (ln®o(ur & Ty uz)) f (lh &i(le ® L)) by (1)
= (@ o(uy ® Ty L) - f" by (2)
(ln & o(ua)) - f"

For the left one, first note that (1) and (2) implies
Fro (e ®iur @ L)) = (I ® 0w & L)) - f"

hence

(T ®@o(Ta @) - f - (lh®i(uy © L%) = (Trp®o(Tcd Ty)) - f"
= Tn@i(c) by (Caﬂ_mor)

Applying hypothesis IP for surjection I, & i(u;) one gets

B) (Tm@o(Ta@h)) f (lh@i(l, ® L")
=[(Tm@o(Ta® ) f (L ®i(ly® LY)] - L@ T 00
=1". Tn@i(a) by (Cba‘mor)

Finally,

(ln @ o(l, ® J—b)) 7

=l ®o(lyg® L2 Ty) f (I, ®i(ly ® L))
= [ (Im@o(l EBTb)) f, ( (|a® ))
B (Trn@o(Ty® Lb- Tb b)) f' (I @ i(la ® L°)) |- Vagia) by (Cay-mor)

Using (3) one may eliminate the underlined term and gets

(@0l ® L) f = [ (@il ® L)) by (Cy-mar)

Lemma 10.2 % o 2, C LN a—ﬁ> when T s a bF-ssmc.

Proof: Let
J QN AR o

Using isomorphic representations we may suppose that

F'=(a®b, f), F=(adbdcadd, ), F'=(bdc f") and
ulzla@b@—rc@d, u”:J_G'@lb@CEBJ_d.

The simulations show that:
(1) [l @ illass © Tewa)) = (I D 0(laws © Tewa)) - f  and
(2) frlla@i(L* @ lhge ® L) = (I @ o(L* @ bge © L)) - f".



Take
F=(bf) where f=(l,®0o(To®ly® Tewa)) f (ln ®i(L*D 1, & L®)

We show that
F’ —a>La@| F a—ﬂ>|b@T F”

Indeed, for the left simulation we may compute

(ln @ o(L® ® 1)) -

= ( Do(L Te @l ® Tega)) f (lh ©i(L & 1y & L))

= (L, ®o(L® To- LoDl T, ®Tg-LY) " (I, Di(ly® L)) by (2)
= (lm @ 0(lagp © Tewa)) f (I @ i(L* @ 1y © L)) by (2)
= ( D (LD lp D Tega - L)) by (1)
=f-(l,@i(L*® 1))

In a similar way one may check that the condition for the right simulation holds. O

Lemma 10.3 <% o %, C LN <—ﬂ when T 1s an ad-strong bo-ssmc.

Proof: Let
F’ /ﬂ F —) wl’ F”

Using isomorphic representations we may suppose that

F'=(a®boc, f), F=(adb, f), F"=(a, f") and
W= logp © Ty, u' =1, L0

The simulations show that:
(1) frolh®ilagy © Te)) = (I & 0(lagy © Te)) - f' and
(2) frih@i(la® L?) = (In ® ol ® L)) - f".
Take
F=(®c[) where f=(ln@o(la®Ty@l)) f (lh@i(l,® L’ @)

We show that
F ﬂ’Iaeaﬂ'ealc F IaeaTc<ﬂ "

For the right simulation is easy,

(lm@o(la®Te)) - f = (Ilm@o(la® Tope)) [/ (Il @i(la® L2 @ 1))
= (Ilm®o(lag® Ty)) f (I ( ®B®TD by (1)
= (ly®o(lg® Ty- 1) f”( Bi(l,® Te)) by (2)

(@ olla® Te))

For the left one, as above one may show that



(Thn@®o(TeelbaT)) - f-(lhaill,® LPa 1))
= (Tm @ 0o(Ta® L") f" (lh®i(la ® T,))
= 1°- Troitawc) by (Cap-mor)

and using the algebraic theory rules one gets

flrolh@illed @) = (Indo(le® Ll - Tydl) f (lhoi(ll,® L@ 1,))
= (lp®oll,® L’®1))-f O

Example 10.4 In general the inclusion <~ o L LN &L does not hold.

For example, if x : 1 — 1 and F, F', F" :0 — 0 are given by the pairs
F,:(ZL',II), F:(ZII@.’L‘,\/I@Tl), F”:(ZL',J_I'Tl)

then
FrEp 2 P obut (FLF") ¢ 25 0 &0

O

Lemma 10.5 <= o % C LNy <b—a, when T s a strong bé-ssmc which

obeys condition IP.

Proof: Let

a
Fl /(—’y —)HF”

Using isomorphisms we may order the variables in F as a @ b such that v” =1, ® 1°. Next,
we order the variables in F" as c@®e® d, where {|c|+1,...,|c|+]|e|} is the intersection of
the images via v’ of the sets {1,...,|a|} and {|a|+1,...,|a|+|b|}. Finally, we order again
the variables in a and b corresponding to F' as a’ & a” and 0" & b’ such that the preimage
via u'tof {|c|+1,...,|c|+|e|} be {|a'|+1,...,|d' |+ |a” ©b"|}. Consequently we may
suppose the pairs are of the following type

F'=(chednd ), F={@dad abtalb, ), F'=(®d, ') and
u" = lygar © LY w = uy & (uy D us) - Ve ® uy,
where u; : a' — ¢, uy:a” — e, uz: 0" — e and uy : ' — d are ay-morphisms.

The simulations show that:
(1) [, @ i(uy & (ug B uz) Ve Dug)) = (I, & o(ug & (ug & uz) Ve Guy)) - f and
(2) f ’ (In D i('d’@d” D J—b”@b’)) = (Im S 0(|a’€9a” S J—b”@b’)) ’ f”-

Take the pairs

= (c,f) where f= (I, ®o(le® Tewa)) f (I, ®i(le & L®)

and

F= (alaf) where f: (lm D 0(|a’ D Ta”)) f” (In D i(la’ D J—a”))

We show that
F b—a>l oLeod I uy L F | @La” P

One may check that the condition for the middle simulation as follows



(ln ® o(u1)) - f
(I © 011 ® Tuza)) I (I © (1, © 1e0%))
(Im ® O(Ia’ © Tarapray)) (Im © o(ur © (ug © uz) Ve Dug))
f (I @ i(le ® L9))
(e & 0(ler & Tararan)) [ (ln ® i(ug & LUE)) by (1)
= (ln ® ol & Tar ® Ty - L") f* (L @ i(wa & L¥)) by (2)
= [ (lh @i(u1))
For the left simulation suppose that v; : ¢ — a/, w3 :e — b and vy : d — V' are left
inverses of wy, usz and w4, respectively. Hence

f1e (@il ® Le99))

(I ® o(viuy & (Tar ug ® vzuz) Ve Bvguyg)) f'(l, ®i(l, & 1L599))

(In @ 0(v1 ® Tor © vz Dwy)) f (I, @iuy @ LSO by (1)
= (lm @© 0(v1 ® Tor ® L)) f" (I, ©i(ur © L)) by (2)

If we compose on left with I, ® o(l. & L¢®®. T o4) then the last term remains unchanged.
Hence,
(x)  f(h@illeo L) = (L, ®o(l.® L Toga)) [ (In @ i(le ® L))
= (ln®o(l.® J—eead))f

Finally, for the right simulation, let us first note that

(Tm S} O(Tar ) Iau)) . fll . (In P Z(Ul D J_a‘”))
= (Tm @ o(Ta &l & Tyrap - L) 7 (I @ i(uy & L))

= (Tm @ (T @ lar ® Tprgw)) f (In @ i(uy & L)) by (2)
= (Tm®o(Tw ®lar ® Tyrgw)) [ (In ® i(ur & [(ugz ® us) Ve Bug) L))
=(Tm @ o(Ta w1 @ (ug @ Tyr uz) Ve ®Ty wa)) [ (In @ i(le @ L)) by (1)
= (Tm ®o(TeDuy ® Tyg)) (I, ®o(le ® L Togq)) f (I, Di(l, ® L°0)) by (*)

=(Tmn®o(Te® LY - Ted Ta)) f (I ®i(l & L))
= J_a” . Tn@i(c) (Caﬂ—mor)

Applying hypothesis IP for the ay-morphism |, & i(u;) we get

(#%)  (Tm @ o(Ta @lgr)) - "+ (I @i(ly ® L))
= (T @0o(Tay @lgn)) f" (L™ T ®i(LY - Ty @ L))
=19 Tooia) by (Cpo-mor)
Now the requested identity follows by

(ln @ o(ly ® L)) - f
(I @ 0o(lg @ LY - To)) £ (L, @ i(ly & L))
mm@du@Twhﬁ% @i(ly © L")

D (Tm D O(Ta’ D J—a c T a”)) f” (I D (Ia’ D J—a”))] ' va@i(a’) by (Ca’y_mor)
(Il @ o(lar © Tar)) f" (ln @ i(lar © L )) L Tn@i(a’)] " Vagi(a') by (Caﬁ‘mor)
[ (I @ 0(lar © Ta)) f7 (I @ il © L))

D (T @ o(Tar @lgn)) " (ln @ i(ler © L))+ Vagica) by (**)
=f" (lh @i(le & Lor)) by (Cgy-mor)



Besides these commuting lemmas we need the following decomposition result showing

that -2 and 2% U 2L U 2, generate the same equivalence relation.

Lemma 10.6 2% C LI —6> when T s an ad-strong bo-ssmc and obeys condition

IP.

Proof: Suppose

bé
u FII

FI
Using isomorphisms we may suppose that

F'=(a®b, ), F'=(c®dd, f")and
=(,® L% v (I.® T4) for an ay-morphism v : a — c.

This means
1) fa@i((la® L) v (c®Ta) = (ln ®o((la® L) v (I & Ta))) f".
Take the pair
F= (aaf) where 7 = (Im © O(Ia D Tb)) ’ fl ’ (In D Z-(Ia D J—b))

We show that

For the right simulation it is easy to see that

Fhoiw(l.oTe) = (In®o(la®Ty)) f l®i((la® L") v (l® Ta))]
[l @ o((ly® TpL®) v (Ic ®Ta)) [ by (1)
(Im D O(U(lc D Td))) - f

For the left simulation, let us first note that

(T @o(Ta@ W) f (lh @ i(la ® L)] - (I, @ i(v))
=(Tn@o(Ta®h)) fl [ @ i((la b) (le® Tq- ))]

=[Tn®o((Ta® L") v (I.® Td))] (@il ® L) by (1)
=1°. T mi(cod) - [l @il ® J—d))
= 1% Toaie) by (Cgp-mor)

Applying hypothesis IP for surjection I, & i(v) we get

() (Tm@o(Ta @) f-(lh@i(ly® L)
= [(Tm@®o((Ta® ) f' (lh @ i(la® L")] - L") T i)
= 1" Thai(a) by (Cpe-mor)

Hence



(lm @ ol & L%)) - F
(I, ®o(l, ® L°Ty)) £ (I, ®i(l, ® L°))
(Il @ 0(la ® T)) f (lh @ i(la ® L”))

S (Tm @ o(Ta® LT )) frn@i(la ® L)) - Vagia) by (Cgy-mor)
[(ln ®0(la ® Tp)) f' (I @i(la ® L) © L* Togi(a) * Vawiay DY (Cop-mor)
[(ln @ o(la® T)) £ (I, @il L))

S (Tm@o(Ta@ ) f (lh@i(la ® L°)] - Vagi(a) by (*)
o, ®i(l, ® 1%)) by (Cgy-mor)

O

Using these lemmas we may prove the following

Theorem 10.7 (characterization theorem for <b——6>)
If T is a strong bé-ssmc which obeys IP, then in INF£[ X, T] the following decomposition
holds:

b a a a @ b
<:)>:—Oé>o—7>o<—’8o—ﬂ>o<—7o<i

Proof: Lemmas 8.1 and 10.6 show that both relations 2+ and % U %, u % generate
the same equivalence relation. Let p = b o 6 Mo B0 o B Tt s clear
that

F' < F" iff 3n > 1 such that F' p" F"

hence all we have to show is p" C p.
From the commuting relations presented in Table 10.1 it follows that
poﬂ, poa—ﬂn po<l and ,00<b—a are included in p
In the remaining cases it is neccessary to use the commutation given by Lemma 10.5

that provides a commutation, but it adds an auxiliary term. Let us see what happens.
In one case is easy,

ba ba ary af af ay ba bo
po— = (—>o—>o<—o—>o<—o<—)o—>
C b—a>oﬂ>o<ﬂoa—ﬂ>o(<ﬂoﬂ>)o<b—a by8.3°
C go&oﬂoﬂo(&o&o&)o& by 10.5
C »p by 10.1-10.3

For the inclusion p o % C p, suppose that (F', F") € p o —%,. It follows that for a
surjection u’

( ba ay af3 af3 ay ba ) o M

(};ﬂl7 FII)

- — 0 —> 0 ¢— 0 —— 0 jré¢— 0 —
a a b a b
C &o&oio—aoum—ﬁyo(—oﬁo—mlo&) by 10.5%
ba ay af af ba ay ba ay ba
C T 00— 00— 0 =0 10— 0 —y O— by 10.5
b b
- &o&oﬂoﬂoum—vo&o&lo& by 10.1-10.3



It seems that the matters become more complicate. However, a fine analysis show that

we get a simplification. The simulation %, between u and ' (in the second line above)
shows that the length of the source of the new morphism u; does not exceed the length of

u'; moreover, if the lengths are equal, then the additional term o, disappear (it becommes
a simulation via an isomorphism). Similarly, in the third line the length of the source of
the new morphism u} does not exceed the length of the one of u;. Hence, after a finite
number of transformations as before we get

b a a a a a b
(F’, F//) o Y B B 2 vy o

0O ——= 04— 0 —= 0, — 0 —,
n n

S
C p by 8.1, 8.4, 8.6

This theorem provides techniques to minimize flowgraphs with respect to the input-
output behaviour. In this type of minimization the following reductions are used:

o (identification of vertices having the same label and compatible outgoing con-
nections),

o (deletion of vertices with no incoming paths from the entries of the flowgraph)
and

o (deletion of vertices with no outgoing paths to the exits of the flowgraph).

We get the following corollaries.
Corollary 10.8 Two <b——6>—equ2'valent and minimal flowgraphs are isomorphic. O

Corollary 10.9 A flowgraph F is L minimal if and only if (F 25 F' or F &P o
F 2% F') implies F % F'. O

10.2 Correctness of b6—Flow—Calculus

Theorem 10.7 allows us to prove that the equivalence relation generated by simulation via
bé-morphisms fulfills the enzymatic axiom.

Theorem 10.10 If T is a bo-flow obeying IP, then lys[X, T| satisfies condition Enzys.

Proof: We use the same frame as in the proof of Theorem 8.15 Up to compositions with
some bijections, every bo-morphism is of the type v @ T,, with u a by-morphisms. As in
Theorem 8.15 the problem is reduced to the verification of the axiom Enz,.

Let w : p — ¢ be a by-morphisms and F € INF/([X,T](m & p,n & p) and G €
INF/[X, T|(m @ g,n @ q) be two pairs such that

F-(lhbouw < (l,ou) G

We may suppose that g = (z,g) is a < minimal pair. Then, it follows that (l,, ®u)-G is
a minimal pair, too. [The reason is as in the proof of 8.15 completed with the observation



that there exists an af-morphism v : ¢ — p such that v-u = 1;.] By Theorem 10.7 it
follows that

F-(l,®u) LN L (I, ®u)-G
and the desired result follows from Lemma 7.21 applied for A = b6, B = aa, C' = by and
D = af3. [The verification of condition (3) in Lemma 7.21 in the case j is the by-morphism

u is similar the the verification done for the case j = V’; in final part of the proof of Theorem
8.15.] O

Corollary 10.11 (<2 = ~,;)
The equivalence relation generated by simulation via bé-morphisms coincides with the
equivalence relation with property Enzes generated by Cps-var, shortly

4% = "~ps O
Theorem 10.12 It T is a bd-flow which obey condition IP, then Iy X, T] is a bd-flow,
too. 0O

It may be interesting to see whether the IP condition is necessary in order to prove that
[Fly5] X, T] is a bo-flow, and in an affirmative case to see if this condition is preserved by
passing from T to IF4,s[X, T .

10.3 Completeness of bo—Flow—Calculus with respect
to the deterministic input-output behaviour

Definition 10.13 (input-output (step-by-step) behaviour; — deterministic case)
We call the input-output (step-by-step) behaviour of a flowgraph the restriction of the
input behaviour to the successful (= input-output) paths. O

Now we look for the meaning of bo-flownomials. In this case the algebra R& proves to be
useful. This algebra is obtained from the algebra Rx of rational trees by the identification
of the subtrees without outputs to the empty tree. It is clear that the morphisms in R?Y are
in a bijective correspondence with the input-output behaviours of deterministic flowgraphs.

Theorem 10.14 (b6-flownomials = input-output behaviour of deterministic flowgraphs)
The algebras Flpyp[X,IPf]/~, INFUX,Pf]/<2s and R% are isomorphic.

Proof: Let us first note that R% is an b6-flow, hence bé-flownomials may be correctly
interpreted in this theory, i.e. two flowgraphs that are equivalent using simulation via
partially defnied functions have equal interpretation.

Actually, the interpretation

¢ : Flpxp|X,Pf] — R%

acts as follows: the flowgraphs are unfolded and then all the subtrees without outputs are
identified to the empty tree. Now it is clear that for two n.f. expressions F; and F3,

YR = O (F) = ¢ (F)

For i € [2], let Ff°*“ be the corresponding flowgraph obtained by deletion of the vertices
with no outgoing paths to the exits of the flowgraph. It follows that



F, Ffoece and the unfoldment of Ffo% is f (Froaee),
Consequently the unfoldment of F[°*“ is equal to that of Fy°*““. Using Theorem 8.13 we

get

coacc a0 coacc
Fooce L2 [y

hence
F & F

showing that ¢ is injective. O

Corollary 10.15 The following conditions are equivalent for two flownomial expressions
E and E" in F([ X, Ptn]:

1. E ~ys E'
2. nf(E) <% nf(E)

3. The unfoldings of the flowgraphs associated to E and E' are the same, up to the
replacement of the empty tree for subtrees without outputs. O

10.4 Universality of bo-flownomials

Definition 10.16 Let us call the input-output (step-by-step) behaviour of a flowgraph the
restriction of the input behaviour to the successful (= input-output) paths. O

Corollary 10.11 give:

Theorem 10.17 (universality of b6-flownomials)
If T is a bd-flow which obeys IP, then the statement obtained from that one of Theorem

8.20 by replacing everywhere ad with b6 1s valid. O

Since IPfn is also an initial b6-flow in the category of bé-flownomials, from the above
theorem we get:

Theorem 10.18 Flys[ X, T| is the bo-flow freely generated by X. O

10.5 Short comments and references

This is basically Chapter D, sec. 4-6 of [Ste91]. The results were announced in
[Ste87a, CaS90a|, but the detailed proofs were unpublished till now.



Chapter 11

Nondeterministic input-output
behaviour (dés—flow)

In this chapter we study the input-output step-by-step behaviour of nondeterministic flow-
graphs.

It is shown that the simulation via relations captures this type of behaviour. This is
the key step in the proof of the completeness of the dé-flow axioms for this equivalence on
flowgraphs.

The abstarct correctness theorem (i.e., the preservation of the dé-flow structure when
one passes from connections to the classes of equivalent flowgraphs) is proved with some
mild assumptions: the matrix theory should be a zero-sum-free and uniform divisible one.

11.1 Characterization theorem for the equivalence
LN generated by simulation via relations

In the deterministic case the characterization theorem for both equivalences & and £
where based on minimization. Very important here was the uniqueness, up to an isomor-
phism, of the minimal flownomials.

This idea cannot be used in the present nondeterministic case. As in the case of non-
deterministic automata the minimization of nondeterministic flowgraphs is not completely
understood: there are no criteria for the characterization of the minimality, no simple
rules for minimization, etc. For example, the flownomials F' = z - (V -z - A) ] and

F'=(V-x-A) T xare é—minimal, equivalent, ! but not isomorphic.

So that for a characterization theorem for &—equivalence we where forced to follow an
oposite way: the characterization theorem given in this chapter shows that two flownomial
expressions are é—equivalent if and only if, making abstraction of some nonaccessible or
noncoaccessible vertices, by partially unfolding the associated schemes (with respect to the
inputs or the outputs) they may be refined to a common extension.

Actually, we shall prove that the following decomposition hold:

dé a a b a a b
by OB I e e W 9B e e

'Both flownomials are equivalent with F = z A ((VaA) 1 &ly) V2. More precisely, nf(F) —5 nf(F") and
nf(F) <= nf(F"), where nf denotes the normal form application defined in Chapter 5.
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In order to prove this theorem we need sone lemmas of commutation between the elementary
simulations that appear.

Lemma 11.1 % o <22 c Lo —ﬂ> when T 18 a bo-ssme which obeys IP.

Proof: Suppose
N AR

Using isomorphic representations we may suppose

F'=(a, '), F=(a®b, f), F"=(c®d, f")and
u=1,8 Ty, v =uy & uy (with uy : ¢ — a)

The simulations show that
(1) (@i, Ty)=Un®o(la®Ty)) - f and

(2) (@ i(uy © ug)) = (I @ o(uy S ug)) - f

Take the pair

= (a, f) where f=(lp,®o(le® Ta))f" (I, ®i(lec® L)

We show that
Flu1<—Fa—ﬂ>|@TdF”

The left part follows by an easy computation. For the right one, first note that

(ln®o(l.®Ta) - f"(l,®i(ur Bug)) = (by®o(uy ®Ty)) - f by (2)
= (lm®o(ur))- f'-(lh®i(la® Tp)) by (1)

so that we may apply IP in order to infer that
(U ®0(le® Ta)) - " = (ly @ 0(le ® Ta)) - f" - (la ®i(l, ® LY T))

It follows that

7 ’ (In ® i(lc S Td)) = (Im D O(Ic S Td)) :
= (l,®o(le®Ty))-

", @i(ly, ® L4-Ty)
fll

ay ay ba
(_

Lemma 11.2 2% o C «—o—, whenT s ada-strong dy-ssmc.

Proof: Let
Fl ﬂ),u/ F w!’ <— F”

where
F'=(a®b, f), F=(a, f), F"=(c, f") and v/ =1, ® 1°.
The simulations give

(1) fl' (ln@i(laGEJ—b)) = (|m@0(|a@J_b)) f and



(2) [ @i(u")) = (Ilm & o(u”)) - f
Take the pair

F=(cdb, f), where

f= el [, @ o(le ® L) [ @ (ln @ o(u” © 1)) f (L™ @ i(L @ 1)) ]
We show that

Indeed, for the right part one may see that

7 ' (In D Z(Ic D J—b))
_ /\meao(c@b) . [ (|m D O( D J_b)) f// ( D O(UII D |b)) f’ . J_neai(a@b) ]
= A@(e®) [ (1 @ o(l, @ Lb)) [ @ LmOelcdd) ] (Cpo—mor)
=(lm®o(le® L%)) - f"
For the other one the computation is
frln@i(u” @)
= A [ (1, o1, & L2)) 7 (1, @ i(u")

© (ln @ o(u" @ b)) f* (L" @ i(L* @ 1)) ]
= AP [ (I, @ o(u” & L)) f
)

B (ly@o(u" @) ff(L"®i(L*@®1p)) | by (2)
— /\meao(c@b) . [ (|m D 0(u" D |b)) f/ (ln D i(la D J_b)
G (lydo(w &) ff(L"di(L* @ 1p)) | by (1)

m @ o(u" @) foArP®) T gi(l, e 1) @ 1"@i(L @ 1y) ] (Ceqmor)
= (ln @ o(u" & 1)) - f

For the remained lemmas of commutation we need some technical conditions. We
suppose the monoid of channel types is IN and the support theory is a matrix theory. As
we have said in Proposition 3.8 such a theory may be seen as a theory of matrices over the
semiring

(T(1,1),U,-,0,1)
where
fug=n-(fog - vy, 0=1"T,, 1=I.

Notice that in 7" the composition of matrices coincides with the usual product of matrices.
Definition 11.3 (divizible and zero-sum-free semirings)
1. A semiring (S, U, -,0, 1) is divisible if for every ay, as, by, by € S, if
ap Uay = by Uby
then there exist some elements in S, denoted a,;&b;, for 7, j € [2], such that

Z ai&bj = a;, Vi € [2] and Z ai&bj = bj, \V/] S [2]

J€[2] i€[2]



2. A semiring S is zero-sum-free if for every ay,ay € S:

apUaz =0 = a; =0 and a; =0

From the implication that defines the divisibility condition one may deduce that the
following more general implication hold:

(*) If I, J are finite nonempty sets, then for every familyes of elements
a; € S(Z S I) and bj € S(] S J) If

BEDI
iel jed
then there exist some elements in S, denoted a;&b; for ¢ € I and j € J, such that

Zai&b]‘ = a;, Vi el and Zai&b]‘ = bj, VJ eJ

jeJ il

If we use the convention that the sum over the empty set is zero, then the zero-sum-free
condition is an extreme case of the implication (*), namely when I = {1,2} and J = 0. So
that

in a zero-sum-free and divisible semiring the implication (*) holds for arbitrary finite
sets [ and J.

Finally, we say a matrix theory 7' is divisible or zero-sum-free if the associated semir-
ing (T'(1,1),U,+,0,1) has the corresponding property. In a standard componentwise way
property (*) is extended to matrices.

In the case our support theory is a matrix theory we speak about the standard splitting
of the representation of flowgraphs: if we have a pair (zq & ... ® x,, f), then we write the
connection morphism f € T(m @ o(x1) & ... B o(zy)),n B i(x1) & ... B i(xy)) as

A ‘ B, ... B,
Ol Dll C Dlp
Co| Dy ... Dy,
where
AeT(m,n)
Bk € T(m,z(xk)) Yk € [p]
Cj € T(o(x;),n) Vi € [p]

Dji. € T(o(x;),i(zx)) Vi € [pl, k€ [p]
The proof of the next lemmas may be found in [Ste87a].

Lemma 11.4 5o & ¢ & 6L when T is a divisible matriz theory.

Proposition 11.5 (interpolation property)



1. If A and B are matrices over a zero-sum-free and divisible semiring and u and v are
functions (considered as {0,1}-matrices) such that A-u™'-v=wu"1-v-B, then there
exists a matriz Z over S such that A-u™' =u='-Z and Z -v =v - B.

2. If the functions u and v are surjective, then the property in (i) holds using only the
divisible property of S.

ba ay af3

ds : S
Lemma 11.6 = C %o -5 o0 L o 2% when T is a zero-sum-free and divisible

matrix theory.

In a similar way it follows that — C % o 25 hence

Lemma 11.7 5L o0 %% ¢ L € 02 when T is a divisible matriz theory.

The last type of commutation remained to be studied <% o <= C &L o % does

not hold in the general case.
However, we will find a useful commutation which adds a parasite term. For this we
need a condition stronger then divisibility, which we call uniform divisibility.

Definition 11.8 (uniform—divisible semirings)
A semiring (S,U,-,0,1) is uniform divisible if there is an operation N : S x S — S
fulfilling the following axioms:?

(As) zn(ynz)=(zNy)Nz

(C) zny=ynuz

(D) (zUy)Nz=(xNz)U(yNz)
(A) (zUy)Nz=x

A matrix theory T is uniform divisibleif its associated semiring (7°(1,1),U, -, 0, 1) is uniform
divisible; in such a case the componentvise extension of “N” to matrices is denoted by the
same sign. O

It is obvious that uniform divisibility implies divisibility. 3
Lemma 11.9 =% o &L ¢ &0 o X5 when T is a uniform divisible matriz
theory.

Before collecting the results we made an observation. When 7' is a matrix theory
condition IP follows from the zero-sum-free condition. Indeed, if f =[A B ] € T(r,m+n)
and u : m — p, v:n — q are surjections, then condition IP is

f-ludv)=f-lL,dT,) = f=f(U,®&L" T,
and may be written as (we suppose B :r — n)

|Au Bv]=[A 0,,] = [A B]=[A 0., ]

2Actually this means that (S,U,N) is a lattice.
3For the converse, we note that at the present we do not know examples of interesting divisible semirings
which cannot be made uniform divisible.



Table 11.1: Is xoy Cyox ? (case df)

N y &0 A N N R L LS
K Obv.

& 8.1 | Obv.

ba 10.3, | 11.2 | Obv.

LN (¥)10.5, | (%)11.9 | 8.1% | Obv.

-, 112 | 114 | 10.1 | 11.7 | Obv.

LN 8.3° 11.1 | 10.2 | 1057 | 8.1 Obv.

= 10.1, | 11.7°° | 1112 | 11.4, | (¥)11.9% | 11.2% | Obv.

LR 10.27 | 10.1°" | 8.3, | 11.1, | (¥)10.5°" | 10.3°" | 8.1, | Obv.

It follows that IP is implied by
Bv=0 = B=0

for the surjection v. Using permutations we may suppose v = Vi @®...® V[ and moreover,
¢ = 1 in which case the last implication is

biU...Ub,=0 = [blbk]zo
and follows from the zero-sum-free property.

Theorem 11.10 (characterization theorem for <% )
If T is a zero-sum-free and uniform divisible matriz theory, then in IFL[X,T| the fol-
lowing decomposition holds:

af ¥ bo ca ¥ af ca bo

dé a a
< = O— 0 — 0 — 0 —> 0 —> 0 ¢— 0 «— ,

Proof: The inclusion “D” is obviously valid.
For the other one, let p denote the right hand side of the identity to prove. By Lemma
11.6 it follows that
dé - p+
Consequently it is enough to prove that p is transitive, i.e. all the relations

af ay bo co ay af co bo
poOs—— PO PO 7y PO 7 PO 7y PO >, po+—,and p o<

are included in p. All the inclusions, except for

] a af
po—7>,po<—7,andpo<—

directly follows from (the transitivity of relations L& e and) the commutation

displayed in Table 11.1. In the excepted cases we use Lammas 10.5, 11.9 and their duals.
These lemmas give the necessary commutations but add some auxiliary terms, which, for-
tunately, may be eliminated using the commutations in Talbe 11.1 and the transitivity of

the elementary simulations a—ﬁ>, etc. O



11.2 Correctness of do—Flow—Calculus with respect
to the nondeterministic input-output behaviour

Theorem 11.10 allows us to prove that the equivalence relation generated by simulation via
bé-morphisms fulfills the enzymatic axiom.

Theorem 11.11 If T is a zero—sum—free and uniform—divisible d6-flow, then TFlys[X, T
satisfies condition Enzys.

Proof: Theorem 11.10 shows that

dé 1 dé d
<:>:<a—o—>o<—a

The statement in the theorem follows from Lemma 7.21 applied for A = do, B = ad, C' = dé
and D = da. Condition (2) in Lemma 7.21 is obviously satisfied (the proof is as in the
final proof of Theorem 8.15). Since B = D condition (3) is dual to condition (2), hence it
is also valid. O

Corollary 11.12 (<2 = ~y)
The equivalence relation generated by simulation via do-morphisms coincides with the
equivalence relation with property Enzys generated by (Cys-var), shortly

dé

Theorem 11.13 If T is a zero—sum—free and uniform—divisible d6-flow, then TFlys[X, T
18 a do-flow, too. O

As in the previous case b6 it is still open whether the additional conditions (zero—
sum—freeness and uniform-divisiblity) are necessary in order to prove that ¢y X, T] is a
do-flow, and in an affirmative case to see if these conditions are preserved by passing from
T to Ing@[X, T]

11.3 Completeness of do—Flow—Calculus with respect
to the nondeterministic input-output behaviour

The aim of this section is to show that the equivalence relation generated by simulation via
dé-morphisms (= relations) captures the input-output (step-by-step) behaviour of nondeter-
manistic flowgraphs.

By Corollary 7.19 IF¢45[ X, T] is a matrix theory, hence we may suppose X has only one-
input/one-output variables. Moreover, since every flowgraph F' : p — ¢ is equivalent via d6-
morphisms to the matrix (F;;)iciy),jefq of its components and two flowgraphs F, F' : p — ¢
have the same successful computation sequences if and only if for every i € [p],j € [q] the
components F; ; and FZ»’J have the same set of successful computation sequences, it follows
that it is enough to prove the result for flowgraphs with one input and one output.



Definition 11.14 (semideterministic flowgraphs)
We say a flowgraph F : p — ¢q over Rel and X *

Ay A | Bu B,

F = Apl qu By Byn
x1 011 Clq Dll Dln

Tp Cnl qu Dnl Dnn

is semideterministic if
L. Yiep], Vj,ken] j#kANBjj=By=1 = ;% x4 and

In other words, a semideterministic flowgraph still may be nondeterministic, but the
possible multiple ways of continuation of the flow are refered to vertices labeled with distinct
variables or to distinct outputs.

11.3.1 Reduction of nondeterministic flowgraphs to semideter-
ministic ones

The following result is an adaptation to the case of flowgraphs of a known result in automata
theory which states that a nondeterministic automaton is “similar” to the associated deter-
ministic automaton obtained by the standard power-set construction, see [Koz91, BIEs92].

Lemma 11.15 For every nondeterministic flowgraph F € INFU[X,Rel|(p, q) there is a
semideterministic one SD(F) € NF([X,Rel](p,q) and a relation u such that SD(F) ——
F.

Proof: Let V = {x1,...,2,} be the set of variables that occur in F'. As the set of indices
for the vertices of F' we use the set

I={(,7):i€[m],je€n]}, with n; >1,Vie [m]

and the variable associated with such an index (7, 7) is x; (hence n; gives the number of
the occurences of the variable x; in F). Finally, suppose the matrix of connections of F' is

A|B
C|D
splitted in a standard way with respect to the inputs and the outputs.

We built up the flowgraph SD(F’) in the following way:

4X is supposed to have only 1 — 1 variables.



e As the set of indices for the vertices of SD(F) we take
I={(,P): i€ [m]and ) # P C [n]}

and associate the variable x; to such an index (i, P);

Al B
e The matrix of connections, denoted (?’%), is defined by

~ A=A
— Vr € [p], V(4,Q) € I define

En(LQ) =1 iff Q = {l € [n]] : Br7(j7l) = 1}
— V(i, P) € I, Vs € [q] define

Ciirys =, Clnys

— V(i, P) € I, ¥(j,Q) € I define
Dipryo =1 iff Q={l¢€[nj]: Ik € P such that D) =1}
We show that the relation u C I x I defined by
uw={{(,P),(i,5): (I[,P)el, (i,j) €I and j € P}
gives the requered simulation, i.e.

SD(F) 2 F

It is clear that U preserve the variables, hence it is enough to show that
A Bu\ ( A B
C Du ) \ uC uD

1. By definition A = A.

2. For checking the equality C' = uC take (i, P) € I and s € [g]. The corresponding
element in the matrix uC' is

> Cliys = D Clikys

(i,k)€I such that ((i,P),(i,k)) € u keP

and is equal by definition to the corresponding element in C, namely

Ci,p),s-



3. For checking the equality Bu = B take r € [p| and (j,1) € I. The corresponding
element in Bu is

Z r(5,Q) = ZB (4,Q) (11-1)

(4,Q)€I such that ((4,Q),(j,1)) €u Q31

and in B is
BT,W) (11.2)

By a double inclusion we show the sums in the right-hand-side of 11.1 and 11.2 are
equal:

o If

> B =1
Q31

then there exists (Qy > [ such that

(/,Q0) €T and B, gy =1
From the definition of B it follows that

= {l, € [n]] : Br,(j,l’) = 1}

Since [ € )y, we have
By =1

e Conversely, if
Brn =1
then the set
={l' e [n;]: B, =1}

is nonempty (it contains [), hence

(J,Qo) € 1
From the definition of B it follows that
Br o =1
Since [ € )y we have
> B =1
Q3!

4. Finally, for the last equality Du = uD take (i, P) € T and (j,1) € I. The correspond-
ing component in Du is

> DaryGa = 2 Darge (11.3)
(j,Q)ET such that ((5,Q),(4,0))€u Q31
and in uD is
Dy iy = D~ Doy (11.4)
(i,k)€I such that ((i,P),(i,k))€u kepP

As before we show the sums in the right-hand-side of 11.3 and 11.4 are equal:



o If

> DupryGe =
Q31

there exists )y [ such that
(7,Qo) € I and D py (.00 =1
From the definition of D it follows that
Qo = {l' € [nj]: 3k € P such that D)) = 1}
As | € Qo there exists ky € P such that
Do), (i) = 1

hence
> Diigyn =1

keP

e Conversely, if
> Dk, =1

keP
there esist kg € P such that
Do), (i) = 1
It follows that the set

QO = {ll S [n]] : dk € P such that D(i,k),(j,l’) = ]_}
is nonempty (it contains [), hence

(j) QO) S 7

Using the definition of D we get

D,y j,qo) =1

Since [ € @)y we have

> Dupy e =1
Q31

The next step consists in the transformation of a semideterministic flowgraph into a
deterministic one having a nicely related behaviour. Before this we give some details for
the definition of the input-output behaviour of flowgraphs.



11.3.2 Formalisation of the input—output behaviour

The input-output (step-by-step) behaviour may be defined by giving an interpretation of the
flownomial expressions in a particular matrix theory. More precisely, if X = {X (m, n)}nnen
is a set of doubly-ranked variables, then we associate the set

(X)
obtained taking m X n new variables for each x € X(m,n), denoted
<7:7 :L‘, j>

with ¢ € [m], j € [n]. (The new variable (i, z, j) denotes the flowgraph obtained taking the
restriction of the atomic flowgraph z to its i-th input and j-th output.)
We built up the theory of usual matrices

M(P((X)7))

over the semiring (P((X)*),U,-,0,{A}) of subsets of words in (X)* with the standard
operations (union and composition, i.e. A-A"={ww': w € A,w' € A'}) and the standard
constants (the empty set and the set consisting of the empty word A, only).

Let us note by ~ the unique morphism of matrix theories

" Rel = M(P((X)"))

that is, the one that maps a relation, —considered as a matrix over 0 and 1 —, to the matrix
obtained by replacing everywhere 0 and 1 by () and {\}, respectively. Finally, denote by 1
the function that interpretes a variable x € X (m,n) as the matrix, i.e.

(Lz,1) ... (1,z,n)
() = : : e M(P((X)"))(m,n)

(m,z,1) ... (m,x,n)
Then, there is a unique application
|- - NFAX, Rel] — M(P((X)"))

that preserves the operations and extends the pair (7, ).
Let F' € INF/[X, Rel](p, q¢). The matrix

||F’|| represents the input-output behaviour of the flowgraph F,

more precisely, the component F; ; of the matrix ||F|| is the set of all the succesful compu-
tation sequences of F' starting with the i-th input and ending at the j-th output.
In order to prove this fact, let us suppose that

F= [(Ip r1D...D g;k) . f] Tm1+...+mk
where x; € X (m;,n;), Vi€ [k]. Write the matrix f as follows

A By ... By
Cl Dll le



where the entries of the matrix are matrices of the following dimensions:

A:p—yq By:p—my .. Bpip—my
Ci:ni—q Dyp:ng—mq ... Dy:ing — my
C’k:nk—>q Dkl:nk—>m1 Dkk:nk—>mk
With these notations we may write
IFl = [(peg@)e... o dy) - f]m-tm
A B By
_ Y(x1)Cr Y(x1)Diy ... (@)D ety
U(ax)Cr V(@) Dyt .. (k) Dy
w(fUl)Dn w(fﬁ)blk " w(xl)él
1/1($k)bk1 ¢($k)ﬁkk 1/1(95k)ék

Let us note that the matrices of the type fi, é, C and D have the components of the
forms () or {\} and only the matrices ¥(z1),...,%(x;) have nontrivial components, more
presicely of the form {o}, with ¢ in (X).

The star matrix has the dimension m; +. ..+ my, hence their coordonates may be given
by pairs (i,7), with i € [k] and r € [m,] that specify the r-th component of the i-th block.
Let us use the notation

EY

for the entry of a matrix F corresponding to the ¢-th row and the j-th columns.

From the formula that we have got above for the computation of ||F'|| it follows that a
word

w € Fj;

if and only if

(A) w=Xand X e (A)" or

(B) there exist indices (i1, 71), ..., (in,7,) (n > 1) specifying elements in [m; + ...+ my]

such that w = w; ... w, and
(a) A€ (By,)™
(b) w1 € (P(xiy)Diyiy)™™, ..., wno1 € (Y(ws,_,) Dy, _y5,) 1"
(c) wn € (W(,)Ci, ).
From (b) and (c) it follows that there exist elements s; € [ny], ..., s, € [n,] such that
o wy € Y(x;, ) & e (D)

*)

w

® W, € w(xin,l)rn_l’s”_l & \e (Dinqin)sn_hrn;



o w, €Yz ) & \e ()

From this, the following form of the above condition follows:
A word w is in Fj; if and only if

1. w=\Xand (i,j) € Aor

2. w = (ry,z;, s1)(r2, STiz, S2) ... (Tn, Ti,, Sp)  such that
(i,71) € Biy, (51,72) € Dijiyy ooy (8p-1,70) € Diy_1iny (SnyJ) € Cin-5

If we come back to the given f, then the above condition may be written in the following
form:
w € Fz’j

if and only if
1. w=\Xand (i,j) € f or

2. w=(ry,m;y, $1)(r2, Tiy, $2) - . . (Tn, T4, Sp) such that
VI € [n] we have r; € [i(x;,)] and s; € [o(x;,)] and

(a)
(b)

(4, g+i(z1 @ ... B xy-_1) +711) € [,
(p—|—0(3;‘1 e By )+ s, gt B B x,_) F ) €S

(pto(z1®...0m, 1)+ 8p1, ¢+i(z1 ... 0 x;,_1)+r) €S,
(c) (p+olzy+...4 x5 1)+ 5n, J) € f.

This condition may be read in the following form: A sequence
w € Fij
if and only if:

e it is the empty sequence and there exists an arrow in F' from the ¢-th input of F' to
the j-th output, or

e there exist indices iy,...,14, € [k] such that w = (ry,x;,, 51)(r2, Ti,, S2) - - . (Tn, Ti) s Sn)
for some values r; € [i (le)], s; € [o(x;)] (I € [n]) and in the flowgraph F' there exist:
— an arrow from the i-th input of the flowgraph to the ri-th input of variable z;,;
— an arrow from the s;-th output of the variable z;, to the ro-th input of x;,;
5
an arrow from the s,_;-th output of the variable z; | to the r,-th input of z; ;

— an arrow from the s,-th output of the variable z; to the j-th output of flowgraph.

SHere the matrices of the type 4, B, C or D are thought of as relations.



This equivalent form of the condition w € Fj; coincides to the intuitive notion of
successful computation sequences in F' from the ¢-th input to the j-th output. This show
that ||F|| represent the (step-by-step) input-output behaviour of the flowgraph F.

In the praticular case of one-input or one-input/one-output variables the conditions
may be written in a simpler form. For the first case, if we have only variables with one
input and F =[(l, 2z, & ... D ay) - f] %1 p — ¢, then

w € Fij
(where Fj; is the component of ||F||) if and only if

1. w=\Xand (i,j) € f or

(

(pto(z1®...0x;_1)+s1, g+ia) € f, ...,
(p+0(x1®"'®xin—1—l)+8n—17 Q+7:n) S f;
(

(c) (pto(z1 ®...8w;, 1)+ S, j) € f.

For the second case, if we have only variables with one input and one output and
F=[l,®oz1&...®x) - f] 1% p — ¢, then

w € Fij
(where Fj; is the component of ||F||) if and only if
1. w=\Xand (i,j) € f or

2. w =z, ...1;, such that 4, € [k] for all [ € [n] and

n

(a) (i,q+11) € f;
(b) (p+i1, g+is) € f, ..., (P+in_1, ¢+in) € f;
(¢) (p+in, j) €[

11.3.3 Reduction of semideterministic lowgraphs to determin-
istic ones

After all these preliminaries we may built up the deterministic flowgraph associated with
a given semideterministic one. We start with a set of variables

V={z, ..., CX({11)

that is linearly ordered, say
21 <Zg<...=< 2

Let us consider a new set of variables

V, consisting of a new variable z; € V, (1,14 r) for every z; € V C X(1,1).



Let
F=[lh®x &...0n)f] 1"e NFX,Rel](1,1)

be a semi-deterministic flowgraph and suppose V contains all the variables Tiy.oos @
Starting with the relation f € IRel(1 + k,1 + k) we consider the partial function f
IPfn((1+ k) x (L +7),1 + k) defined by the tupling

7 - <717727 fee 771+k>
where for i € [1 + k] the partial function f; € Pfn(1+ r,1 + k) is defined as follows:

k-
€

fi(1)= if (i,1) € f then 1 else undefined
e for i € [r],

fil+7)= if (j,1+1)ef& x =2 then 1+ else undefined

Since the flowgraph F' is semi-deterministic, for every i € [1 4+ k] and j € [r] there exists at
most one [ such that (i,1+1) € f & x; = z;, hence f; is a (partial) function, indeed.

Write f as a tupling

f={f,fo -, fize) with f; € Rel(1,1+ k)

It follows that

AV 71 = fz
(Indeed, in the definition of f; only the pairs (i,1 4 1) € f occur and all these pairs occur
at least once in the definition of f;, for z1,..., 2, € V.) Consequently,

f: (/\1+r®/\1+r®---®/\1+7’) 7
This implies,
F = [(Lhono... ox)-f]1F

(LD ®...®xp) (Agr © Aty Do D Argr) - f1 1F
Agr  [(hr B 21 Agr Do B g - Argy) - ] 1F

Define Dy (F') € INF/([V,, IPfn](1 + 7, 1) as
Dy(F)=[l4 @7, D ... D) - f] 1F

where for i € [k],
T; =7Z, € Vo(1,1+ 1) whenever z; =2z, €V

7

Now, let us look at the successful computation sequences of Dy (F'). Using the above
observation it follows that a successful computation sequence in Dy (F) of a positive length
from the j-th input (j € [1 + r]) to the 1-st output has the following form:

w = <Ei17 81><Ti2, 82> . <Tin, Sn>

where n > 1,4, € [k] and s; € [o(x;,)], for [ € [n] and



o (j,1+1d) € f;
o (14+7r+(iy—1)x(1+7)+s1, 1+iz) € f,oovy (L4r+(in1—1) < (147)+8, 1, 14i,) € f;
e (1+7+(in—1) X (1+7)+s, 1) € f.
From the definition of f it follows that
o (LL14+un)e f&uay =2z_1;
o (1+i,1+i)ef&ay,=261,....0 0, 1,140, €f&a, =25 _, 1;
e (1+ipl)ef&s,=1.

Define
1/)1('[1)) =Ty Ty -+ - Ty,

From the last version of the definition of successful computation sequences it follows that
we get a sequence in F, i.e. ¢y (w) € ||F||. Moreover,

e j — 1 = “the order number of the variable z;, in V"”;
o for every [ € [n — 1], s, — 1= “the order number of the variable z;_, in V”; and
e s, =1.

Conversely, if w = x;,x;, ... x;, with n > 1 is a sequence in ||F||, and if we take the
numbers 7, s1, So, ..., S, defined by the sequence w and the above conditions, then we get
a successful computation sequence from j to 1 in Dy (F), i.e.

Uo(w) == (Tyy, 51)(Tiy, S2) - - - (Tir,, Sn)

It is obvious that the application v; is the inverse of 5. Let us distribute the compu-
tation sequences in ||F|| into 1 4 r disjoint sets My, My, ..., M, as follows:

o M; = { the sequences of length zero };
e M, = { the sequences beginning with z; };
e M., = { the sequences beginning with z, }.

All the above show that

1Dy (F)l| =

From this the following proposition follows:



Proposition 11.16 Let F', F" € INF/[X,Rel|(1,1) be two semideterministic flowgraphs
such that
IE|| = [[F"]]

and suppose V' is a finite, linearly ordered set containing all the variables that occur in F'
or F". Then
[1Dv(F) = [[Dv(FT)] O

The originar flowgraph F' may be obtained from Dy (F') by substituting z; - A1y, for Z,
VI € [r]; this substitution is denoted by [Z1/21 - A14r; -+ ; Zr/2r - A14r]. TO be precise,

F =Ny Dy(F)Z1/21- Nar s oo 5 Zo/20 - Nas
Lemma 11.17 If Dy(F') <~ Dy(F"), then F' «— F".
Proof: Let
F=(Lhedia. oz 11" ad F'=(Lhofe.. o) 1
be two semi-deterministic flowgraphs and let
Dy(F)y=[heT,o...e7,)f]1" and Dy(F")=[LoT|e.. .oz f] 1"

be their deterministic versions obtained using the above procedure. The given simulation
shows that

L. (i,j) €u=T; =T} and

1

2. fo(heu) = (@ o(w) - .

Since
flohiou) = (Mpr®@Mpr @ @ Argy) - [ (ll@u)

[/\H-r (/\l-i-r D...0 /\l—l—r) (u)] f
= [N Bu- (/\1+r G ... DA f
(ll + 'LL)

and
(4,7) €Eu = x;=u]

we get

Fl U FII 0



11.3.4 Completeness theorem

Theorem 11.18 Let F', F" € INF([X, Rel|(p, q) be two n.f. flownomial expressions. Then

the flowgraphs associted to F' and F' have the same input-output step-by-sep behaviour
(i.e. for every i € [p],j € [q] both flowgraphs have the same set of successful compu-
tation sequences starting from the i-th input and ending to the j-th output)

of and only of
F' &

Proof: Since the functoriality axiom holds in a matrix theory of languages, it follows that
two do-equivalent flowgraphs have the same input-output behaviour.

For the converse implication, as we have mention in the beginning of this subsection,
we may restrict out proof to the case p = ¢ = 1. We know that

LE ] = 1E]]

As in Lemma 11.15 we construct the associated semideterministic flowgraphs SD(F') and
SD(F"). But F' and SD(F') are dé-similar (Lemma 11.15), hence they have the same
behaviour ||F'|| = [|[SD(F")||. Analogously, ||F"|| = [|SD(F")]|, so that

ISDF)|| = [ISDF)]]

For an appropriate V' we construct the deterministic flowgraphs Dy (SD(F")) and Dy (SD(F")).
By Proposition 11.16 these deterministic flowgraphs have the same input-output behaviour.
By Theorem 10.14 it follows that

Dy (SD(F")) <2 Dy(SD(F"))

and by Lemma 11.17 we get
SD(F') <& SD(F")

Consequently,
F' %, SD(F') &% SD(F") <& F"

hence
E dé E 0

Corollary 11.19 The following conditions are equivalent for two flownomaial expressions
E and E' in IF@E‘XP[X, ]Rel]

1. E ~gs E'
2. nf(E) <2 nf(E')

3. The flowgraphs associated to E and E' have the same input-output step-by-step be-
haviour.



11.4 Universality of do-flownomials

The definitions of the dé-Flow-Calculus and of the dé-flownomials appear as particular
instances of the general definitions given before (Definition 8.12). Theorems 5.28, 11.13
and Corollary 11.12 give the following result.

Theorem 11.20 (universality of d6-flownomials)
If T is a zero-sum-free and uniform divisible do-flow, then the statement obtained from
that one of Theorem 8.20 by replacing everywhere ad by do is valid. O

Since IRel is an initial dé-flow in the category of dé-flows, the following corollary may
be obtained.

Corollary 11.21 Flys[X, T is the do-flow freely generated by X. O

11.5 Short comments and references

This chapter is basically Chapter E of [Ste91].

Except for the completeness part, the axiomatisation result of this chapter is from
[Ste87b]. There it is was inserted the conjecture that simulation via relations capture
the input-output behaviour, as well.

The key point towards the completeness result is due to [Koz91, BIEs92]. In this
papers it is shown that the standard powerset construction of the deterministic au-
tomaton associated to a nondeterministic one may be modelled by simulation via re-
lations. Some more transformations were necessary since from the flowchart scheme
point of view a deterministic automaton is still a nondeterministic flowchart.

This axiomatisation is closed related to that of regular algebras. An equational ax-
iomatisation is presented in [BIEs92] using Esik’s technique of replacing the enzymatic
rule by an equation. A stronger result is presented in [Kro91] where two conjectures
of Conway are proved using a different technique.
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Chapter 12

Appendix: Two presentations for
ac-flow

The aim of this appendix is to proove that the notions of aa-flow and LR-flow over IBi
coincide. One implication is supported by the following lemma.

Lemma 12.1 (aa-flow = LR-flow over IBi)
Suppose T = ({T'(m,n) }ymmenrs, B, 5 T, b, ™X") is an aa-flow. Then (T, &, 1, g, T, Im)
1s a LR-flow over IBi, where

(Recall the notation (¢(1)e, ...¢(k)e,): Let S D {s1,...,s:} and ¢ € Big(s; & ... B
Sky Sp=1(1) D ... © S4-1x)) be a multi-sorted bijection induced by ¢. Let H : Big — T
be the unique morphism of aca-flows (provided by Theorem B.2) which extends the function
h:S — M that maps s; to c;, for every i € [k]. Then (¢(1)e, ... d(k),) = H(¢).) O

Proof: Since -z and ., are particular instances of the - composition, all the LR-flow
axioms in Table 5.1 are particular instances of the corresponding aa-flow axioms in Table
4.1.

The validity of the refinement rule R-REFINE follows from the unique- extension-
property in Theorem 2.5 as follows:

e For the left-hand-side term, let us start with k different sorts sq,...,s;,..., s in order
to get the meaning of ¢ in ¢ according to the assignment ny,...,nl, ... nk ... ny for
S1yevySiyerey Sk

e For the right-hand-side term, starting similarly, first we get the meaning ¢’ of ¢ in

a Rely,, o n 4y according to the valuation of s;,...,s;,..., 85 t0 s1,... D ... B
ekl by

t, ..., sr. Then we evaluate ¢ in T according to the assignment ny,...,n}, ..., nk, ... 0

for s1,...,t1, ..., t, ..., Sg.

Finally, by Theorem 2.5 in both cases we get the same abstract bijection in 7' since both

evaluations agree on the generators sy, ..., Sg.
Similarly for L-REFINE. O

151



Lemma 12.2 (LR-flow over Bi = aa-flow)

Let (M,®,0) be a monoid. Suppose ({T'(m,n)}mnem, S, 1, ks T, Im) s a LR-flow over
Bi and define:

(DEF) for f:m —mnandg:n—p
frg9= [(f@g) *R(n,p) IXI] ™

and
PXT = g "R(p,q) X!

Then T = ({T(m,n) }mnem, B, -, Ty b, ™X") is an ac-flow.
Proof: For the beginning, let us note that

(DEF?) f9=121) Linm (9@ f)] 1" for f:m—mnandg:n—p
holds in T'. Indeed,

[(21) “Lnm) (9@ O] T = [(21) “Linym) [(21) “Limm) (f © 9)] “Rnp) (21)] T° by LR6
= [(f ® 9) Ry (21)] 1" by LR3, LR4a
= [ by DEF

We denote by LR7z" the rule obtained by a repetitive application of rule LR7z with
z € {a,b,c,d}; for example LR7a’ is

¢ -1py [ 1P = (9B ,) -L(ppr,.pyy [] TP1EPr
LRS8 coincides to rule R8. Moreover, the identity
R8 f17 @9 = [(132) *Limpm) (f © 9) B pmr) (132)] 17
for f-m®p—-ndp, g:m —n
holds in 7T'. Indeed,

fw 699
21) ‘Lim',m) (9 © [) T” R(n’ n)(21) by RS

(213) “L(m',m,p) [(21) "L(m&p, m') (f D g) "R(n®p, n') (21)] "R(n',n,p) (213)] Ik by LR6
(213) *L(m/,m,p) [(312) *L(m,p,m’) (f D g) ‘R(n,p,n') (231)] *R(n',n,p) (213)] Tp REFINE
= (132) -Lmpm) (f ® 9) “Rnpnry (132)] 17 by LR3

Let P:p=pi®p...0pk, Q::q=q¢D...Bgand f : mBpDsdtdqg — ndOpbdsdtdyq.
The LR9 implies

[(F 1) reu sy (11 B D @ X)) 15917 = [(1, B 0 B 'XKY) L, psey (f T9)] 11097
Using LR7a and LR7a in this equality we get
[f "R(m,P,t,s,Q) (Hl GB I] GB IXI GB )] Tp@s@t@q — [(I]l eB Hk eB lxl eB Hl) L(m,Pos Q) f] Tp@t@s@q

Since every morphism in IBi is a composite of morphisms of the type [, @ X! & [, it follows
that

(
[(213) L(m',m,p) (g D f) R(n',n,p) (213)] Tp LR?a, LR7b
=
=



LR [f *rng-1py) (11 @ @) 17 = [(11 B b) *(m,p) ] 7
for f € T(m@p,n@q), ¢ € Bi(k,k)and P ::p=p1®...0pr, ¢ = Pe1) D .. DDy(r)-
holds in a LR-flow over IBi.
The defined Composition extends the Left— and Right-Composition with morphisms in

IBi. More precisely, a bijection ¢ € ]Bi(k:, k) may be thought of as an element in T'(m,n),
relative to a decomposition m=p @©...0pgand n = pg-11) D ... D py-1x). Namely, it is

.....

RSC f ‘R(n1d.. Gan;v)ﬁé f (n "R(n1®...Ony,) ¢)
for f e T(m,n), n=n; & ... 0 n; and ¢ € Bi(k, k)

..... ng) f - (¢ ‘L(ny,...,ng) In) ' f
for ¢ € Bi(k,k), n=n1 & ... & ny and f € T(n,p)

which are valid in 7. Indeed, for RSC if P = (ny,...,ng) withn =n; & ... & ng, p =
Ng-1(1) D - .. D Ngp-1(k) and ¢ € IBi(k, k), then?

[l repy @) [(f © lnr(P) @) *R@np) (2] 17 by DEF
= ([(f &) rmp) (1 B D) renspy) (211%)) ™ LR5a, REFINE
= ((f &) r@p) (1B ) o XF]) 17 LR3
= ((f®ln) ‘rpp) (18 @) o FXFE]) @B REFINE
= [y (1 B @) o PXF] ¥ repeted LR7c
= [ rp) @ identity in IBi

and using (DEF’) similarly one may prove LSC.
Now we check the validity of the axioms R1-R9 from the definition of an aca-flow.

First, it is clear that R1 coincides with LR1 and R2 with LR2. For R3, suppose

anLqu. Then

flg-h) = [(fellgeh) rpe @D]TP) kg D] T by DEF

[
= [(f® (gD h) Repq (21)) 17 *R@ng(2D)] 1" by LRS
= [(f 'k (1) D ( h) rpg) (21)) “kRn,qp) (213)] 171" by LR4a, LR7b
[(f DgOD h) R(n,p,q) (231)] e
and
(f-9)-h
=[([(f © 9) *rnpy CV] 1" ©h) *r(pq) (21)] 7 by DEF
= [[(132) *Lonnp) [(f © 9) Rnp) (21) B 1] Ripn,g) (132)] T “Rep,q) (21)] 17 by R§’
= [[(132) “ Limnp) (f B 9B h) “Rrnp.g) [(213) 0 (132) 0 (213)]] 117 LR5, LR7b, LR3
=[(f ® g ® h) rimny) [(321) 0 (132)] 171" by LR9, LR3
=[(f D gD h) rnpq (231)] 7P

IThe compatibility condition in the fifth step cleary holds.



hence axiom R3 holds in 7.

For R4, suppose f : m — n. Then
1

= by LR4a
and similarly one may prove that
f = f
Hence R4 holds in T'.
For R5 suppose m EEARIE N p and m/ YR I p'. Then
(f-g9e(f9)
=[(f © 9) “renpy QD] T" B[(f © ¢') "Ry (21)] T by DEF
= [(132) -Lannmen) [(F © 9) rnp) (21) © (f' © ¢') rw 1y (21)]
Rpmpon) (132)] 17 LR8, then R8’
= [[(1342) *L(m,n,m'n'") (f S5} g ) f’ D g') "R(n,p,n'p') (2143)]
Ripnpty (1423)] 1767 LR5,REFINE
= [(1342) *L(m,n,m'n') (f gD fl D gl) 'R(n,p,n',p'") (4132)] Tn’EBn by LR5, LR3
= [(1243) Lt ) (F © f1© 9 © ¢') R ppry (4312)] 179" LR6, LR5, LR3
=(fR DIDG) R pp (3412)] 1707 by LR9’, LR3
=[O D gD ) Rman pap) (21)] 17" by REFINE
=(faf) (9ged) by DEF

Using LSC and RSC one easily prove that LR6 implies R6.

For R7, suppose f:m' —m, g:m&p —>n&pand h:n—n'. Then,

g1?-h [(g 17 ®h) gy (21)] 17 by DEF
= [[(132) ‘Lanpm) (9 D h) “R@pnny (132)] 17 riumry (21)] T by R§’

= [(132) Lonpn) (9 D h) Rnpnry (231)] T"@p by LR7, LR3

= (9D h) Rupm (321)] 1797 by LR9, LR3

= [(9Dh) rnpw ((3412) )] 177 identity in Bi

= [(9Dh D) Rnpnp) (3412)] TPEMEP by LRT7c

= [(9®h D) rmepnaep (21)] 17277 by REFINE

lg- (he&1,)] 17 by DEF

and dually, using (DEF’) one may prove the other half of the identity R7, i.e.

frgtr=1f®l)- g1
Identity R8 coincides to LR8. For R9, suppose f: m@&p —ndqand g: ¢ — p. Then,



Lf-(l.®g)] 17

= [(f ®l, @ !]) *R(n®q,n®p) (21)] Tn@qu by DEF
=[(f® ln ® 9) ‘Ringnyp) (3412)] TP by REFINE
= [[(132) "L(m®p,q,n) (f DgD In) "R(n®q,p,n) (132)] "R(n,q,n,p) (3412)] Tpa%@g LR6,LR5
= [(132) “Limap.an) (F © 98 1) “Ringpn) (3421)] 17O LR3, REFINE
=[(f D gD ) “Ringpn (4321)] [PPeE7 LRY’, LR3
= [(f © 9) "R ((4321) $1)] 17 by LR7a
= [(f D 9) "R(n,q,p) (132)] [

and dual, using (DEF’) one may prove that
(Il @ g) - 1 19= [(132) Lmp,g) (f © 9)] T9%P
From these two identities and LR9 it follows that R9 holds in 7.

Finally, the axioms for constants C1-C5. C1 is already included in the definition of a
LR-flow ober IBi. For C2 we have

0Xe = IOEBa "R(0,a) X!
l 7@ I REFINE
= 1,
and C3 follows by
(X&) - (I & X)) = (laab *rap) XK' & 1) - (Iy D lage *Rriae) " X') DEF

- [Ia@beac ‘R(a,b,c) (1X1 GB Hl)] : [Ibeaa@c ‘R(b,a,c) (Hl GB 1X1)]
= [luwboc “Rape) (X' @1 o (I, X)) RSC, LR3
= la@b@c "R(a,b,c) X2
= Ia@bEBc "R(a,bdc) X! REFINE

axbeac

C4 follows from LR4 for £ = 0 and C5 by

axa Ta — [|a®a ‘R(a,a) lxl] Ta
= I *R(a) (IXI ?1)
=l R(a) Hl
I



Chapter 13

APPENDIX: The axioms for the
algebra for lownomials
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Table 13.1: Algebra of flownomials

Bl fo(@oh)=(fdg) @h B6 1, Dy = lagp
B2 Ihaf=f=fal B7  aXP.OX = 1,4,
B3 f-(g-h)=(f-9)h B8 X'=1,
B4 ly-f=f=Ff1l B9 oxP®c = (X 1,) - (I, @ *X°)
B (fof) (gog)=f-gaf g B (fog) X=X (gof)
for f:a—cg:b—d
I. Axioms for ssmc-ies (symmetric strict monoidal categories)
Al (V@) Vo= (la ® Va) - Vg A5 AP (A" D) =A% (I & AY)
A2 X%V, =V, A6 A% OXE = A®
A3 (Ta®la) Ve =lq AT AT (1P ],) =1,
Ad v, 1=1%p 1 A8 Ta - NC=T,D T,
A T,-L%=1y
AL0 Vo -A*"=(A"DAY) - (lg XD 1g) - (Vo ® V)
A1l A%V =1,
Al2 To=lg Al6 10=1g
A13 Tuge=Ta® Ty A17 L“@” =1%@ 10
Ald vo=1y Al8 =l
A5 Vagp = (la XD 1) - (Vo @ Vp)  AL9 /\“@” (A* DAY - (I, ®2XE D 1)
II. Axioms for the additional constants T, l,V, A (without feedback)
R1 f-(g1)-h=((f®l) g-(h®l)) 1 (relating “1” and “”)
R2 fogl1=(fdg)1° (relating “1” and “@®”)
R3 (f-(lhb@g) 1= ((la®g)-f)1¢ (shifting blocks on feedback)
for fra®c—bDdg:d—c
R4 f1%=f (no feedback)
R5 (f 1°) 1= f po®b (multiple feedbacks)
ITII. Axioms for feedback
F1 1, 1%= 1
F2 oXo =1,
F3 VvV, 7%= L1 F4 /\“ 19=T

F5 [(la ®A%) - (X @ 1) - (Ia © Va)] 1=
IV. Axioms for the action of feedback on constants

SI T, -f=Ty S3  f-lb= ﬂ

82 Ve-f=(f@f)-Vve S& f-A=A(fOf)
V. The strong axioms (f : a — b)

ENZg: f-(ly@y)=(la®y)- g implies f 1°=g 1%,

where F is a class of abstract relations (i.e., of terms written with
@, -, 1,X and some constants in T, L,V,A),y:c—disin E
and f:a®c—bDc,g:add— bdd are arbitrary

VI. The enzymatic rule




