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Abstract

This thesis presents a novel polymorphic sort system for axiomatic specification lan-
guages. The sort system itself can be dynamically specified by a separate specification
language. This approach enables a flexible sort system that can be dynamically adapted
to different application areas. In particular, this sort system allows the modelling of
different kinds of polymorphism. The thesis investigates the syntactic as well as the
semantic treatment of axiomatic specification languages based on such a sort system.

The sort system is based on the concept of qualified sorts. It allows one to abstract
from concrete sorts by using sort variables and to qualify these sort variables by sort
predicates. The specification language is structured into two levels. The description of
functions on the term level is based on classical first order predicate logic. It allows one
to use polymorphic identifiers and to declare unsorted variables. The properties of the
sort predicates are described by a separate specification language based on Horn clauses.

To check the well-sortedness of specifications we give a sort inference calculus. In ad-
dition, this calculus is used to compute the instantiation of polymorphic identifiers and
the sorts of variables declared without sort information. There can be several derivations
for one specification. A first attempt at defining a model takes all sort derivations into
consideration. Afterwards, the semantic relations between different sort derivations of
a specification are investigated. It is shown that syntactically more general derivations
have less models. This result allows us to define an equivalent model concept based on
some most general sort derivation of a specification.

Finally, we investigate the implementation of the sort inference calculus. We present
an inference algorithm which splits into two phases. The first phase checks the well-
formedness of the specification and computes the necessary sort predicate restrictions.
In addition, a principal sort derivation is computed for the specification. The second
phase uses resolution to prove the computed restrictions to be correct with respect to
the sort specification. We show that the inference algorithm is correct and complete with
respect to the sort inference calculus.

In general, the sort inference algorithm terminates only for well-sorted specifications
because the problem is only semi-decidable for general sort specifications. If particular
polymorphism concepts, as for example the sort class system of Haskell, are modelled
the problem becomes decidable, and the given sort inference algorithm terminates for all
specifications.



Zusammenfassung

Die vorliegende Arbeit stellt ein neuartiges polymorphes Sortensystem fiir axiomatische
Spezifikationssprachen vor. Das Sortensystem selbst kann durch eine eigene Spezifi-
kationssprache dynamisch spezifiziert werden. Dieser Ansatz ermoglicht ein flexibles
Sortensystem das dynamisch an unterschiedliche Anwendungsgebiete angepafit werden
kann. Insbesondere erlaubt dieses Sortensystem unterschiedliche Polymorphiekonzepte
zu modellieren. Die Arbeit untersucht die syntaktische und semantische Behandlung von
axiomatischen Spezifikationssprachen basierend auf einem derartigen Sortenkonzept.

Das Sortensystem basiert auf dem Konzept der eingeschrankten Sorten. Es erlaubt
mit Hilfe von Sortenvariablen von konkreten Sorten zu abstrahieren und die Sortenvari-
ablen dann durch Sortenpradikate einzuschranken. Die verwendete Spezifikationssprache
gliedert sich in zwei Ebenen. Die Beschreibung der Funktionen auf der Termebene basiert
auf einer klassischen Pradikatenlogik 1. Stufe. Sie erlaubt die Verwendung von polymor-
phen Bezeichnern und die Deklaration von unsortierten Variablen. Die Eigenschaften
der Sortenpradikate werden mit Hilfe einer eigenen Spezifikationssprache basierend auf
Horn-Klauseln beschrieben.

Um die Wohlsortiertheit von Spezifikationen zu iiberpriifen, wird ein Sorteninferenzkalkiil
angegeben. Dieser Kalkiil berechnet dariiberhinaus die Instantiierung von polymorphen
Bezeichnern sowie die Sortierung von unsortiert deklarierten Variablen. Dabei kann es
zu einer Spezifikation mehrere Herleitungen geben. Ein erster Modellbegriff wird des-
halb unter Betrachtung aller moglichen Sortenherleitungen definiert. Anschlieflend wer-
den die semantischen Beziehungen zwischen unterschiedlichen Sortenherleitungen einer
Spezifikation untersucht. Es wird gezeigt, dafl syntaktisch allgemeinere Herleitungen
weniger Modelle besitzen. Dieses Ergebnis erlaubt uns einen dquivalenten Modellbegriff
zu definieren der nur auf einer allgemeinsten Sortenherleitung einer Spezifikation basiert.

Abschlieend wird die Implementierbarkeit des Sorteninferenzkalkiils untersucht. FEs
wird ein Inferenzalgorithmus vorgestellt, der sich in zwei Abschnitte gliedert. Im ersten
Abschnitt wird die Wohlgeformtheit der Spezifikation untersucht und es werden die dazu
notwendigen Sortenpradikatbeschrankungen berechnet. Dariiberhinaus wird eine allge-
meinste Sortenherleitung fiir die Spezifikation berechnet. Im zweiten Abschnitt werden
dann mit Hilfe eines Resolutionsverfahrens die berechneten Beschrankungen gegeniiber
der Sortenspezifikation als korrekt bewiesen. Es wird gezeigt, dafi der Inferenzalgorith-
mus korrekt und vollstandig ist gegeniiber dem Sorteninferenzkalkiil.

Der Sorteninferenzalgorithmus terminiert im allgemeinen nur fiir wohlsortierte Spezifika-
tionen, da das Problem fiir allgemeine Sortenspezifikationen lediglich semientscheidbar
ist. Modelliert man jedoch spezielle Polymorphiekonzepte, wie beispielsweise das Sorten-
klassenkonzept von Haskell, dann wird das Problem entscheidbar und der angegebene
Sorteninferenzalgorithmus terminiert fiir alle Spezifikationen.
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Chapter 1

Introduction

1.1 A Sort System for a Specification Language

The world of formal languages is split into sorted and unsorted languages. Generally
defined, a sort is a collection of objects with common properties. An unsorted language
can be viewed as a sorted language where all objects belong to one large sort. This sort
is often called the universe of objects. In a sorted language the universe is partitioned
into smaller collections.

In this thesis we present a novel sort system for an axiomatic specification language. We
start with a discussion of the advantages and drawbacks of sorts. We ask the question
why one should bother with sorts in specifications at all. Simultaneously, we collect
requirements for a desirable sort system.

Sorts are an important, universal ordering principle. They are used to classify objects of
a universe according to their usage and behaviour. Classification is important because it
forces the user to structure the objects used in a specification. This decreases the error
rate and makes specifications better readable and more understandable. Thus, sorts can
be seen as a simple form of documentation. Knowing the sort of an object even allows
one to deduce some properties about its behaviour (see [Wad89]).

Furthermore, sorts are an important abstraction principle. They allow us to make propo-
sitions about a collection of objects, which are valid for each member of this collection.
Thus, we can abstract in propositions from individual objects. At the same time the
proposition is restricted to the objects of a sort. Therefore, in axiomatic specification
languages sorts serve as a basis for restricting properties to a subset of the universe of
objects.

Besides the classical ordering and abstraction principles there are further reasons for
using sorts in specification languages. The most common one is the attempt to avoid
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partial functions. By specifying the functionality of an object we fix its domain and
codomain. This allows us to forbid terms where functions are applied to unintended
arguments. Thus, sorts can be used to identify two classes of terms. A term with no
unintended use of a function is called well-sorted. Otherwise, it is called non-well-sorted.

In implementations of specification languages, we are interested in the detection of non
well-sorted terms. This can be achieved by analyzing specifications syntactically. The
detection of an unintended use of a function with respect to the specified functionality is
the most important advantage of a sort system. Simple specification mistakes can be de-
tected by a syntactic analysis of the specification, before a time-consuming development
towards an executable program is started.

To enable a syntactic analysis of specifications we need, however, not only a semantic
notion of sort, but also a syntactic one. We need a formal language to describe the sorts of
object identifiers and a formal calculus defining the well-sorted terms. The combination
of both is called a sort system. A sort system that enables us to detect all errors with
respect to the calculus is called a strong sort system.

Only a strong sort system really helps to decrease the error rate, because sort errors
are always detected and reported to the user. Because axiomatic specifications are in
general not executable, sort correctness must be checked by a static analysis. In the
framework of axiomatic specification a strong sort system must therefore be a static sort
system, i.e. a sort system where well-sortedness can be determined by static analysis.
This condition strongly restricts the choice of suitable sort systems for specification
languages. Furthermore, the sort system should be intuitive and not too complex in that
the user should be able to predict whether a given specification is well-sorted or not.

Note that static sort systems are not suited to avoid partial functions in general. Some
partial functions, e.g. the predecessor function on natural numbers, cannot be modelled
adequately by totalizing them artificially. Moreover, partial functions are used to model
non-terminating computations. Thus, a sorted specification language should also provide
partial functions.

The sort system of a language can also be used to improve efficiency. In term rewrit-
ing, for example, the search space can be dramatically reduced by using many sorted
matching. The same holds for automatic theorem proving if sorted unification is used.

Up to now we have enumerated only the advantages of sorts, but of course there are
also disadvantages. The main one is that a sort system may hinder the flexibility and
expressibility of the user because it imposes too many restrictions. In some cases a
problem must be adapted to fit a specific sort system. This often leads to artificial, not
problem oriented, specifications.

A further problem of many traditional sort systems is that they force the user to write
a lot of redundant sort information. The sort of an identifier can often be uniquely
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determined from the context. However, the sort system must also allow one to write
explicit sort annotations. In the framework of axiomatic specification, explicitly written
sort annotations are not only helpful documentation but may also influence the semantics
of a specification.

Specification languages are commonly used for formal software development. The tar-
get of the development is a program for an executable language. The last step of the
development is the formal transition from the specification to the executable program.
The syntactic as well as the semantic transition is much easier if the sort systems of
both languages go together. Thus, the sort system of a specification language should be
oriented towards the sort system of the intended target language.

We summarize the requirements for a sort system for a specification language as follows.
A sort system should

be static, i.e., allow static analysis of specifications for their sorting properties,

allow the omission of unnecessary sort information,

restrict the user as little as possible,

be intuitive and easy to understand,

and be related with the sort system of the executable target language.

1.2 Polymorphism

Most traditional specification languages provide a so-called many-sorted sort system.
Such sort systems allow one to name, by user-chosen identifiers, the sorts that partition
a universe of objects. In first order languages, the functionality of a function can be
described by assigning a sort identifier to each parameter position and to the argument
position of the function identifier.

In higher order languages, in addition to the user-chosen sort identifiers, usually the
identifiers “—” and “x” are provided. They denote the function space constructor, and
the constructor for Cartesian products, respectively. The functionality of an object can
be described with the help of a simple sort term language.

Terms are defined to be well-sorted if at each function application the sorts of the ar-
guments coincide with the argument sorts specified for this function. Such sort systems
are based on the idea that every object belongs to one and only one sort. They are said
to be monomorphic. Monomorphic sort systems obviously do not fulfil the requirements
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stated in Section 1.1 because they are too rigid. They are, e.g., not flexible enough to
describe generic functions that are applicable on a range of sorts. A flexible sort system
must allow an object to belong to more than one sort. Such sort systems are said to be
polymorphic.

The specification language presented in this thesis is used to develop functional programs.
Most functional languages provide some notion of polymorphism in order to weaken the
restrictiveness of monomorphic sort systems. Because of the last requirement stated
in Section 1.1, we therefore take a look at the most common notions of polymorphism
used in these languages. We explain the different concepts informally by using typical
examples. A more detailed and formal introduction can be found in [CW85].

1.2.1 Ad-hoc Polymorphism

One of the oldest means of achieving polymorphism is so-called ad-hoc polymorphism
[Str67], better known as overloading. Overloading allows the use of the same identifier
for completely different functions. A typical example is the infix identifier + which is
not only used for addition of numbers, but sometimes also for the concatenation of lists.
In a language that provides overloading the user can specify both functions, i.e.

+ : Nat X Nat — Nat
+ : List X List — List

and use them both in one term. From the sort context, normally by static program
analysis, it is decided which 4+ must be used, i.e. the overloading is resolved. Therefore,
strictly speaking, this is not a kind of polymorphism, because each term again has exactly
one sort. If not, the overloading cannot be resolved uniquely. Normally such terms are
rejected as not well-sorted. Because overloaded identifiers are syntactically resolved, ad-
hoc polymorphism does not have to be dealt with in the semantics. Furthermore, ad-hoc
polymorphism can be simulated with the help of the class concept described in Section
1.2.3. Thus we do not occupy ourselves with ad-hoc polymorphism in this thesis.

1.2.2 Hindley/Milner Polymorphism

The identifiers “—” and “x”, when used to describe the functionality of an object,
denote functions on the sort level. They take a tuple of sorts as an argument and yield
a sort as a result. Thus, a natural extension of many-sorted sort systems is to allow
user-definable identifiers for arbitrary sort functions. A typical example is a function
taking a sort as argument and yielding the sort of lists containing elements of the given
sort as a result. This function can then, e.g., be denoted by an identifier List.
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A further step towards a more flexible sort term language is to allow sort variables in
sort, terms. Variables are usually used to abstract from a concrete object. Therefore,
by sort variables we can achieve abstraction from individual sorts in sort terms. The
most well-known polymorphism concept based on sort variables is called, due to Hindley
[Hin69] and Milner [Mil78], Hindley/Milner polymorphism.

Let us consider a function length that takes a list as argument and returns the length
of the list as result. This function can be defined by the following two equations:

length emptylist — O
length(append(x,1)) = succ(length 1)

The definition of the function length function does not depend on the elements of the
list (represented by x) and is therefore independent of the sort of the list elements.
Monomorphic sort systems are not flexible enough to express this independence. They
force the user to define a length function for each list sort, though the bodies of these
functions do not differ. In the Hindley/Milner sort system, however, we can abstract
from the element sort and assign the following sort scheme to the function length:

length : Ila. List o — Nat

The identifier « is used as a sort variable and II as universal quantification for this sort
variable!. The quantifier indicates that a can be replaced by an arbitrary sort. List is a
unary function on the sort level, called a sort constructor. Hindley /Milner polymorphism
allows the application of the function length to a list of arbitrary sort. Let for example
the variables 1n: List Nat, 11n: List (List Nat) and 1lb: List Bool be defined.
Then length can be applied to all those variables, i.e. length(ln), length(1ln) and
length(1lb) are well-sorted terms. Thus length is called a polymorphic function.

Following Strachey [Str67] this abstraction mechanism is often described as parametric
polymorphism. The sort variable o can be seen as a formal sort parameter of the func-
tion length. At application the formal parameter is then “invisibly” replaced by the
actual sort of the list elements. We will adopt this view when defining the semantics
of polymorphic functions. Note, however, that Hindley/Milner polymorphism is only
the simplest form of parametric polymorphism. It allows the binding of sort variables
only at the outermost level of a functionality. Thus, it is sometimes also called shallow
polymorphism and the quantifier II is usually omitted. We will have a brief look at higher
order parametric polymorphism concepts in Section 1.2.6.

During his work on the formal treatment of polymorphism Milner observed that, in many
cases, identifiers can be declared without sort information, since this information can be
inferred from the application context of the identifier. He gave a sort inference algorithm

!Note that the binding II is usually omitted in concrete functional languages.
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calculating the omitted sort annotations, while checking the well-formedness of programs
statically. The concept of sort inference is thus closely connected with Hindley/Milner
polymorphism. Both were originally developed by Milner for the functional language
ML [Har86]. Most modern functional languages have adopted these concepts. Thus
a specification language used to formally develop functional programs should at least
provide Hindley /Milner polymorphism.

1.2.3 Sort Classes

During the development of the functional programming language Haskell [HIW92], the
developers realized that the then-existing kinds of polymorphism were not well-suited
to model some kind of functions. They noticed that between ad-hoc polymorphism and
parametric polymorphism there is, in some sense, a gap.

finite finite infinite

length Nat: List Nat—Nat length: List_Nat—Nat
length Bool: List Bool—Nat length:List Bool—Nat length: Ila. List(a)—Nat

[
no ad-hoc parametric polymorphism

gap

Figure 1.1: Polymorphism Gap

Figure 1.1 shows how the length function can be handled with different notions of
polymorphism. The difference between no polymorphism and ad-hoc polymorphism
is only a syntactic one, because overloading only allows one to use the same function
identifier several times in one scope. But we are not allowed to overload sort identifiers:
e.g., we have to use a different identifier for each kind of list. Thus, in both cases we
have a separate function for each sort and we can only define a finite number of length
functions. Parametric polymorphism, in contrast, allows us to define one length function
which can be applied to lists of every sort, because the sort variable o can be instantiated
by an arbitrary sort. This yields an infinite number of instantiations.

The problem is that there are a lot of functions that should be applicable on an infinite
number of sorts, but not on all sorts, i.e. an infinite subset of the universe of sorts.
A typical example is equality between objects. The equality function == should be
applicable on nearly every sort, except, for example, on functional sorts, since the equality
of functions is undecidable. In a program, the application of == to functions leads to
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a run-time error which should be avoided by the sort system. However, this can be
achieved neither by ad-hoc, nor parametric polymorphism.

In the functional programming language Haskell this problem was solved by using sort
classes’ [WB89]. This approach generalizes the equality type variables of ML (see [Pau92]
for details) and closes the gap between ad-hoc and parametric polymorphism. A similar
concept was independently developed by Kaes [Kae88|. The common idea is to structure
sorts by typing them. In Haskell these types are called classes. The classes are used to
restrict the bound sort variables in polymorphic functions by tagging them with classes.
This leads to a typed abstraction mechanism. The equality function == can then be
defined in the following way?:

==: Ila::EQ. a X a — Bool

This means that == is only available on sorts which are in the class EQ. The following
two definitions define some sorts belonging to class EQ:

Nat::EQ
List:: (EQ)EQ

The first line states that Nat must be in class EQ. The second line means that List is a
function taking a sort of class EQ and yielding a sort of class EQ. In other words, if sort
A is in class EQ, the sort List A is also in class EQ. These declarations allow us to apply
the function == on an infinite, but restricted number of sorts. In our case == can be
applied to all elements of sort Nat, and to all nested lists of sort Nat, i.e. to elements
of sort Nat, List Nat, List (List Nat), etc., but it cannot be applied to elements of
other sorts.

There are a lot of other examples where we want to use a function on an infinite, but
restricted number of sorts. See [HIW92] or [BFG193a] for more examples.

Another reason for the introduction of the class concept in Haskell was to make “ad-hoc
polymorphism less ad-hoc”, as Wadler and Blott stated in [WB89]. In other words, the
sort class concept can be used to model ad-hoc polymorphism in a more structured way.

1.2.4 Subsorting

Sorts are used to classify the universe of objects. There is no obvious reason for classifying
these objects uniquely. It is quite natural for an object to belong not only to one sort,
but to many different sorts. Though most many-sorted approaches semantically allow
overlapping sorts, a particular overlapping cannot be specified explicitly.

2In the functional community they are called type classes, of course.
3We will not use Haskell syntax in this section.
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Subsort polymorphism, or, in short, subsorting, allows one to specify a restricted form of
overlapping. It allows the definition of a partial order on sorts, called a subsort relation,
which is interpreted as set inclusion. The theory of subsorting was developed by Goguen
[GogT8] together with Meseguer [GM8&T7|. The development was closely linked to that of
OBJ [GWS8S], a logical programming language providing subsort polymorphism.
Subsorting allows us to apply functions to elements of a subsort of the function’s param-
eter sort. Let us assume that the sort Nat is a subsort of the sort Int, written NatCInt.
If we have a function + with functionality IntxInt—1Int, the application of + to a pair
of natural numbers yields a well-sorted term, because the subsort relation states that
each object of sort Nat is also an object of sort Int. The result is, however, an element of
sort Int though adding two natural numbers always yields a natural number. To express
this the subsort polymorphism allows to overload identifiers. Thus, we can additionally
specify + to be of sort Nat xNat—Nat. As a result, we get two addition functions which
must, however, coincide on the common subsort Nat.

The ability to specify subsort relations supports the systematic treatment of exception
propagation. Each sort may be enriched by error values, including them in a supersort.
Furthermore, some partial functions can be avoided by restricting them to appropriate
subsorts. We will pick up this subject again in Section 6.3.

Subsorting is also closely related to inheritance. In the example above one could also
argue that the natural numbers inherit the function + from the integers. In Section 2.2
we will demonstrate on a larger example how to model inheritance by subsorting.

1.2.5 Qualified Sorts

In the last sections we gave an overview of the most important notions of polymorphism.
We saw that Hindley/Milner polymorphism, subsorting and sort classes are very useful
means of weakening the restrictiveness of traditional sort systems. They all help to de-
scribe the task of a system in a problem oriented way. Furthermore, these concepts allow
the well-formedness of terms to be decided by static program analysis. It is therefore
desirable to unify all these concepts by a general approach.

Mark P. Jones extended the notion of sort class to n-ary sort predicates [Jon92]. In his
approach, bound sort variables can be restricted not only by sort classes, but by arbitrary
n-ary sort predicates. This allows the definition of functions having the following sort
scheme:

flayg, ... an. Pilag,...,an], ..., Pylag, ... o] = Tlag, ..., ay)

T is a sort expression, possibly containing the sort variables aq,. .. ,«a,. The sort variables
can be restricted by predicates P,..., P, of arbitrary arities. The “)” between the
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predicates is interpreted as a logical A. Jones calls these restricted sorts qualified sorts.
They form the basis for a general approach to polymorphism. The above sort scheme
subsumes all sort expressions needed for the polymorphism concepts mentioned in the
last sections.

Hindley /Milner polymorphism can be expressed trivially by qualified sorts, because we
do not need any restricting predicate. For sort classes, a class is simply a unary sort
predicate. In the functionality of ==, class EQ is replaced by a sort predicate EQ. As a
result we get the following, in some sense equivalent, qualified sort:

==: [la. EQ(ar) = a X a — Bool

The handling of subsort polymorphism is more complicated. The concept described in
Section 1.2.4 provided an implicit subsorting mechanism. Implicit, because besides the
subsort relation we do not need any other mechanism to use the subsorting. That means
we do not need any kind of coerce function, coercing elements of a sort to elements of
a supersort. The coercion is done implicitly because the subsort relation is interpreted
as set inclusion. This implicit subsorting, however, cannot be expressed with qualified
sorts. We can only provide some kind of explicit subsorting.

Let us look at the addition function + from Section 1.2.4. In a first step we abstract
from the concrete sort Int and get the following function:

+: Illa. a X a — «

However, this function is too general, because now + can be applied to elements of any
sort. Thus, we must restrict the sort variable o by an appropriate predicate. We only
want to apply + on subsorts of Int. This can be achieved by the following function:

+: Ila. aCInt = a X a — «

The binary sort predicate C is used to restrict the sort variable « to all subsorts of Int.
This is, however, only the intended semantics behind the purely syntactic identifier C.
The relation C is not interpreted as set inclusion on sorts, but only as an “arbitrary”
binary predicate. In Section 2.2 we will see how to specify certain properties for this
binary predicate, e.g. reflexivity.

Qualified sorts offer only a restricted kind of subsorting, because every function that
wants to use the subsort relation must explicitly use the restricting predicate in its
functionality. Explicit subsorting achieved by qualified sorts, however, enables us to
directly express the dependence of the result sort on an argument sort. In our example,
adding two natural numbers yields again a natural number and not an integer, as in the
implicit version. With implicit subsorting this can only be achieved by overloading the
identifier +, or by using so-called retract functions. See [Mos91, Naz93a] for a closer look
at the problems that arise, when using subsorting in an axiomatic specification language.
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Besides sort classes and subsorting, there are other interesting applications of qualified
sorts, e.g. extensible records. See [Jon92] for more examples. A sort system based
on qualified sorts is provided by Gofer [Jon93a], a Haskell-like functional programming
language.

1.2.6 Further Concepts

In this section we briefly introduce some instances of polymorphism not captured by
qualified sorts.

An important generalization of Hindley /Milner polymorphism is included in the so-called
Girard-Reynolds polymorphic A-calculus [Gir72, Rey74]. In Hindley/Milner polymor-
phism the sort variables occurring in a sort term are implicitly or, as in the preceding
chapters, explicitly bound at the outermost level of the sort term. The binding II's
cannot occur within a sort term.

In the polymorphic A-calculus, in contrast, the binding II's can be arbitrarily nested. In
this calculus, however, sort abstraction and application are explicit. A term of the form
Aae is called sort abstraction while a term of the form e{7} is called sort application.

Hindley /Milner polymorphism is limited compared to the polymorphism permitted in
the polymorphic A-calculus. The latter does not need a separate let-mechanism to de-
fine polymorphic functions since polymorphic abstraction is achieved by the usual \-
abstraction. Therefore, polymorphic values are handled as first-class citizens. They can
be passed to and returned by functions as demonstrated by the following example:

Af - (Hova — B).(f{mter), f{m}(e2))

The function takes a polymorphic function as the argument and applies it to the types
of each of the components of a given pair. In languages providing only Hindley/Milner
polymorphism, such as ML, this function cannot be defined.

Besides this obvious advantage the polymorphic A-calculus has some serious drawbacks.
Sort abstraction and application must be handled explicitly because sort inference is
undecidable in general [KT90]. Furthermore, the semantics of this calculus is more
involved than the one of the simply typed A-calculus. There is some discussion whether
there exists a set-theoretic model of the polymorphic A-calculus [Pit87] or not [Rey84].

The polymorphic A-calculus described above was called F), by Girard. Like Hind-
ley /Milner polymorphism, it only allows abstraction from basic sorts. A further general-
ization leads to the system F|,, which allows abstracting from arbitrary sort constructors
(see also Section 7.2.1).
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In the polymorphism concepts described so far the binding II is used as universal quan-
tifier for sort variables. For this reason some authors use V instead of II. By analogy, we
can try to give meaning to existentially quantified sorts. By expression?

¢ Ja.7[a]

we specify that ¢ has sort 7[a] for some sort «. Existential sorts can be seen as abstract
sorts. The sort variable o hides a concrete representation. In [CW85] it was demon-
strated how existential sorts may be used to model data abstraction. Léaufer [L&u94]
integrated some restricted form of existential sorts into Haskell and showed that the
combination with sort classes enables an interesting abstraction mechanism.

1.3 A Polymorphic Specification Language

In this thesis a novel sort system for a formal specification language is presented. In
Section 1.1 we have worked out requirements for a desirable sort system. Conventional
many-sorted sort systems only partially fulfil these requirements; they are easy to un-
derstand and sort correctness can be proved by static specification analysis. The main
disadvantage of these sort systems, however, is that they are too rigid and, as a con-
sequence, restrict the user. In Section 1.2 we have shown that polymorphism helps
overcome this deficiency. Thus, polymorphism should also be integrated into the sort
systems of formal specification languages.

Since we do not want to design our specification language for a particular functional
target language, we are interested in supporting different kinds of polymorphism within
one sort system. A very general polymorphism approach is the concept of qualified
sorts. In Section 1.2.5 we have already sketched that this approach can be used to model
different kinds of polymorphism. Therefore we will base our sort system on qualified
sorts.

Qualified sorts, however, only form the basis of a flexible sort system. The key for flexi-
bility lies in the sort predicates qualifying the sort variables occurring in the functionality
of an identifier. For different notions of polymorphism, different sort predicates with dif-
ferent properties are needed. Thus, we need a language to describe these properties. To
model, e.g., the sort classes of Haskell we need a language to describe class membership
of basic sorts, class membership propagation to non-basic sorts, and subclass relations.
However, if we want to model subsorting we need a language to describe subsort relations
between basic sorts and subsort relation propagation to non-basic sorts. In addition, the
subsort relation must be reflexive and transitive.

4The square brackets denote that the sort variable a occurs in 7.
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polymorphic specification

N

polymorphic signature axioms

e

sort specification functions predicates

N

sort signature sort axioms

PN

sort constructors sort predicates

Figure 1.2: Structure of polymorphic specifications

In functional languages, specifically restricted languages are used to describe a particular
sort predicate system. For example, Gofer provides qualified sorts, but subsorting cannot
be modelled. As a consequence, a flexible sort system does, in addition to qualified sorts,
require a flexible language to specify the properties of sort predicates. Therefore, the
presented polymorphic specification language provides a separate specification language
for specifying the properties of sort predicates.

Polymorphic specifications consist of two specifications on different levels. The structure
is shown in Fig. 1.2. The sort specification is part of the polymorphic signature. The
sort signature contains the sort constructors and the sort predicates of the polymorphic
specification. In the sort axioms the properties of the sort predicates are described.
In addition to the sort specification the polymorphic signature contains polymorphic
functions and predicates. The functionality of both can be specified by qualified sorts.
In the axioms, as usual, the properties of constants and functions are specified.

From a theoretical point of view the sort axioms may consist of arbitrary first order
formulae. The well-sortedness of a polymorphic specification, however, depends on these
axioms. Because we want to detect non-well-sorted specifications by static analysis, these
axioms must be executable. Therefore, we use Horn-clause logic in sort axioms. It is at
once expressive enough to specify arbitrary sort predicates and executable via resolution.
In the axioms of a polymorphic specification we use, in contrast, classical full first-order
logic.

At first glance, such a two-level specification language seems complicated and difficult
to understand. Looking at it again, however, we see that the same technique is used
on both specification levels. On the sort level as well as on the object level we work
with signatures and axioms. In both cases the properties of functions and predicates are
specified by axioms. Thus, we do not have to learn syntax and semantics of a specific
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language specifying sort predicates.

Furthermore, polymorphic functions and predicates are applied like conventional mono-
morphic functions. As in functional languages, polymorphic identifiers are instantiated
implicitly. In addition, variables may be declared without sort annotations. As a con-
sequence, the user can write sort-free axioms as in unsorted specification languages.
Nevertheless, sort errors with respect to the sort system are always detected. Our spec-
ification language therefore combines the convenience of unsorted languages with the
advantages of static sort systems.

1.4 Outline of Thesis

This thesis presents a novel polymorphic sort system for axiomatic specification lan-
guages. The sort system itself can be dynamically specified by a separate specification
language. This approach enables a flexible sort system that can be dynamically adapted
to different application areas. In particular, this sort system allows the modelling of
different notions of polymorphism. The thesis investigates the syntactic as well as the
semantic treatment of axiomatic specification languages based on such a sort system.
Since the presented approach is very general, our results can be immediately applied to
syntactically as well as semantically more restricted languages. Thus, this thesis makes
a contribution to the formal foundation of polymorphic axiomatic specifications. The
detailed contributions are summarized in Section 7.1.

Chapter 2 gives an informal introduction to the two-level specification approach. We
use the concrete specification language PolySpec to show the benefits of polymorphic
specifications. In particular, we show how to model sort classes and inheritance within
our general polymorphism approach.

In Chapter 3 we define a syntactic framework for two-level polymorphic specifications.
The framework consists of a formal language for both sort specifications and object
specifications. We give a calculus defining an entailment relation on sort predicates and
an inference calculus to compute sort derivations for formulae. The inference calculus is
an extension of the calculus given by Jones. In addition, our extension contains rules to
handle explicit sort annotations as well as explicit sort predicate qualifications. With the
help of both calculi, we define a notion of well-formedness for polymorphic specifications.

Chapter 4 investigates the semantics of polymorphic specifications. In Section 4.1 we
define a concept of model for sort specifications and a semantic consequence relation for
sort predicates, which is sound and complete with respect to the entailment relation.
Furthermore, we give an interpretation for qualified sorts.
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Section 4.2 starts with a definition of polymorphic algebras. Because of missing sort
declarations and implicitly instantiated polymorphic identifiers, the meaning of formulae
cannot be defined directly. Thus, we give an interpretation for sort derivations containing
the lacking information. We present a concept of model for polymorphic specifications
taking all possible sort derivations into consideration. Therefore, we neither need an
intermediate language nor a particular sort inference algorithm to define the models of
polymorphic specifications.

In Section 4.3 we present a further notion of model based on a principal sort derivation.
We define a syntactic ordering “more general” on sort derivations. We show that if a
polymorphic algebra satisfies a sort derivation of a formula, it satisfies all less general sort
derivations. If we slightly change the sort inference calculus without changing the concept
of well-formedness, we can show that each specification has a greatest sort derivation with
respect to this ordering. This greatest sort derivation, called the principal sort derivation,
is used to define a further notion of model. We show this to be slightly stronger than
the one defined in Section 4.2.

In Chapter 5 we focus on the implementation of polymorphic specifications. We give a
sort inference algorithm testing the well-formedness of polymorphic specifications. The
algorithm is based on an extension of algorithm W [DM82] and a resolution prover.
The prover is used to test the entailment relation on sort predicates. We show that
the sort inference algorithm is sound and complete with respect to the sort inference
calculus. While testing the well-formedness of specifications, the algorithm constructs
a sort derivation for the specification. We prove this derivation to be a principal sort
derivation for the specification. Finally, we show that the problem of well-sortedness is
only semi-decidable in our sort system and discuss this fact.

In Chapter 6 the styles of polymorphism presented in Section 1.2 are discussed once
again. We study the differences between using a particular kind of polymorphism in an
executable language and in an axiomatic specification language.

Chapter 7 reviews the results and outlines several ideas for further work.

1.5 Related Work

The comparison with other work is twofold. On the one hand we compare our sort
system with sort systems mainly used in functional languages. On the other hand we
compare our polymorphic specification language to specification languages incorporating
polymorphism.
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1.5.1 Related Sort Systems

As we already noted, the sort system developed in this thesis is based firmly on qualified
types presented by M.P. Jones in [Jon92]. Qualified types again are a generalization
of Hindley/Milner polymorphism [Hin69, Mil78, DMS82]. Neither [DM82] nor [Jon92],
however, allow one to explicitly constrain terms by sort annotations. In both papers, a
simple “mini” language based on the unsorted A-calculus is used to investigate the sort
system. In the framework of axiomatic specification, however, explicit sort annotations
are essential since they may influence the semantics of a specification. For the same
reason our sort system must allow one to explicitly constrain sort variables by qualifying
sort predicates. Thus, in contrast to [Jon92], we additionally investigate the formal
treatment of explicit sort annotations as well as explicit qualifying sort predicates.

In his thesis Jones abstracts from a concrete sort predicate entailment. He shows by
a few examples how to instantiate his general framework with specific sort predicate
entailments. We, in contrast, do not abstract from a concrete predicate entailment but
provide a specification language to specify arbitrary sort predicate systems. Therefore,
we do not have to instantiate our sort system for a concrete implementation. The desired
sort predicate system can be dynamically specified by the user. This approach enables
a maximum of flexibility. Moreover, the properties of the sort predicates are described
within a standardized simple logical language. Thus, we do not have to design a specific
language for each particular sort predicate system, and the user does not have to learn
different languages. The implementation of sort inference remains always the same and
does not have to be adapted to specific kinds of polymorphism.

In [Kae92] Kaes presents a concept of constrained type which is very similar to qualified
types. Much of his work is concerned with establishing decidability of particular sort
predicate systems. A set of rewrite rules is used to describe the entailment relation.
He gives sufficient conditions for the rewrite rules to guarantee the decidability of the
entailment relation. Most of his results can be transferred to our Horn clause-based
approach.

Sort inference in the presence of constraints on sorts has been widely studied in the
particular case of subsorting, e.g. in [Mit91] or [FM88, FM89, FM90]. In contrast to our
approach these sort systems provide an implicit subsorting concept. From the viewpoint
of sort inference there is, however, no difficulty to incorporate a rule in the sort system
that allows implicit subsorting (see Section 6.3 in [Jon92]).

The sort system presented in [FM88] allows one to only specify subsort relations be-
tween basic sorts. Furthermore, suitable “structural” rules can be fixed to define the
subsort relation between structured sorts in terms of their components. In particular,
subsort relations between different sort constructors cannot be specified. Our approach,
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in contrast, allows one to specify subsort relations between arbitrary structured sorts.
This fact enables us, e.g., to treat values as one-element lists by specifying o C List(a).
As a consequence, all functions for lists can also be applied to arbitrary non-list values
without converting them explicitly to one-element lists. This is not possible in [FMS88].

Another interesting example of sort inference in the presence of constraints are sort
isomorphisms. Thatte [Tha91] describes an extension of the Hindley/Milner sort system
allowing one to declare isomorphisms between sorts. Isomorphism classes denote sorts,
elements of which are interconvertible. In particular, this is a useful concept to handle
different representations of the same abstract structure. As for subsorting, we support
only explicit isomorphism. The user may specify arbitrary isomorphism relations between
sorts. These relations are only regarded if a polymorphic function is explicitly constrained
to some isomorphism class. Our approach, however, allows the handling of isomorphism
between sorts as a special case of subsorting. We can specify two sorts to be isomorphic
if and only if they are in a mutual subsort relation.

1.5.2 Related Specification Languages

In axiomatic specification languages polymorphism concepts have been ignored for a long
time. In languages as CLEAR [BG80], ASL [SW83] or ACT-ONE [EM85, EM90] sort
abstraction can only be achieved by using explicit parameterization mechanisms. They
allow one to designate some part of a specification as formal parameters. The specifica-
tion abstraction obtained is called parameterized and can be subsequently instantiated
with actual specifications “fitting” the formal ones. Parametric polymorphic specifica-
tions are closely related to parameterized specifications. In [GN94] it is shown that in
many cases parameterized specifications can be replaced by more elegant polymorphic
specifications.

As part of the BMFT® project KORSO [HLR93, BW93], the specification language
SPECTRUM was developed at the TUM®. One of the goals of the development of SPEC-
TRUM was to investigate polymorphism in the framework of axiomatic specification.
Version 0.3 of SPECTRUM [BFG192] provided Hindley/Milner polymorphism in com-
bination with implicit subsorting [Naz92]. The sort system was based on the work of
[FM88] and thus enabled only a restricted form of subsorting (see Section 1.5.1).

In Version 1.0 of SPECTRUM [BFG193a, BFG™93b] subsorting was replaced by a sort
class system similar to the one used in the functional language Haskell [HIW92] and in the
generic theorem prover Isabelle [Pau94|. The syntactic treatment of the sort class system

5German Ministry of Research and Technology
6Technische Universitit Miinchen.
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is based on [NP93]. An important aspect of this sort system is that only predicates of the
form” P(a) may appear in qualified sorts as well as in the predicate context of the sort
inference calculus. Any context P(7), where 7 is some structured sort, must be reduced
to that simpler form. This reduction process can be thought of as a partial attempt to
check for satisfiability of a sort predicate. It requires the sort signature to be coregular
(see [NP93]). Otherwise, the reduction process is not uniquely defined. Our approach,
in contrast, permits, as does the functional language Gofer [Jon93a], predicates over
arbitrary structured sorts. Predicates over structured sorts need not be reduced. Hence,
we do not need any restrictions for sort specifications. As a consequence, our concept
of well-formedness is slightly less restrictive with respect to sort classes than the one
defined for SPECTRUM. In the framework of axiomatic specification, however, there is
no obvious reason for a more restricted well-formedness concept.

The semantics of SPECTRUM, described in [GR94], is defined indirectly via a second
language. This extended language does not allow one to declare variables without sort
information. Furthermore, it provides a mechanism to explicitly instantiate polymor-
phic identifiers. The extended specification is obtained by computing a principal sort
derivation for the given specification and translating this derivation into a specification
of the extended language. The whole translation process is, however, missing in [GR94].
Moreover, this method seems to be rather ad-hoc since the semantics is based on an
algorithm computing a principal sort derivation; this is, however, a purely syntactic no-
tion. In particular, any sort derivation could have been used to define the semantics of
specifications. In this thesis, in contrast, we present a notion of model that is not based
on any syntactic notion of a principal sort derivation. In addition, we show that the
method used for SPECTRUM was adequate by proving the equivalence of both semantic
approaches.

From the viewpoint of polymorphism, there is no fundamental difference between the
object language used in SPECTRUM and the one used in our approach. SPECTRUM,
however, in addition provides a language (inspired by ASL [SW83]), to structure speci-
fications in the large. The semantic treatment of this language is described in [GR94].

In [Reg94] the classical higher order logic HOL [Gor85] was extended with a sort class
concept similar to the one of Isabelle, giving HOLC. As in [GR94] the semantics of
a specification is defined indirectly via a translation mechanism. Thus, the comments
given for SPECTRUM hold for [Reg94], too. In contrast to [GR94], however, in [Reg94]
a specification is not translated into a specification of an extended language but into
a fully sorted specification of the same language. Moreover, the translation is formally
defined.

"An exact comparison is difficult because different terminologies are used in [BFGT93a] as well as in
[NP93].
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As in Haskell, in HOLC the member (characteristic) functions of a class are distinguished
from normal polymorphic functions®. The member functions are also reflected in the
semantics of sort classes. In [Reg94| a class semantically does not only consist of a set
of carriers but of a set of tuples containing a carrier together with a semantic value
for each member function of the class. This is in contrast to SPECTRUM, Isabelle and
our approach. In all these languages no polymorphic function is explicitly marked as
a member function of a particular class. In SPECTRUM and in our approach a class
semantically only consists of set of carriers. The more complex class semantics in [Reg94]

is needed to support a notion of conservative extension of theories.

While the Hindley/Milner sort system has become the basis of the sort systems of many
functional languages, in axiomatic specification languages attention was mainly devoted
to subsorting concepts. Goguen [Gog78] was the first to present a framework for order-
sorted algebras (OSA). The development of OSAs was closely linked to that of the OBJ
system [GWS88]. A quite similar approach to OSA was developed by Gogolla [Gog84] and
Poigné [Poi84]. All these approaches have in common that the subsort order imposes
a partial subset relation on the domains. This is in contrast to our approach because
we only enable an explicit subsorting concept. Thus, our polymorphic algebras do not
extend order-sorted algebras.

Qian [Qia91] extended order-sorted algebras with higher order functions and Hind-
ley /Milner polymorphism. Subsorting on functional sorts is not modelled by set in-
clusion but by function restriction. This guarantees extensionality in contrast to the
set inclusion approach presented in [Mit84] or [Car84]. The semantics of a polymorphic
specification is defined as the semantics of its induced non-polymorphic specification.
The induced specification is obtained by gradually replacing the sort variables occurring
in the signature and in the axioms by all ground sort terms. This leads to an infinite
set of function symbols in the signature and an infinite set of axioms. As a consequence
of this purely syntactic treatment of polymorphism, the axioms must only be valid for
the elements of domains generated by a sort term. We, in contrast, present a semantic
approach to polymorphism. Polymorphic axioms must be valid for the elements of all
domains of the universe. Because the universe of domains is not necessarily sort term
generated, both approaches differ. In particular, enrichment or refinement of existing
specifications cannot be treated as simple model set inclusion in the syntactic approach.
This is only possible if we combine, as in our approach, a semantic treatment of poly-
morphism with a loose model concept. Besides this semantic difference the language in
[Qia91] is restricted to equational logic. Furthermore, sort inference is not investigated.
It is assumed that polymorphic functions are instantiated explicitly.

8Furthermore, the notion of characteristic axioms is defined in HOLC. Characteristic axioms specify
the properties of characteristic functions.
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Polymorphism has also been investigated in the framework of logic programming lan-
guage [Smo89, Han89, HT90, Han91]. In [Han91] a two-level logic programming language
is presented. As in our approach the language consists of a specification on the sort level
and a specification on the object level. On both levels a Horn clause logic is used. In
contrast to our approach the sort clause specification can only be used to specify the
properties of the subsort relation C. The object language is restricted to Horn clause
logic with first order functions. The declarative semantics of the two-level approach is
based on [Poi86]. For a given polymorphic signature a dependent overloaded signature
is derived. In contrast to [Qia91], however, the derived signature is obtained by inter-
preting the functionalities with respect to some sort algebra satisfying the sort axioms.
The result is an infinitely overloaded signature in which object identifiers are sorted by
semantic sorts. In the object algebra each (possibly overloaded) identifier is then in-
terpreted by one “unsorted” function. A polymorphic function is therefore an object
belonging to infinitely many different sorts. It can be viewed as being an element of the
intersection of all sorts that are instances of the polymorphic sort. In our approach, in
contrast, each polymorphic identifier is interpreted as one object belonging to exactly
one polymorphic sort. See [Sok89] for a discussion of these two views.
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Chapter 2

An Informal Introduction to
Polymorphic Specifications

In this chapter we briefly sketch our polymorphic specification language. We show,
using examples, how to model sort classes and inheritance. We do not go into syntactic
or semantic details. These areas are treated in Chapters 3 and 4. Hence, we do not
use the formal language defined in Chapter 3. This language is defined to investigate
the formal treatment of polymorphic specifications and is thus very abstract. Instead,
we use PolySpec, a concrete polymorphic specification language. The concrete syntax
of PolySpec is given in Appendix B. The translation from the concrete language to
the abstract one is straightforward. Since the main task of this chapter is to introduce
our polymorphic sort system, the axiomatization of the specified functions is sometimes
incomplete. In particular, we do not deal with definedness properties in this introductory
chapter. For convenience we assume all quantified variables to range only over defined
values.

PolySpec is a two-level specification language. A specification is divided into a specifica-
tion on the sort level, called the sort specification, and a specification on the object level,
called the object specification, where the latter depends on the former. The specification
on the object level, as usual, defines the behaviour of the constants and functions. The
sort level specification defines the properties of the sort predicates used in the qualified
sorts of the object level.

On the object level we use a classical first order logic with higher order functions. Because
the sort specification is used to define the well-sortedness of the object specification, sort
specifications must be executable in some sense. To achieve this, we use a Horn-Clause
logic on the sort level. This language is general enough to describe the properties of
arbitrary predicates and is executable via resolution.
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In Section 2.1 we introduce the language and show how to model sort classes. In Section
2.2 we demonstrate on a larger example that we can also model inheritance with our
approach.

2.1 Modelling Sort Classes

In [GN94| we showed that in the framework of axiomatic specification sort classes can
be used to avoid explicit parameterization. In many cases parameterized specifications
can be replaced by more elegant polymorphic specifications. This was one of the main
benefits of the specification language SPECTRUM. In this section we show that sort
classes can be also modelled within our approach.

The original motivation for the development of the sort class concept was the uncom-
putability of the equality function. Sort classes can be used to syntactically restrict the
application of an equality function to non-functional sorts. We will therefore start the
description of our sort concept with Specification 2.1 which shows an equality function
eq restricted in such a way!.

% starts a one line comment. The specification is split into a sort level and an object level.
Both can be mixed arbitrarily. As usual in the framework of axiomatic specification, both
levels consist of a signature and an axioms part.

On the sort level, the signature consists of the sort functions, called sort constructors,
and the sort predicates. The number assigned to each identifier expresses its arity. In
our example we define a null-ary sort constructor Bool, i.e. a sort constant or basic sort
and a unary sort predicate EQ. We do not fix properties for the predicate EQ in this
specification. Thus, the axioms part of the sort level is missing.

In the signature part of the object level we declare the polymorphic function eq. The
sort predicate EQ is used to restrict the sort variable a. Thus, the application of the
function eq is restricted to those sorts for which the sort predicate EQ holds. In class
terminology eq is called a member function of class EQ.

The signature of the object level is the only place where we can declare a polymorphic
identifier. If we allowed to declare a polymorphic identifier by A-abstraction, we would
get a higher order function with respect to polymorphism, i.e. we would get a function
that takes a polymorphic function as its argument. This is not allowed in our approach,
because we restrict our language to shallow polymorphism. Neither do we allow declaring
polymorphic identifiers by the quantifiers ¥V and d, since we do not want to make propo-
sitions about a set of polymorphic objects. We only want to describe the behaviour of

Do not confuse eq with =. The identifier eq denotes a function while the built-in identifier = denotes
the identity predicate.
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% specification on the sort level
% sort constructor

cons Bool:0;

% sort predicate
sortpred EQ:1;

% specification on the object level
% function
fun eq: lla. EQ(a) = a X a — Bool;

% first—order axioms

axioms EQ(a) = a:a, b:a, c:ar in
eq(a,a) = true;
eq(a,b) = true A eq(b,c) = true = eq(a,c) = true;
eq(a,b) = eq(b,a);

endaxioms

Specification 2.1: Specification of function eq

a particular polymorphic object, like eq. Thus, the signature of a specification replaces
the let-construct used in functional languages to define polymorphic functions.

In the axioms part of the object level we describe the laws of the function eq by using
traditional first order logic. The axioms define eq to be an equivalence relation. The
variables a, b and c are universally quantified. These variables are declared to be of
sort, . But note that by doing this we do not declare polymorphic variables. The sort
variable « is not bound by a II at the outermost level of the sort expression, which is not
allowed for local identifiers. Thus, the variables have the same sort at each occurrence in
the axioms, and therefore they are not polymorphic. All sort variables are automatically
universally quantified at the outermost level of the object specification.

Like in the signature, we restrict the sort variable a by the sort predicate EQ, because
eq can only be applied to variables whose sorts fulfil the predicate EQ. By using sort
variables in the axioms part we can demand the laws not only for one sort. The laws must
be valid for all instantiations of the sort variables which fulfil the restricting predicate.

Our sort system allows one to declare variables without sort information. Thus, we
could omit the sort variable « as well as the restriction EQ(«), since they can be inferred
from the applications in the axioms. Note that usually this sort information is not
uniquely determined. The sort inference algorithm always selects the “most general”
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sort, information. We will discuss this in detail when defining the formal semantics of
polymorphic specifications.

Now we want to define the sort predicate EQ to hold for some sorts. Speaking in terms
of the functional language Haskell we want to define instances of the class EQ, namely
for natural numbers and for lists. Specification 2.2 shows the respective axioms.

cons Nat:0;
List:1;

fun O0: Nat;
succ: Nat — Nat;
[: Ma. List(a);
append: Ila. a x List(a) — List(a);

axioms ... in
% axioms defining Nat and List(a)
endaxioms

%» axioms on the sort level
% instantiation
sortaxioms « in

EQ(Nat);

EQ(a) = EQ(List(a));
endaxioms

% specific properties of instances

axioms n:Nat, m:Nat in

eq(0,succ n) = false;
eq(succ n,succ m) = eq(n,m);
endaxioms

axioms EQ(a) = x:a, y:a, k:List(a), 1l:List(a) in

eq([|,append(x,1)) = false;

eq(append(x,k) ,append(y,l))=true & eq(x,y)=true A eq(k,l)=true;
endaxioms

Specification 2.2: Instances for EQ
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In the first part of the specification we define a sort Nat together with its constructors
0 and succ. Furthermore, we define a unary sort constructor List together with the
polymorphic constructors [| and append.

In the axioms part of the sort level we define the desired properties of our predicate EQ.
Speaking in terms of classes, the first axiom states that sort Nat belongs to class EQ. The
second axiom states that if a sort o belongs to class EQ then sort List « belongs to this
class, too. Thus, we have defined the same behaviour as in Section 1.2.3. The equality
eq can be applied to all elements of sort Nat and to all nested lists with elements of sort
Nat.

Up to now we have not fixed any specific properties for the instances of eq. Both instances
must only fulfil the general equivalence axioms given in Specification 2.1. Only by the
axioms on the object level do we require the usual properties for both instances. Both
axioms blocks are only well-sorted because of the two given sort axioms. In the first
axioms block we apply the equality function to terms of sort Nat. This application is
well-sorted because EQ(Nat) is entailed by the sort specification. In the second axioms
block we apply the same function to terms of sort List(«). This application is well-
sorted, too, because EQ(List(a)) is entailed by the sort specification under the given
assumption EQ(a). Note that we have to show that the instances of eq fulfil the general
requirements given in Specification 2.1. Otherwise the specification becomes inconsistent.

The sort class concept also supports a mechanism for defining hierarchies of classes using
a notion of subclass. Specification 2.3 shows that this mechanism is also available in our
approach. In the specification we define a new unary sort predicate ORD. We specify
that if sort predicate ORD holds for a particular sort then sort predicate EQ also holds for
this sort. This is exactly the semantics of “class ORD is a subclass of class EQ”. Function
le is restricted by the new sort predicate and the axioms require le to be a partial order.
We instantiate ORD with sort Nat and uniquely fix the ordering by the given axiom.

2.2 Modelling Inheritance

In the last example we showed only a simple application of our polymorphic specification
language. The example can, in a similar way, already be written in the specification lan-
guage SPECTRUM V1.0 [BFG193a], which provides sort classes. The difference, however,
is that SPECTRUM V1.0 only provides sort classes, whereas in our approach sort classes
are only one of many possible applications. In this section we will give an example of a
completely different application of our universal polymorphism approach. We will show
that our language is also well-suited to model inheritance in a smart way.
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sortpred ORD:1;

sortaxioms « in
ORD(a) = EQ(a);
endaxioms

fun 1le: Ila. DRD(aw) = a X «a — Bool;

% general properties of le
axioms a, b, ¢ in
le(a,a) = true;
le(a,b) = true A le(b,c) = true = le(a,c) = true;
le(a,b) = true A le(b,a) = true = eq(a,b);
endaxioms

% instantiation

sortaxioms in
ORD(Nat);

endaxioms

% specific properties of the instance
axioms n in
le(n,succ n) = true;

endaxioms

Specification 2.3: Subclass ORD

The example deals with the specification of a graphics system, one of the first application
areas of inheritance techniques. A similar specification can be found in [Bre91] and
[Naz93a]. In [Bre9l] an implicit subsorting concept with overloading is used to model
inheritance. [Naz93a] uses a combination of implicit and explicit subsorting provided by
the specification language SPECTRUM V0.3 [BFGT92].

The specification of the graphics system is based on a specification providing a sort Coord
for coordinates together with a constructor mk_coord as well as a few operations. In
Specification 2.4 we only show the signature of the used operations. Function len_coord
yields the length of the vector described by the coordinate. Functions get_bl_coord and
get_tr_coord yield the bottom-left and top-right coordinates of the rectangle described
by the two given coordinates. The meaning of the other functions is straightforward.
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cons Coord:O0;

fun mk_coord: Real X Real — Coord;
add_coord: Coord X Coord — Coord;
sub_coord: Coord X Coord — Coord;
len_coord: Coord — Real;
get_bl _coord: Coord X Coord — Coord;

get_tr_coord: Coord X Coord — Coord;

Specification 2.4: Signature for coordinate functions

We use a sort Real for the real numbers together with the usual operations.

A graphics system generally provides a set of graphic objects together with some oper-
ations to manipulate them. In our specification we consider only the moving of objects.
This operation should be available on all kinds of objects. Therefore, we use a polymor-
phic function and restrict the operation to graphic objects. Graphic objects are typically
hierarchically ordered by a so-called is-a relation. For example, a point is a line and a
line is a rectangle and a rectangle is a graphic object. This is-a relation is used to spe-
cialize objects. A graphic object in our example is the most vague term with the least
properties. The terms rectangle, line, and point are more and more concrete and are
only special cases of the others.

The is-a relation is strongly connected with the concept of inheritance. A specialized
object usually inherits all properties from a more general object. For example points,
lines and rectangles inherit all general properties of a graphic object.

In Specification 2.5 the is-a relation is modelled by a binary sort predicate IS_A. In the
axioms part of the sort specification we define the laws of the new sort predicate, namely
reflexivity and transitivity. Remember that defining sort predicates together with rules
does not influence the domains. In particular, IS_A is a freely chosen identifier and does
not impose a subsort order on domains. Thus, we provide a function coerce converting
objects along the IS_A relation. The laws of the function reflect the reflexivity and
transitivity property of the IS_A relation.

The first axioms block looks a bit strange. It seems like the function coerce yields
different values for the same argument. But the first look deceives: there are always
different instances of the function applied. The instances can be uniquely deduced from
the context, because the built-in predicate = can only compare values of the same sort.
In the second axioms block we specify the injectivity of the coerce function. We cannot
add this axiom to the first axioms block. The axiom would not be well-sorted because
variables a and b must be of the same sort. Otherwise, they cannnot be compared by
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sortpred IS_A:2;
sortaxioms «,,y in

IS Ala,a);

IS Ala,), IS.A(B,7) = IS Ala,7);
endaxioms

fun coerce: Ilo,3.IS A(a,3) = a — (;

axioms IS_A(a,f), IS_A(B,y) = a:a, b:f, c:v in

coerce a = a,;
coerce a = b A coerce b = ¢ = coerce a = c;
endaxioms

axioms a, b in
coerce a = coerce b = a = b;
endaxioms

Specification 2.5: Specification of sort predicate IS_A

the built-in predicate =. In the second block we omitted explicit sort information. This
is allowed in our language because the lacking information can be inferred from the sort
context. The fully sorted axioms block looks as follows:

axioms IS_A(w,) = a:«, b:a in
(coerce a):[ = (coerce b):f = a = b;
endaxioms

This example demonstrates that omitting explicit sort information increases the read-
ability of specifications.

In Specification 2.6 we define general properties of graphic objects. On the sort level we
define a new basic sort Graphic_Object. In our specification each object is surrounded
by an invisible rectangular frame. The functions bl and tr yield the respective bottom-
left and top-right coordinates of this frame. The move function is specified by describing
its effect on the surrounding frame. All functions are polymorphic and restricted by the
predicate IS_A(a,Graphic_Object). All functions can therefore be applied only on sorts
which are graphic objects. We do not describe each single axiom. Again we only look at
the polymorphism aspect.

The properties described in Specification 2.6 are very general and must be valid for all
graphic objects. Therefore, we use the sort variable « for the identifier g and restrict
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cons Graphic_Object:0;

fun bl: Ila. IS_A(a,Graphic_Object) = a — Coord;
tr: Ila. IS_A(«a,Graphic_Object) = a — Coord;
move: [la. IS_A(a,Graphic_Object) = a X Coord — «;

axioms IS_A(w,Graphic_Object) = g:a, c:Coord, d:Coord in
(move(g,c) = move(g,d)) & (c = d);
move(g,bl g) = g;
move (move(g,c),d) = move(g,d);

bl(move(g,c)) = c;
tr(move(g,c)) = add_coord(bl(move(g,c)),sub_coord(tr g,bl g));

endaxioms

axioms IS_A(w,f(), IS_A(f,Graphic_Object) = g:a, g’:f3 in
coerce(g) =g’ = bl g =bl g’ A
tr g = tr g’;

endaxioms

Specification 2.6: General properties of graphic objects

« by the predicate IS_A(a,Graphic_Object). Note that giving the identifier g the sort
Graphic_Object would yield a completely different semantics. In this case all axioms
would only be valid for the elements of sort Graphic_Object and not e.g. for the elements
of sort Line, defined in the next specification. Thus, the concrete graphic objects would
not inherit the stated general laws. This is a consequence of our explicit approach.

In the last axioms block we specify that coercing an object along the IS_A relation does
not influence the result of applying functions tr and bl. This property usually holds in
implicit subsort systems, too. Overloaded functions must coincide on a common subsort.
Note that we do not demand this property to hold for the function move. This function
may behave differently on different sorts. It must only fulfil the general requirements
specified in the first axioms block. Of course, we can specify the coincidence property
for the function move, too. Thus, our use of axioms allows control over the degree of

inheritance.

Now we add the concrete graphic objects Line, Circle and Point to our specification
and claim specific properties for them. Fig. 2.7 shows the desired IS_A relation between
graphic objects.
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Graphic_Object
IS A IS A
Circle Line
IS A IS A
Point

Figure 2.7: IS_A relation between graphic objects

In Specification 2.8 we define the sort Line together with the desired IS_A relation.
We define an object constructor mk_line and an additional function length computing
the length of objects that are lines. In the axioms part we specialize the polymorphic
functions bl, tr and move. These specializations must, however, observe the general
properties demanded in Specification 2.6. Otherwise the specification becomes inconsis-
tent, i.e. it has no model. In the last axioms block we specify that all sorts that are lines
inherit the properties of the length function given for lines.

Specification 2.9 adds a sort Circle to the graphics system. As in Specification 2.8, we
specialize the general functions bl, tr and move.

Finally, we add points in Specification 2.10. The sort Point is specified to be a Line as

well as a Circle. Then, by transitivity of the IS_A relation, IS_A(Point,Graphic_Object)
holds, too. The sort Point inherits functions tr and bl both from sort Line and from

sort Circle. Thus, this is an example for multiple inheritance. The sort Point inherits

laws for the functions tr and bl from multiple sources. Therefore, we neither need to de-

fine axioms for function tr nor for bl. We must only fix how to coerce points to lines and

to circles. Note, however, that the multiply inherited functions tr, and bl, respectively,

must coincide on points. Otherwise the specification becomes inconsistent. In addition,

function length is inherited from sort Lines. Points, however, do not inherit function

move from lines or circles. Thus, we must also specialize this function for points.
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cons Line;

sortaxioms in
IS_A(Line, Graphic_Object);

endaxioms

fun mk_line: Coord X Coord — Line;
length: [la.IS_A(a,Line) = a — Real;

axioms = line:Line, cl:Coord, c2:Coord, c3:Coord, c4:Coord in
Jec1l. dc2. line = mk_line(cl,c2);
mk_line(cl,c2) = mk_line(c3,cd4) & (c1,c2) = (c3,cd) V
(c1,c2) = (c4,c3);

bl(mk_line(cl,c2)) = get_bl coord(cl,c2);
tr(mk_line(cl,c2)) = get_tr_coord(cl,c2);

move(mk_line(cl,c2),c3) = mk_line(
add_coord(cl,sub_coord(c3,bl(mk_line(cl,c2)))),
add_coord(c2,sub_coord(c3,bl(mk_line(cl,c2)))));

length(mk_line(cl,c2)) = len_coord(sub_coord(cl,c2));

endaxioms

axioms IS A(wa,), IS_A(f,Line) = g:a, g’:( in
coerce g = g’ = length g = length g’;

endaxioms

Specification 2.8: Properties of lines
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cons Circle;
sortaxioms in
IS_A(Circle, Graphic_Object);

endaxioms

fun mk_circle: Coord X Real — Circle;

axioms circle:Circle, cl:Coord, c2:Coord, rl:Real, r2:Real in
Jec.dr. circle mk_circle(c,r);

mk_circle(cl,rl) = mk_circle(c2,r2) < (cl,rl) = (c2,r2);

bl(mk_circle(cl,r1)) = sub_coord(cl,mk_coord(rl,rl));
tr(mk_circle(cl,r1)) = add_coord(cl,mk_coord(rl,rl));

move(mk_circle(cl,rl),c2) — mk_circle(
add_coord(c2,sub_coord(cl,bl(mk_circle(cl,rl)))),rl);

endaxioms

Specification 2.9: Properties of circles

cons Point;

sortaxioms in
IS_A(Point,Line);
IS_A(Point,Circle);

endaxioms
fun mk_point: Coord — Point;
axioms point:Point, cl:Coord, c2:Coord in

Jc. point = mk_point c;
mk_point ¢l = mk_point c2 & cl = c2;

coerce(mk_point cl1) = mk_line(cl,cl);

coerce(mk_point cl1) = mk_circle(cl1,0);

move (mk_point c1,c2) = mk point c2;
endaxioms

Specification 2.10: Properties of points



Chapter 3

A Core Language for Polymorphic
Specifications

For the introductory examples in Chapter 2 we used the specification language PolySpec.
To investigate the syntactic and semantic treatment of polymorphism in a specification
language we use a more abstract formal language, which is restricted to the essential
syntactic constructs. It can be therefore used as an abstract core language. More concrete
and extended languages can be formally defined by translating them to the presented
core language.

In Section 3.1 we present the language of sort specifications, which consist of a sort
signature and a set of sort axioms. We define the notion of polymorphic sort terms and
give the inference rules defining the entailment relation on sort predicates. We prove this
relation to be monotonic, closed with respect to transitivity, and closed with respect to
sort, variable substitution.

Section 3.2 introduces the polymorphic specification language. Polymorphic specifica-
tions consist of a polymorphic signature and a set of axioms. We define the context-free
syntax of the axioms language and give a sort inference calculus. This calculus is used
to define a concept of well-sortedness for polymorphic specifications.

3.1 The Language of Sort Specifications

As usual in the framework of axiomatic specification, a sort specification consists of a
signature and a set of axioms. The signature contains the sort functions, called sort
constructors, and the sort predicates. In our language constructors and predicates are
unsorted. Using a sorted language would result in a third abstraction level. This ap-
proach can be found, e.g., in the specification language SPECTRUM, and in the theorem



34 A Core Language for Polymorphic Specifications

prover Isabelle [Pau93]. Both systems provide an order “meta-sorted” version of Hind-
ley/Milner polymorphism (see [GR94] or [NP93] for details). But neither system allows
arbitrary sort predicates or axioms on the sort level. They are only suited to express the
classical Haskell sort class system. If allowing n-ary sort predicates, however, it is easier
to treat meta-sorts as unary sort predicates.

Furthermore, we do not provide higher order sort constructors or predicates. Both
can only be applied to a tuple of sorts and not to sort constructors. The functional
language Gofer allows higher order sort predicates, i.e. predicates can be applied to sort
constructors. In Gofer these predicates are called constructor classes. Details about the
theory and the application of constructor classes may be found in [Jon93a]. However,
Gofer does not allow to specify arbitrary axioms on the sort level. Furthermore, higher
order sort predicates can be simulated by using n-ary first order predicates. In Section
7.2 we discuss the integration of higher order sort variables into our approach.

Formally, a sort signature is defined as follows:
Definition 3.1.1 The set of sort signatures SSIG
(SC, SP) € SSIG iff

e SC ={SC,}en is an arity indexed set of identifiers, called sort constructors
o SP ={SP,}nen\o is an arity indexed set of identifiers, called sort predicates

e the sort constructors as well as the sort predicates must be unique, i.e. we do not
allow overloaded sort constructors or sort predicates

o —C SCQ

|

A sort constructor sc of arity 0, i.e. sc € SCY is called a basic sort. The arrow — is the
constructor for the continuous function space. It is the only predefined sort constructor.
As it is an element of every sort signature we will omit it when declaring a sort signature.

Example 3.1.1 Sort signature
The tuple
({{Bool,Nat,Int}y,{List,Set};,{x}2},{{EQ,P0};,{IS_A}>})

is an example for a sort signature. U

Next we turn to the definition of the sort axioms language given by a sort signature and
a set of sort variables. Because we do not allow higher order sort constructors and sort
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predicates we only need first order sort variables for building sort terms. Let ® be a set
of sort variables different from any possible sort constructor and sort predicate identifier.
In the following we will use Greek lower case letters for sort variables.

Definition 3.1.2 The set of monomorphic sort terms To(x)

Let Q = ({SCp}nen, {SPn}nemio) be a sort signature. Let y C @ be a set of sort
variables. Tq(y) is the set <sortterm> defined by the following EBNF grammar!:

<sortterm> =y sort variable
| SCy basic sort
| SC.({<sortterm>//,}") sort constructor application, n> 1

We use the notation Tq(y) to declare the sort variables x which are allowed to occur
freely in the sort terms. If y is the empty set, i.e. 7 € Tq(0), then 7 is called a ground
sort term. The set of sort variables occurring in a monomorphic sort term 7 is denoted

by FSV(7). O

Note that, in contrast to ML or Cambridge LCF, we use prefix notation for constructor
application. Moreover, we always use parenthesis when applying a sort constructor to
some term. For better readability we will use the predefined sort constructor — in right
associative infix notation. We will use parenthesis to achieve other bindings.

Example 3.1.2 Monomorphic sort terms

Let €2 be the sort signature defined in Ex. 3.1.1. The following expressions are elements
of To({a, 5}):

X (Nat,Nat) — Bool

List(a) — «

(¢ — ) — List(a) — List(f)

Definition 3.1.3 Sort variable substitution

A sort variable substitution is a total function o : ® — Tqo(®P) mapping sort vari-
ables to monomorphic sort terms. The identity substitution is denoted by e, i.e.
Va € ®. e(a) = a. 0109 denotes the composition of two substitutions o; and oy, i.e.

Va € ®. (0102)(a) = o1(02()). We write o.[11/ay, ..., T,/a,] for a substitution map-
ping each «; to 7;, 1<i<n, and any other sort variable a to (). [11/aq, ..., 7/, is an
abbreviation for e.[ry /v, ..., 7, /a,]. Furthermore, we define DOM(o) := {«|o(a) # a},
COD(0) = Uaepom(s) F'SV(o(a)) and FSV(o) := DOM(c) U COD(0). O

The concept of sort variable substitution is used throughout the whole thesis. We will
extend sort variable substitutions to several other structures containing sort variables.

1See Appendix B.1 for a definition of the notation.
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Definition 3.1.4 Sort term substitution

A sort term substitution is an Q homomorphism o* : To(®) — Tqo(P), extending a sort
variable substitution ¢ to monomorphic sort terms in the following way:

o*(c) :==r¢ ce SC
o*(a) == o(a) acd
o*(sc(ry,y ... 1)) = sc(o*(m1), ... ,0*(Tn)) n>1

|

The properties of the sort constructors of a specification are fixed by sort clauses supplied
by the user. The definition of clauses is, as usual, based on sort terms and atomic sort
formulae. We extend sort variable substitutions to these syntactic structures.

Definition 3.1.5 The set of atomic sort formulae AFq(x)

Let Q = ({SCp}nen, {SPa}nenio) be a sort signature, and let xy € ® be a set of sort
variables. p(7,...,7,) € AFq(x) iff

e p € SP, is an n-ary sort predicate

e 7,...,7, € To(x) are monomorphic sort terms, n > 1

If A € AFq(0) then A is called a ground atomic sort formula. AF{(x) := AFq(x) \
AFq(0) is called the set of non-ground atomic sort formulae. These sort formulae must
at least contain one sort variable. The set of sort variables occurring in an atomic sort
formula A is denoted by FSV(A). O

Definition 3.1.6 Sort formula substitution

A sort formula substitution is an € homomorphism o* : AFo(®) — AFq(®) extending a
sort variable substitution ¢ to atomic sort formulae in the following way:

o*(p(y,... 1)) == plo*(m1),...,0"(1)) n>1

Definition 3.1.7 The set of sort clauses Cq(x)

Let Q be a sort signature, and let y C ® be a set of sort variables. By,....B, = H €
Cal(x) iff

en>0

e {By,...,B,,H} C AFq(Y) is a set of atomic sort formulae
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H is called the head and By,...,B, is called the body of the sort clause. If n =0 we will
omit the delimiter =. If C' € Cq(0) then C' is called a ground sort clause. The set of
sort variables occurring in a sort clause C' is denoted by FSV(C). O

Definition 3.1.8 Sort clause substitution

A sort clause substitution is an  homomorphism o* : Co(®) — Cq(®) extending a sort
variable substitution ¢ to sort clauses in the following way:

o*(By,...,B, = H) :=0*(By),...,0%(B,) = c"(H) n>0

|

All substitutions are extended naturally to sets of sort terms, sort formulae or sort
clauses by applying the substitutions to each element of the set. In the sequel we will
omit the asterisk denoting the extension of a sort variable substitution to some structure
containing sort variables.

Definition 3.1.9 The set of sort specifications SSPEC
(Q,SA) € SSPEC iff
e (2 is a sort signature

e SA C Cq(®) is a set of sort clauses

([
Example 3.1.3 Sort specification
Let €2 be the sort signature defined in Example 3.1.1.
(2, { Po(a) = EQ(a),
EQ(a) = EQ(List(w)),
PO(Nat), EQ(Bool) })
is an example for a sort specification. O

The sort specification is used to describe the properties of the sort constructors and the
sort, predicates. Ground sort clauses with an empty body are specifying the properties of
the basic sorts. Non-ground sort clauses are usually used to define dependencies between
sort predicates or to propagate properties to non-basic sorts.

Before giving a semantics for sort specifications we will define the whole syntactic frame-
work of our language. In the signature of an object specification we want to declare
polymorphic identifiers. For this purpose we need the concept of polymorphic sort terms.
These build the basis of our polymorphism approach.
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Definition 3.1.10 The set of polymorphic sort terms Th

HOél,...,Oén. Al,...,AijeTgiﬂ’
en>1m=>0

o {A,... A} CAF({a1,...,a,}) , i.e. A; are atomic sort formulae containing
at least one sort variable

o 7 € To({ay,...,an}) where FSV(7) = {ay,...,a,}, i.e. each «;, 1<i<n, must
occur in 7

The atomic sort formulae A; are called qualifying sort predicates. The monomorphic sort
expression 7 is called the body of the polymorphic sort term. If m = 0 we will omit the
separator =. These sort terms are called pure polymorphic sort terms. T (®):= To(®)
U T§ is called the set of sort terms. Tq := Tq(0) U TB is called the set of closed sort

terms. d
In the sequel a list of syntactic objects sq,...,s, is abbreviated by s,. For instance
[Ia,. A,, = 7 is equivalent to ITay, ..., 0. Ay, ..., Ay = T.

Example 3.1.4 Polymorphic sort terms
Let Q be the sort signature defined in Example 3.1.1.

[o.EQ(a) = X (v, ) — Bool
o, 5.ISA(a, ) = o — 8

are two polymorphic sort terms. O

Each qualifying sort predicate must at least contain one sort variable. Since sort pred-
icates are used to restrict the instances of the sort variables, ground sort predicates are
senseless. Moreover, each II-bound sort variable of a polymorphic sort term must oc-
cur in the body. This restriction simplifies the theoretical treatment of polymorphism
because the instances of the sort variables are determined by the application context of
the identifier. For pure polymorphic sort terms this restriction is even sensible. The
II-binding allows abstracting from a sort in a sort term. But abstraction only makes
sense if the sort really occurs in the sort term. In combination with qualifying n-ary
sort predicates, however, it is sometimes sensible if a sort variable occurs in a qualifying
predicate, but not in the body of the polymorphic sort term. In this case an equivalent
behaviour can be achieved by using an auxiliary sort predicate not containing the sort
variable.

Our definition of polymorphic sort terms allows only the usage of first-order polymorphic
objects. The binding II’s can not be nested. A Il can only occur at the outermost level of
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a polymorphic sort term. As a consequence, polymorphic functions taking a polymorphic
object as an argument cannot be specified. This is, e.g., possible in the polymorphic \-
calculus (see Section 1.2.6).

In polymorphic sort terms sort variables may be qualified by sort predicates. The task
of the sort specification is to define the sorts satisfying a particular sort predicate. When
instantiating these sort variables with a particular sort, it must be proven whether this
sort, satisfies the predicates with respect to the sort specification. This proof plays a
central part in the sort inference process at the object level. We must therefore provide
a calculus to compute whether a given atomic sort formula is entailed by a sort specifi-
cation. This entailment relation will be used in the sort inference calculus to define the
well-sortedness of terms.

Definition 3.1.11 Entailment relation -
An entailment relation = C (P(Cq(®)) x P(AFq(®)) x AFq(®)) is a set of triples
(SA, A, A) where:

e SA is a set of sort clauses
e A C AFo(®) is a set of atomic sort formulae called the sort predicate assumption

e A€ AFq(®) is an atomic sort formula

We write AFg4A instead of (SA, A, A) € I and read “the sort predicate assumption A
entails the atomic sort formula A with respect to the sort axioms SA”. AFg4A holds
iff there is a finite proof tree using the inference rules below that ends with AFg A. A
particular finite proof tree ending with AFg4A is denoted by A V.. A. In the rules we
omit the set brackets and write a comma for the union of sets on the lefthandside of Fg 4.

NS} (assumption)

) SA

A"SAO'(Bl) Al_SAO'(Bn) (m ) Bl,...7Bn:>HESA
Al_SAO'(H) U@—)TQ((I))

We extend the relation to sets of atomic sort formulae A; and A, in the following way:
All_SAAQ iff All_SA A for each A € AQ

|

The sort clauses in SA are treated as universally quantified. In rule (mp) the sort
variables occurring in a sort clause can be arbitrarily instantiated by a sort variable
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substitution. The atomic sort formulae in the assumption A, in contrast, are not treated
as universally quantified. These sort variables denote a fixed sort.

In [Jon92] Jones presents a sort system for a functional language based on qualified sorts.
His sort system is independent of a particular entailment relation F. The relation is only
assumed to be monotonic, closed with respect to transitivity, and closed with respect to
sort, variable substitution. The following propositions establish these properties for our
entailment relation.

Proposition 3.1.1 Monotonicity of F

Let A; and A, be two sets of atomic sort formulae.

if AQ g AI then All_SAAQ

Proposition 3.1.2 Substitution Closure Property of -

Let A be a set of atomic sort formulae, and let A be an atomic sort formula. Let
0:® — Tqo(P) be a sort variable substitution.

if A l_SAA then O'(A) "5,4 O'(A)
The proposition can be extended to sets of atomic sort formulae A; and As:

if AI l_SA AQ then O'(Al) l_SA O—(AQ)

Proposition 3.1.3 Transitivity closure property of -

Let A; and A, be two atomic sort formulae, and let A be a set of atomic sort formulae.
i) if Atgs Ay and AjkFga Ay then Abgq A

The proposition can be extended to sets atomic sort formulae Ay, Ay, and As.

11) if AI l_SA AQ and AQ l_SA A3 then Al l_SA A3

Example 3.1.5 Proof of an entailment relation

Let S = (2, SA) be the sort specification given in Example 3.1.3. The proof tree in Fig.
3.1 shows that the sort predicate assumption {PO(/3)} entails the sort clause EQ(3) with
respect to the sort axioms SA. O
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(assumption)

(mp)

PO(3)F54P0(S3) { PO(a) = EQ(a) € SA
PO(6)Fs4EQ() o =[0/a]

Figure 3.1: Proof tree for PO(S)Fs4EQ(S)

3.2 The Language of Polymorphic Specifications

On the object level we use a classical first-order predicate logic for specifying the prop-
erties of our objects. The formula language only provides a minimal set of constructs
necessary for first order predicate logic. The pure implicitly sorted A-calculus with con-
stants forms the term language of our object language. Thus, the specification language
is not suited for practical use. This minimal syntactic framework was chosen to keep
the definitions, propositions and proofs as simple as possible, without losing expressive
power. The object language can be used as a core language for an extended, more user-
oriented specification language. The semantics of the extended constructs can be defined
by a translation to the core language.

Because the language is restricted to the pure A-calculus, it does not feature any built-in
concept of a program state. As a consequence the specification style is oriented towards
functional programming. This restriction is fundamental for this thesis. The theoretical
results can not simply be transferred to a state-oriented specification language. The
restriction to first order logic, however, is not serious. The results can be easily applied
to a higher order logic.

As on the sort level, polymorphic specifications are divided into a signature and a set of
axioms. In classical many-sorted approaches, the signature of a specification contains the
sort identifiers as well as the object and predicate identifiers of the current specification.
Our signatures, called polymorphic signatures, contain a complete sort specification in-
stead of a set of sort identifiers. Moreover, both predicates and functions may be declared
polymorphically.

Definition 3.2.1 The set of polymorphic signatures PSIG

(S, P, F) € PSIG iff

e S=(0,S5A) is a sort specification

o P={P.},er, UP, is an indexed set of predicate identifiers, where P, contains the
identifiers for constant predicates

o ' ={F.};er, is an indexed set of object identifiers
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e the predicate identifiers as well as the object identifiers must be unique, i.e. we
do not allow overloaded object identifiers or predicate identifiers in a polymorphic
signature.

Instead of writing p € P, or f € F, we will sometimes write p:7 € P and f:7 € F.

7

We will read “p is of sort 77 and “f is of sort 7”. Because we do not allow overloaded
identifiers, P and F' can be interpreted as functions assigning a sort term to an identifier.
An identifier id is called polymorphiciff id € P,UF,, where 7 € T§ is a polymorphic sort.
All other identifiers are called monomorphic. 1f it is not important for understanding, we
will not distinguish between the identifier and the denoted object. We will, for example,

use the word “predicate” instead of “predicate identifier”. O

Example 3.2.1 Polymorphic signature

Let S be the sort specification given in Example 3.1.3.
¢S,
H{isin}a.BQa)=x(a,List(a)) s 1=} Ta.x(a,a)) »
{{rair}inepa—p—x(as),
{O}Nat: {Succ}NatHNat ’
{empty tia.List(a)» 12PPENA } 110 a— List(a)—List(a)} )

is an example for a polymorphic signature. O

Our conception of signature differs from the usual notion of signature, by allowing the
declaration of polymorphic functions and predicates. The signature is the only place to
declare polymorphic identifiers. In the axioms part all variables declared by a binding
operator must be monomorphic. Note that the sets of predicate and object identifiers
can only be indexed by closed sort terms. This allows the usage of sort variables only if
they are bound by a II. Thus, monomorphic identifiers are classically sorted identifiers
without sort variables.

The axioms part of our object language is not restricted to equational or conditional-
equational axioms. The language allows full first-order formulae. Of course, the language
can be specialized if desired. As usual in traditional logics, we strictly distinguish between
terms and formulae. The results, however, can be transfered to a language mixing both
layers, like the specification language SPECTRUM.

The definition of terms and formulae is performed in two steps. In the first step we
give a context-free grammar in EBNF style to define the raw structure of terms and
formulae. However, a context-free description can not completely define a statically
sorted language. Sorting constraints are typically context sensitive. Therefore, we will
define the well-sorted terms and formulae using a logical calculus.
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Definition 3.2.2 The set of pre-terms PTx(x)

Let ¥ = (S, P, F') be a polymorphic signature. Let y C ® be a set of sort variables. Let
<id>=U,¢q, F- be the set of all object identifiers from the signature. Let <var> be an
arbitrary set of variables different from <id>, i.e. <var> N <id>=0. PTx(x) is the set
<term> defined by the following EBNF grammar?:

<term> = <id> object identifier

| <wvar> variable

| <term> <term> application

| A <svar>. <term> abstraction

| <term>:<sortterm> sort constrained term
<svar> = <var> unsorted variable

| <wvar>:<sortterm> sorted variable

The application of terms associates to the left. The set of sort variables occurring in a
term ¢ is denoted by FSV(t). O

Definition 3.2.3 The set of pre-formulae PFs(y)

Let ¥, x, <td> and <var> be defined as in Def. 3.2.2. Let <pid>=U, ¢y, Pr U P, be the
set of all predicate identifiers from the signature. PFyx () is the set <formula> defined
by the following EBNF grammar:

<formula> = <pid> predicate identifier
| <pid> <term> predicate application
|V <svar>. <formula> universal quantification
| = <formula> negation
| <formula> Vv <formula> disjunction
The set of sort variables occurring in a formula f is denoted by FSV(f). a

Example 3.2.2 Pre-Formula

Let ¥ be the polymorphic signature defined in Example 3.2.1.

V x. —isin(pair x empty)
is an example for a pre-formula from PFy(®). O
Let us examine the introduced language in more detail. Since it can be derived from the

grammar, locally bound variables can be declared without sort annotation. A correct
sort annotation can be inferred from the application context of the variable. This feature

2See Appendix B.1 for a definition of the notation.
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enables one to write sort-free axioms. As a result we achieve the convenience of an
unsorted language but keep the advantage of a static sort system. With the help of the
sort inference calculus given in Def. 3.2.7 and 3.2.9 the well-formedness of pre-terms and
pre-formulae can be proven. This calculus determines a sort for every local variable. In
most cases, however, there is not only one possible sort for a variable, but many different
sorts, to get a well-formed term or formula.

In a functional language with pure parametric polymorphism, e.g. ML, the semantics of a
term does not depend on the way it is sort-checked and therefore does not depend on the
sort chosen for a A\-bound variable. This property is called coherence (see [BTCGS89)).
As we will see this property does not hold for a polymorphic specification language. The
sort, of a locally bound variable severely influences the semantics of a specification.

To restrict the sort of a variable to the desired sort, it is sometimes necessary to explicitly
annotate locally declared variables by a sort expression. Therefore, the language allows
one to declare unsorted variables as well as sorted variables. Furthermore, it allows one
to explicitly constrain entire terms. This is also necessary to influence the semantics
of a specification. It can be used to choose a concrete instantiation of a polymorphic
identifier.

Note that in a functional language with type classes, e.g. Gofer, the sort of a term can
also influence the semantics of the term. This feature is known as the coherence problem
and is discussed in Chapter 5 of [Jon92]. We will also discuss this problem in Section
6.2.

Local variables or entire terms can only be annotated by monomorphic sort terms. The
sort terms may contain sort variables, but they must not be bound by a II. Therefore,
the language does not allow one to declare local polymorphic identifiers. Though sort
terms may contain sort variables, they are not polymorphic. A sort variable occurring in
a formula denotes an arbitrary, but fixed sort that must not change within a formula. We
will explain the different syntactic treatment of polymorphic identifiers and monomor-
phic identifiers with sort variables after giving the calculi defining well-sorted terms and
formulae. The different semantic treatment will be explained in Chapter 4.

If we only provided our language with ML-polymorphism, we would need no explicit
binding mechanism for sort variables in formulae. The free sort variables can be seen
as universally quantified at the outermost level of a formula. However, the use of sort
predicates in the functionality of polymorphic identifiers, means it is sometimes necessary
to explicitly constrain sort variables in formulae by sort predicates. The reason is the
same as for the explicit annotation of local variables or terms: the explicit restriction of
sort variables is used to influence the semantics of a specification. Thus, we define the
concept of qualified formulae. The concrete semantic difference between formulae and
qualified formulae will be explained in Chapter 4.
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Definition 3.2.4 The set of qualified formulae QFsy

Let ¥ be a polymorphic signature. Vay, ..., q,. Ay,..., A, = f € QFyg iff

en>0m=>0

o {Ay, ..., A} CAFY({ay,...,a,n}) , i.e. A; are non-ground atomic sort formulae
e f € PFs({ay,...,a,}) is a pre-formula in which only the sort variables a, ..., a,
occur

The atomic sort formulae A; are called the sort predicate context of a qualified formula.
In case of n = 0 we omit the quantifier V. This also implies an empty sort predicate
context, because each atomic sort formulae must at least contain one sort variable. If,
however, the sort predicate context is empty, i.e. m = 0, we do not omit the separator =,
even if both n = 0 and m = 0. In particular, we want to distinguish between a qualified
formula with an empty sort predicate context and a formula without any sort predicate
context. We will explain the difference after defining the well-formedness of formulae
and qualified formulae. Note that a qualified formula is always closed with respect to
sort variables, i.e. no free sort variables occur in a qualified formula. O

Example 3.2.3 Qualified formulae

Let ¥ be the polymorphic signature defined in Example 3.2.1.

Va. EQ(a) = V x:a. —isin(pair x empty)
Va. = V x:a. —isin(pair x empty)
= V x. —isin(pair x empty)

are examples for qualified formulae. O

In the sort predicate context no ground sort formulae are allowed. The sort predicate
context is used to explicitly qualify sort variables used in formulae. There is no obvious
reason to allow ground atomic sort formulae which do not qualify any sort variable.
Furthermore, facts in a sort predicate context do not influence the models at the sort
level.

To define the context sensitive well-formedness of terms, formulae, and qualified formulae,
we use calculi with axioms and inference rules, called sort inference calculi. The calculi
are used to derive a possible sort for a given term. As result, the sorts of unsorted
variables and the instances of polymorphic identifiers are also determined. The deduction
oriented formulation is a convenient way to keep track of varying assumptions which arise
from various binding mechanisms. The first calculus below is an extension of [Jon92]
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and is used to define well-sorted terms. The other two calculi are extensions of the first
one and define well-formed non-qualified formulae, and qualified formulae, respectively.
To keep track of the varying local variables declared in terms and formulae we use a
variable assumption defined in the following way.

Definition 3.2.5 Variable assumption

A variable assumption I is a finite set of tuples (x,7) € <var> x Tq(®) in which no
variable appears more than once. We write a:7 € T instead of (z,7) € I'. Furthermore,
we write [.z:7 as an abbreviation for (I' \ {a:7'}) U {z:7} for some 7. We will use this
notation to replace an old sort assignment to a variable by a new one. Because each
variable appears only once in a variable assumption, it can be interpreted as a function
which assigns monomorphic sort expressions to variables, i.e. I' € <var> — Tq(®). In
particular, if x:7 € ' we also write I'(x)=7. The set of sort variables occurring in I is
denoted by FSV(T') := U,.rer FSV(7) a

Definition 3.2.6 Substitution of variable assumptions

Let 0:® —Tq(®) be a sort variable substitution. We extend o to variable assumptions
in the following way:

o) :=A{x:io(r) | x:7 €T}

Definition 3.2.7 Term judgement >

The term judgement > C PSIG x P(AFq(®)) x (<var> —Tq(®)) X PTx(®) x To(P)
is a set of quintuples (X, A, T, e, 7) where:

e ¥ = (S, P, F) e PSIG is a polymorphic signature
e A C AFq(®) is a set of atomic sort formulae, called sort predicate assumption

o ' € <var> —Tq(®P) is a variable assumption. By using a function, it is guaranteed
that no variable occurs twice in an assumption. This prohibits overloading of
variables in a scope.

e ¢ € PTy(®) is the pre-term to be checked

o 7 € Tqo(®) is the derived sort of e

We write A, T' >y e :: 7 instead of (X,A,T',e,7) € > and read “under sort predicate
assumption A, and variable assumption I', term e is a well-formed term of sort 7 with
respect to the polymorphic signature ¥7. A, I' >y e :: 7 holds iff there is a finite
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proof tree using the inference rules below that ends with A, I' >y e @ 7. A proof
tree ending with A, I' >y e :: 7 is called a sort derwation for e under A and I' with
respect to . A particular finite proof tree ending with A, I' >y e :: 7 is denoted by
A, ' Vy e :: 7. The set of sort variables occurring in a sort derivation D is denoted by

FSV(‘D) = Uall nodes AI' >x ent in D FSV(T)

Axioms

ATxr>yr T (var)
(id) F(e)=r
AT>scT where 7 € Tq(0)

F(c) =lay,. A, =7
polyid) ¢ o(A;)) € A,1<i<m
for some o : & — Tq(P)

A T>ye o) (

Inference Rules

A, IT'>ye; oo A I'>ses 1y

A T'>ywejey i (_> E)
AT.xmbse i m (= 1) AT.xmbse (= 1,)
A, I'>yAr.e : —1 “ A, I'>ylrim.e it 1—my °
A I'>se T .
ATooer 7 (constrained)

Definition 3.2.8 Well-formedness of a pre-term

A pre-term e € PTx(®) is called well-formed with respect to a signature ¥ iff there exists
a sort predicate assumption A, a variable assumption I', and a monomorphic sort term
7 such that A, ' >y e :: 7 and OFgaA N AFq(0). a

Definition 3.2.9 Formula judgement >

The formula judgement > C PSIG x P(AFq(®)) x (<var> —Tq(®)) x PFg(®) is a
set of quadruples (3, A, T, f) where:

e Y, A and I' have the same meaning as in definition 3.2.7.

e [ € PFy(®) is the pre-formula to be checked
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We write A, T’ >y, f instead of (X, A, T, f) € > and read “under sort predicate as-
sumption A and variable assumption I' formula f is well-formed with respect to the
polymorphic signature ¥”. A, I' >y f holds iff there is a finite proof tree using the
inference rules below that ends with A, I' >y f. A proof tree ending with A, I' >y, f is
called a sort derivation for f under A and I with respect to X. A particular finite proof
tree ending with A, I' >y f is denoted by A, I' Vs f. Note that the variable assump-
tion is only used for object variables. In a first order logic there are no local binding
mechanisms for predicates. All predicates used in a specification must be defined in the
signature. Thus, we need no dynamic context for predicates.

Axioms

m (COTLSt){ p e P€

A I'>st T (appl) Pp)=r
A I'>ypt where 7 € T (0)

P(p):H&177&nA1,7Am:>T
o(A;) €A 1<i<m
for some o : & — Tq(P)

ATyt i o*(7) ]
S (pappl)

Inference Rules

A T.xr>sf A T.xr>sf

AoV f (univy) A T>oVair.f (univs)

A7F|>Ef (not) AvFDEfl A7F>2f2 (OT)
A I'>g~f A I>sfiVfo

Definition 3.2.10 Well-formedness of a pre-formula

A pre-formula f € PFg(®) is called well-formed with respect to a signature 3 iff there
exists a sort predicate assumption A and a variable assumption I', such that A, I' >y f
and QJI—SAA N AFQ(@) a

The most interesting inference rules of the calculi are the rules (polyid) and (pappl),
handling polymorphic identifiers. Both rules immediately instantiate the polymorphic
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identifiers, i.e. they apply a suitable sort variable substitution to the body of the poly-
morphic sort. The instantiation yields a monomorphic sort term for the used identifier.
Thus, a term can never be polymorphically sorted though polymorphic identifiers are
applied in the term. This mechanism avoids higher order polymorphic functions, whose
drawbacks were already discussed in Section 1.2.6. Note, however, that a polymorphic
identifier can be instantiated differently at each occurrence. This was the reason for the
introduction of polymorphism.

Our handling of polymorphic identifiers does not differ from the usual handling in func-
tional languages. There, polymorphic identifiers usually can only be defined by the
let-construct or a similar mechanism. If the identifier is applied in the body of the let-
construct, it is instantiated to a monomorphic identifier. In our specification language
a polymorphic identifier can only be declared in the signature. Thus, the signature
plays the role of the let-construct of a functional language with respect to polymorphic
identifiers.

All variables defined by a A-abstraction or the universal quantifier V, though possibly
containing sort variables, are monomorphic variables. They are handled by rule (var)
of Def. 3.2.7. This rule does not, in contrast to rule (polyid), instantiate the sort term
of the variable at application. Therefore, the sort of a variable remains the same at
each occurrence of the variable3. As a consequence, polymorphic identifiers cannot be
deleted from the signature and instead added to the axioms by an existential quantifier
at the outermost level. This is possible in most non-polymorphic specification languages
supporting higher order functions.

Our definition of well-formedness only demands the existence of an arbitrary sort deriva-
tion with the additional restriction that all ground atomic sort formulae occurring in the
sort predicate assumption must be entailed by the empty assumption. Ground atomic
sort formulae representing facts may only be entailed by the sort specification of the
signature. Without this restriction the qualifying sort predicates of the polymorphic
identifiers could never influence the well-formedness of terms and formulae. The sort
predicate assumption is only used by the rules (polyid) and (pappl). These rules can only
be applied if the instantiated qualifying sort predicates A; of the polymorphic identifier
are elements of the sort predicate assumption A. Without this restriction, each possible
instantiation of a polymorphic identifier would be a well-formed term.

Our concept of well-formedness is very liberal. There are other, more restricted ap-
proaches. The functional language Haskell* allows only sort predicate assumptions of
the form P(«), where P is a unary sort predicate and « is a sort variable. This restric-
tion can be found in the specification language SPECTRUM and in the theorem prover

30f course only within the same binding.
4Note that an exact comparison is difficult because the terminology does not go together.
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[sabelle, too. In contrast, Gofer allows, as we do, arbitrary sort terms. The advantages
and drawbacks of both approaches are discussed in Chapter 7.1 of [Jon92]. This discus-
sion, however, is very specific to a functional programming language. In the framework
of an axiomatic specification language there is no obvious reason for this more restricted
approach.

The most restrictive well-formedness approach would be to allow only sort predicate
assumptions that are completely entailed by the empty assumption. In the setting of
sort classes, such a concept of well-formedness is obviously too rigid. In that case, a sort
class can only be used if there exists at least one sort belonging to this class.

In the setting of subsorts, however, such a rigid concept of well-formedness might prevent
unintended function applications. Our very liberal approach allows, e.g., a sort predicate
context {IS_A(a,Bool),IS_A(«w,Nat)}. That means, sort variable a must be a subsort
of sort Bool as well as of sort Nat. Usually no sort satisfies this context. Such a context
probably results from an unintended use of some function. As we will see, in our approach
such sort predicate assumptions can be avoided by using qualified formulae.

Example 3.2.4 Well-formedness of a pre-formula

We show that the pre-formula V x. —isin(pair x empty) from Ex. 3.2.2 is well-
formed with respect to the signature from Ex. 3.2.1 by giving a proof tree for
EQ(a),0 >y V x. ~isin(pair x empty) in Fig. 3.2

EQ(w),x:a>ygpair::a — List(a) — X(«,List(a)) (polyid) EQ(a),x:abyx::« (Uag
EQ(a),x:al>ygpair x::List(a) — X(«a,List(«)) (—E)
EQ(w),x:a>ygpair x::List(a) — X(«a,List(«)) EQ(a),x:ab>yempty::List(a) Epogid)

EQ(),x:al>ygpair x empty:: X («,List(w))

EQ(a),x:al>yisin(pair x empty) (pappl)
— - (not)
EQ(a),x:a>y—isin(pair x empty) s
(univ,)

EQ(a),0>xVx. —isin(pair x empty)

Figure 3.2: Sort derivation for V x. - isin(pair x empty)

This is not the only sort derivation proving the well-formedness of the formula. If we
replace each occurrence of the sort variable o in the proof tree by the basic sort Bool
we get another possible sort derivation for the formula. Because EQ(Bool) is a fact from
the sort specification of the signature we can prove (- s4EQ(Bool).

5For reasons of space the derivation tree is split into two parts.
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However, replacing a by Bool—Bool does not yield a sort derivation proving the well-
formedness of the formula, because we can not prove (- g¢4EQ(Bool—Bool). O

Definition 3.2.11 Qualified formula judgement >

The qualified formula judgement > C PSIG x P(AFq(®)) x (<var> —Tq(®)) x QFy
is a set of quadruples (X, A, T', ¢f) where:

e . A and I' have the same meaning as in Def. 3.2.7.

e ¢f € QFy is the qualified formula to be checked

Again, we write A, ' >y, ¢f instead of (X, A, T, ¢f) € > and read “under sort predicate
assumption A and variable assumption I' the qualified formula ¢f is well-formed with
respect to the polymorphic signature ¥”. A, I' >y ¢f holds iff there is a finite proof
tree using the rule below that ends with A, I >y ¢f. A proof tree ending with A, I' >y,
qf is called a sort derivation for qf under A and I with respect to 3. A particular finite
proof tree ending with A, I' >y ¢f is denoted by A, I' Vg ¢f.

AT D>y f
AT >y Vay,...,a, Ay, o0 VAL = f

(qualification) { {A1, ... JAntFsaA

O

The sort predicate context of qualified formulae is used to explicitly constrain sort vari-
ables by sort predicates. The given context, however, may only be stronger, i.e. more
restrictive, than the sort predicate assumption of the derivation. This is achieved by the
side condition of the rule (qualification).

Definition 3.2.12 Well-formedness of a qualified formula

A qualified formula ¢ f € QFy is called well-formed with respect to a signature ¥ iff there
exists a sort predicate assumption A and a variable assumption I' such that A, I' >y,

qf- O

Note that in the definition above we do not have an additional restriction for the sort
predicate assumption A. The explicitly given sort predicate context is used to restrict
the assumption A.
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Example 3.2.5 Well-formedness of a qualified formula

We show that the qualified formula Va. EQ(a) = Vx:a. —isin(pair x empty)
from Ex. 3.2.3 is well-formed by giving a proof tree for EQ(a),0 >y Va. EQ(a)
= Vx:a. ~isin(pair x empty). Fig. 3.3 shows the prootf tree, where D is the proof
tree from Ex. 3.2.4 but without the application of the last proof step (univ,).

D
EQ(a),0>sVx:a. misin(pair x empty)
EQ(«), 0>sVa. EQ(a) = Vx:a. —misin(pair x empty)

(univy)

(qualification) {{EQ(a)}l—SAEQ(a)

Figure 3.3: Sort derivation for Var. EQ(a) = Vx:a. —isin(pair x empty)
(|

As we have already noted, there is an important difference between non-qualified formulae
and qualified formulae with empty sort predicate context. A sort derivation proves the
well-formedness of a non-qualified formula if the ground atomic sort formulae of the sort
predicate assumption are entailed by the empty assumption. For qualified formulae with
empty sort predicate context, however, the sort predicate assumption must be completely
entailed by this empty context. We have already discussed this very rigid concept of well-
formedness. In our approach it can be achieved by explicitly qualifying a formula by the
empty sort predicate context.

Example 3.2.6 Empty sort predicate context®

The qualified formula ) = Vx. —isin(pair x empty) is only well-formed if there exists
a ground sort term 7 such that O-g4EQ(7). The sort derivation below proves the well-
formedness with respect to the signature from Ex. 3.2.1. D’ is the proof tree obtained
by replacing sort variable v in the derivation tree displayed in Fig. 3.2 by sort Bool.
DI
EQ(Bool),( >y ) = Vx:a. ~isin(pair x empty)

(qualification) {(/)I— s4EQ(Bool)

O

We now unify the concept of well-formed formulae and well-formed qualified formulae
by defining the set of all well-formed ¥-formulae.

Definition 3.2.13 The set of well-formed ¥-formulae FORMsx(T)

Let X and I' be defined as in Def. 3.2.7.

{qf € QFs | 3A € AFo(®). A, T >y ¢f} .

6We explicitly denote the empty sort predicate context by 0.
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Definition 3.2.14 The set of closed well-formed X-formulae SENs,
Let ¥ be a polymorphic signature.
SENyg := FORMg(0)

O

As usual, a polymorphic specification consists of a signature ¥ and a set of closed well-
formed ¥ formulae, containing both normal formulae and qualified formulae.

Definition 3.2.15 Polymorphic specification

A tuple (X, A) is called a polymorphic specification iff

e Y € PSIG is a polymorphic signature

e A C SENy is a set of closed well-formed >-formulae

The elements of A are called the azioms of a polymorphic specification. O

We close the syntactic definition of our polymorphic specification language by a brief
example specification. To simplify the example we use the bi-implication < as an addi-
tional logical connective. For the first axiom we have already proved the well-formedness.
Also the second axiom can be proved to be well-formed.

Example 3.2.7 Polymorphic specification

(CC{{Listhy, {x}}, {{EQhLD),
{EQ(a) = EQ(List(a))}),
{{isin}ua pQ)=x(aLista), {€qtna.rg@)=x(@a}
{{empty}na_ust(a), {a—ppend}Ha.a—>List(a)—>List(a)’ {Pair}Ha,ﬂ-aﬁBHX(a,ﬂ)}) ’
{Vx. —isin(pair x empty),
Vx.Vy.V1l. (isin(pair x (append y 1))) &
(eq(pair x y) V isin(pair x 1))})
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Chapter 4

A Semantic Framework for
Polymorphic Specifications

In the last chapter we defined the language of polymorphic specifications. In this chapter
we assign a meaning to those specifications. Polymorphic specifications are in general
not executable. Hence, we cannot define an operational semantics but only a declarative
one. We use algebraic structures for the interpretation of polymorphic specifications. As
usual, the models of a polymorphic specification are those algebraic structures satisfying
all axioms of the specification.

The definition of our models differ markedly from conventional approaches. First of
all, we have to deal with two-level specifications. Thus, we require models for sort
specifications as well as polymorphic specifications. The model of sort specifications
can be defined in a conventional way. We interpret sort specifications by conventional
algebras, called sort algebras.

For the interpretation of polymorphic specifications, however, we need two-level algebraic
structures. We call these structures polymorphic algebras. Polymorphic algebras consist
of two levels because they contain a sort algebra, plus an interpretation for functions and
predicates. This sort algebra must be a model of the sort specification of the polymorphic
specification.

In contrast to many-sorted signatures, polymorphic signatures may contain identifiers for
polymorphic functions and predicates. Thus, we need an interpretation for polymorphic
sort terms. A polymorphic algebra assigns to each polymorphic identifier a value in the
interpretation of its polymorphic sort term.

The main difference with conventional approaches, however, arises because polymor-
phic identifiers are instantiated implicitly at application and because variables may be
declared without sort annotation. The problem is now to define models for partially
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unsorted specifications. Obviously, we need this information to interpret a polymor-
phic specification. Hence, we cannot directly define the interpretation of polymorphic
specifications.

The particular instances of polymorphic identifiers as well as the sorts of variables de-
clared without sort annotation are inferred with the help of the sort inference calculus.
A sort derivation for a polymorphic specification contains all information needed to in-
terpret this specification. Thus, we give an interpretation for sort derivations.

Unfortunately, for some polymorphic specifications there exists not only one sort deriva-
tion but sometimes even infinitely many. Which one should be used to interpret these
specifications? The most direct and restrictive approach is to consider all possible sort
derivations of a polymorphic specification. Therefore, we start with a model concept
where each particular sort derivation of a specification has to be satisfied by a polymor-
phic algebra.

This definition, at first glance natural, has a serious drawback: if we want to reason about
properties of a polymorphic specification we must consider all possible sort derivations.
In practice, however, we cannot handle infinitely many sort derivations in a proof system.
Hence, we define a further notion of model based on single sort derivations. We prove
both notions of model to be equivalent.

Since our main focus of attention lies on the polymorphism concept of our language, we
will not deal with domain theory in this thesis. Polymorphism is independent of the
underlying domain theory. We can use ordinary sets as well as complete partial orders
as carriers, and we can use the full function space as well as continuous functions to
interpret our function space constructor.

Thus, this chapter only describes a semantic framework for a polymorphic specification
language. For a concrete specification language the framework must be instantiated by
a suitable domain theory. In the following we will use the word ‘domain’ for the carrier
sets of our algebras without defining it in more detail.

Section 4.1 introduces models for sort specifications. We define sort algebras and give
an interpretation for sort terms and sort clauses. If all axioms of a sort specification
are valid in a sort algebra, it is defined to be a model of the specification. In addition
we define a semantic consequence relation on sort predicates. We prove the syntactic
entailment relation defined in Section 3.1 to be sound and complete with respect to the
consequence relation. Based on dependent products, we finally give an interpretation for
polymorphic sort terms.

Section 4.2 presents models for polymorphic specifications. We start by defining poly-
morphic algebras. Formulae at the object level may contain unsorted variables. Further-
more, polymorphic identifiers are applied without explicit instantiation. Because of this
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omitted information, we cannot define the meaning of a formula directly. Instead, we
give an interpretation for sort derivations containing the omitted information. We show
that the interpretation function is well-defined. Based on this interpretation, we define
a notion of satisfaction for formulae by considering all sort derivations of a formula. A
polymorphic algebra is defined to be a model of a specification if all axioms are satisfied
in the algebra.

Section 4.3 investigates another conception of model based on a single principal sort
derivation. We will discuss the proceeding more precisely in the introductory part of
Section 4.3.

4.1 The Semantics of Sort Specifications

A sort specification consists of a signature and a set of axioms that are restricted to Horn
clauses. Therefore, the semantics is also defined in a conventional way by defining the
concept of a sort algebra. Every sort algebra satisfying the axioms is a model of the sort
specification.

Definition 4.1.1 Sort algebra

Let Q = (SC,SP) be a sort signature. A triple SA = (U, DC, DP) is called an Q sort
algebra iff the following properties hold:

e U/ is a set of domains and is called the domain universe
e DC is a mapping with the following properties:

— DC assigns each sc € SCj an element in U

— DC assigns each sc € SC,, n > 1, a totally defined function from U™ to U,
called a domain constructor.

e DPis a mapping with the following properties: DP assigns each sp € SP,,n>1a
totally defined predicate from U™ to the truth values {true, false}, called a domain
predicate.

e DC(—) is the function space constructor, i.e. DC(—)(dy, d3) is the set of all totally
defined functions from the domain d; to the domain d,.

In order to simplify notations we write sc4 and sp®* instead of DC(sc) and DP(sp),
unless ambiguous. O

Instead of the full function space, — can also be interpreted by a subset of this, i.e.
by the continuous functions. We only require this subset to be closed with respect
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to application and A-abstraction. Furthermore, the function space may only contain
totally defined functions, i.e. if f € —54(dy,dy) then f(z) € dy for each value x € d;.
Nevertheless, our framework allows modelling partial functions by adding an undefined
value to each domain. This is the usual way to model partiality in programming and
specification languages.

Now we define the meaning of a sort term relative to a sort algebra and a sort variable
assignment. The sort variable assignment assigns domains to those sort variables which
may occur in the sort term.

Definition 4.1.2 Sort variable assignment

Let Q=(SC,SP) be a sort signature and SA = (U, DC,DP) be an Q sort algebra. A
function v : x — U is called a sort variable assignment. We write v.[a — d] to update a
sort variable assignment at point a. More formally,

d ifa=4p
v(3) otherwise

o= () = {

Definition 4.1.3 Interpretation of monomorphic sort terms Tqo(P)

Let Q=(SC, SP) be a sort signature and SA = (U, DC, DP) be an 2 sort algebra. Let
v :x — U be a sort variable assignment. The interpretation of a monomorphic sort
term 7 € To(®P) in SA with respect to v, written SA[7],, yields an element in ¢/ and is
defined on the structure of 7 as follows:

SA[c], = A if c € SCy
SAla], = v(a) if o €
SA[sc(ri, ..., )], = s¢SASA[n],, ... SA[m],) n>1

|

The interpretation of monomorphic sort terms is well-defined. Because each domain
constructor is totally defined, the interpretation indeed yields an element in U. If 7 is
a ground sort term, i.e. 7 € Tq(f), the interpretation does not depend on the actual
sort variable assignment. Therefore, we will use the shorter notation 754 to denote the
interpretation of 7 in the sort algebra SA.

Based on the interpretation of sort terms we can now assign a truth value to sort clauses.
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Definition 4.1.4 Interpretation of sort clauses Co(®)

Let Q = (SC, SP) be a sort signature and SA = (U, DC, DP) be an (2 sort algebra. Let
v : X — U be a sort variable assignment. The interpretation of a sort clause C' € Cq(®)
in SA with respect to v, written SA[C],, yields a truth value from {true, false} and is
defined on the structure of C' as follows:

SA[sp(ti, ..., )] == sp5ASA[],, ... \SA[m]) n>1

false it SA[H],=false and SA[B;],=true, 1<i<n

SA|By, ... B, Hj|, = .
ALB, Bn = H] {true otherwise

O

In contrast to the usual approaches, our sort specification consists not only of a sort sig-
nature, but also of a set of sort axioms specifying the properties of the sort constructors.
Therefore, we are only interested in those algebras that satisfy the sort clauses given as
axioms.

Definition 4.1.5 Satisfaction, Validity

Let Q = (SC, SP) be a sort signature and SA = (U, DC, DP) be an 2 sort algebra. Let
v :x — U be a sort variable assignment.

e v satisfies a sort clause C' € Cq(®) in S.A, written

Fsay C iff SA|C], = true

e (' is called valid in SA, written

Fsa C iff Fsa, C foreachv:y —U

e Both definitions can be naturally extended to sets of sort clauses ©:
Esay, O iff Fsa, C  foreach C € ©

Fsa © iff FEsa C  foreach C' € ©

Definition 4.1.6 Model
Let S = (Q,SA) be a sort specification. An € sort algebra SA is called a model of S iff

FEsa SA
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Note that the models of a sort specification are not restricted to term generated sort
algebras. The universe of a model may contain domains not generated by a ground sort
term.

We now define a logical consequence relation on sort clauses. This relation forms the
counterpart to the syntactic entailment relation.

Definition 4.1.7 Logical Consequence

Let Q = (SC,SP) be a sort signature and SA = (U, DC,DP) be an Q sort algebra.
Let v : x — U be a sort variable assignment. Let A C AFq(®) be a set of atomic sort
formulae and A € AFo(®) be an atomic sort formula.

o Ais called a logical consequence of A in SA under v, written

A):SA,I/ A iff if ):SA,I/ A then ):SA,I/ A

e Ais called a logical consequence of A in SA, written
AEsa A iff AFEsa, A forallv:xy —U

e Both definitions can be naturally extended to sets of atomic sort formulae A; and
AQi

Al ):SA,,, AQ iff Al ):SA,,, A for each A € AQ
Al ):S.A AQ iff Al ):S.A A for each A € AQ

|

We must show that the semantic consequence relation |= coincides with the syntactic
entailment relation . This is called the soundness and completeness property of the
relation . The proof of this property requires two auxiliary propositions. In both cases
the central idea is the same. We can apply a substitution to a syntactic structure and
afterwards interpret it with respect to a variable assignment. But we can also update
this assignment making it reflect the substitution and interpret the structure immediately
with respect to the updated variable assignment. The result of both interpretations is the
same. This property, e.g., holds for the terms of the A-calculus, where it is necessary to
prove the soundness of the f-reduction. The first of the following propositions establishes
this property for sort terms while the second does so for sort clauses.
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Proposition 4.1.1 Interpretation equivalent sort terms

Let 7 € To(x) be a monomorphic sort expression, and let o be a sort variable substitu-
tion. Let v and v be sort variable assignments.

If for each o € x : v7(a) = SAJo(a)], then SA[r],- = SA[o(7)]..

Proposition 4.1.2 Interpretation equivalent sort clauses

Let C' € Cq(x) be a sort clause, and let © be a set of sort clauses. Let o be a sort
variable substitution. Let v and v? be sort variable assignments.

If for each a € x : V7 () = SA[o ()], then
1) ):SA,I/O' C iff ):S.A,l/ U(C)

11) ):SA,I/J © iff ):SA,V U(@)

Proposition 4.1.3 Soundness and completeness of entailment relation

Let S = (2,SA) be a sort specification. Let A C AFq(®) be a set of atomic sort
formulae and A € AFq(®) be an atomic sort formula.

1. The entailment relation F is sound with respect to the logical consequence relation

E, ie.
if AFgs A then AfEgs A for each model SA of S

2. The entailment relation F is complete with respect to the logical consequence rela-
tion =, i.e.

it AfEsa A for each model SA of S then Algy A
3. Both propositions can be extended to sets of atomic sort formulae A; and A, i.e.

it AjbFga Ay then AjEsy A, for each model SA of S

it AjEsa Ay for each model SA of S then Ay Fgyq Ay
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Note that in the completeness proposition it is important that the premise AfEgy A
must be valid for each model. The quantification cannot be moved to the outside of the
proposition. In particular, the proposition for each model SA of S: if AFEsa A then A
Foa A does not hold. In the soundness proposition, in contrast, both possibilities are
equivalent. O

The next proposition is a variation of Prop. 4.1.2 using the same central idea. It is
needed to prove later propositions.

Proposition 4.1.4 Satisfaction implying atomic sort formulae

Let S = (£2,SA) be a sort specification, and let SA be a model of S. Let Ay, A
C AFq(x) be two sets of atomic sort formulae. Let ¢ be a sort variable substitution
such that Ay Fga 0(Az). Let v and v be sort variable assignments such that v7(«) =
SAJo(a)], for each v € y.

If ):SA,I/ A1 then ):S.A,VU AQ
O

In polymorphic signatures we are allowed to declare polymorphic functions and pred-
icates. For this purpose we introduced polymorphic sort terms. Before we can define
polymorphic algebras, we must give an interpretation for polymorphic sort terms.

Definition 4.1.8 Interpretation of polymorphic sort terms Th
Let Q = (SC, SP) be a sort signature and SA = (U, DC, DP) be an Q sort algebra. The

interpretation of a polymorphic sort term o € Th in SA, written SA[o] is defined in
the following way:

SA[llay, ..., A, ... A, = 7] = I1 SA[7],

(dinsdn)|di EUNVYG IS G <M= =5 4,0 Aj
where v := [ag — dy, ..., q, — d,]

|

The set [[,cg f(x) is called the dependent product determined by f. This set consists of
functions 7 such that 7w(x) € f(x) for each x € S. In our special case of polymorphic
sort terms, S is the set of domain tuples such that the qualifying sort predicates A;
are satisfied. The function f is the interpretation of the monomorphic sort term 7,
and the actual parameter x is the sort variable assignment . To be more precise,
the interpretation of a polymorphic sort term Ilay,...,®,.A1,..., A, = 7 is the set
of all functions that take a domain tuple (dy,...,d,) satisfying the qualifying atomic
sort formulae A; and yield a value in a domain of our universe ¢/. This result domain
must be the interpretation of the sort term 7 where the domains d; are assigned to the
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corresponding sort variables a;. The elements of the interpretation of a polymorphic sort
term are called polymorphic functions. To avoid confusion with the application of normal
functions, the application of a polymorphic function is called instantiation. We used the
same notation for the syntactic sort variable substitution of the body of a polymorphic
sort term. In Section 4.2 we will relate the syntactic notation with the semantic one.

Our interpretation of polymorphic sort terms does not have the property known as para-
metricity. This is a formulation of the idea that different instantiations of a polymorphic
function are related to one another in a uniform way. This property holds in functional
languages providing pure Hindley/Milner polymorphism. In such a language, by con-
struction, each polymorphic identifier defined by a let or similar construct has exactly one
body. Thus, at each instantiation the polymorphic function behaves uniformly, because
the sort of the parameter cannot be dynamically tested in the body.

The parametricity property, however, does not hold for a functional language providing
type classes. The polymorphic functions belonging to a class are instantiated by different
functions for each type of the class. These functions need not be related in some way.
Thus, the type class system of Haskell can be used for modelling ad-hoc polymorphism.
This was indeed the main reason for the development of type classes (see [WB89]). Note
that the pure polymorphic functions of Haskell again behave uniformly as in ML. In our
framework neither qualified nor pure polymorphic functions must be parametric. Our in-
terpretation of polymorphic sort terms allows a different behaviour for each instantiation
of a polymorphic function. A uniform behaviour, however, can easily be achieved by an
appropriate axiomatization. Therefore, again, our framework is very liberal and leaves a
large degree of freedom for specifications to the user. We will pick up this subject again
in Section 6.1.

Note that the interpretation of a polymorphic sort term need not be an element of our
universe . Implicitly we are working with two universes. The first of these, U, is used
for interpreting monomorphic sort terms, while the second contains sets that can be the
interpretation of polymorphic sort terms. The definition of the second universe is based
on the first one. This is the reason for calling our polymorphism concept predicative.
Because we do not provide any higher order polymorphic functions we do not need more
universes based on each other to describe the semantics. Therefore, our polymorphism
concept is a very simple predicative one, called shallow polymorphism. A definition of
a universe is called impredicative, in contrast, if the definition is based on the universe
itself. Systems providing full higher order polymorphic functions need an impredicative
definition of polymorphic sorts. For a general overview on the semantics of polymorphic
functions see [Gun92].

Let us illustrate the interpretation of polymorphic sort terms on two examples. The
first one shows the interpretation of a pure polymorphic sort term, while the second one
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illustrates the more complex interpretation of a polymorphic sort term with qualifying
sort predicates.

Example 4.1.1 Interpretation of polymorphic sort terms

In Ex. 3.2.1 we gave a signature containing a pure polymorphic pairing function pair:
[a, .o —  — x(a,3). Let the sort algebra S.A be a model of the sort specification S
used in this signature. Then pair is a polymorphic function! that can be applied to an
arbitrary tuple of domains from the universe U of SA. If we apply, e.g., pair to (NatS4,
(List(Nat))S4), we get an element of the following domain:

Prop. 4.1.1
8"4[[& - ﬁ — X (a>ﬁ>]][aHNatSA,ﬂH(List(Nat))S'A] =

(Nat — List(Nat) — x (Nat,List(Nat)))s4

That means that the result of the instantiation is a higher order monomorphic function
that can be applied to elements of domain NatS4. If we apply pair to (IntS4, Bool54),

we get a function of the domain (Int — Bool — x (Int,Bool))S4.

@ Ha?ﬁa —> /8 _> X(a,ﬁ)SA

(NatSA,List (Nat)SA) (IntSA,BoolSA)

(Nat — List(Nat) — x(Nat,List(Nat)))S4

Figure 4.1: Interpretation of Ila, f.a0 — 3 — x(a, 3)

Fig. 4.1 illustrates the example. The arrows stand for the respective instantiation of
the polymorphic function pair. Each instantiation yields different functions pair; and
pair,, respectively, each being an element of a different domain. By default, these two
functions do not have common properties, i.e. are not related in some way. Furthermore,

!The identifier pair is used for the semantic value, too.
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the picture shows that the interpretation of the polymorphic sort term is not an element
of the universe U.

For the next example we assume a function eq:Ila.EQ(ar) = o« — o — Bool. Let S
and SA be defined as in the first example. The polymorphic function eq can be applied
to sorts satisfying the qualifying sort predicate EQ(a). Because the sort specification S
contains axiom EQ(Bool) and SA is a model of S, EQ(Bool) is valid in SA, i.e.:

):SA EQ(BOO]') ):S.A,[aHBools'A} EQ(&)

Thus, eq can be instantiated with Bool5#. The result is an element of the following
domain:

Prop. 4.1.2
=

SAJa — a — Bool] |y pe0154] Propgtd (Bool — Bool — Bool)S#

The qualifying sort predicate is also satisfied if we assign NatS4 to . Thus, eq can also
be applied to Nat®#. This instantiation yields an element in (Nat — Nat — Nat)S4.
Fig. 4.2 illustrates both instantiations. Note that eq cannot be applied to e.g. IntS4 if
we choose a model SA of S where EQ5#(Int54) does not hold.

[Ho.EQ(a) = o« — a — BoolS4

(Nat — Nat — Nat)S4

(Bool — Bool — Bool)SA

Figure 4.2: Interpretation of Ila.EQ(a) = o — av — Bool
(|

The interpretation of polymorphic sort terms does not depend on a certain sort variable
assignment because polymorphic sort terms are always closed with respect to sort vari-
ables. Therefore, we will use the shorter notation 054 to denote the interpretation of a
polymorphic sort term ¢ in the sort algebra S.A.
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4.2 A Semantics for Polymorphic Specifications

Describing the meaning of terms and formulae is more difficult than describing the mean-
ing of sort terms. Thus, we require some further vocabulary and notation. The problem
lies in the incompleteness of terms and formulae. Variables may be declared without sort
annotation, and polymorphic identifiers cannot be instantiated explicitly. This omitted
information is deduced from the context by the sort inference calculus, which checks the
well-formedness of terms and formulae. The semantics of the object level, however, can
only be defined with the help of this omitted information. For defining, e.g., the meaning
of the formula Vx. p(x), we must know the sort of the variable x. The semantics can only
be defined together with the deduced omitted information. For this reason the meaning
of terms and formulae is defined indirectly via a sort derivation. This technique is due to
[Mit90]. The derivation tree contains all the omitted information we need to define the
meaning in a unique way. Unfortunately, as we saw in Section 3.2, there exists not just
one derivation tree for a term, but sometimes even infinitely many. Furthermore, the
meaning of a term or formula depends on the chosen derivation tree. In this chapter the
problem is solved by taking all possible sort derivations into consideration when defin-
ing the models of a polymorphic specification. Besides this problem, the mechanism is
similar to the sort level. We define a concept of polymorphic algebras, which are models
of a polymorphic specification if all axioms are satisfied.

Definition 4.2.1 Polymorphic ¥-algebras

Let ¥ = ((©2,SA), P, F) be a polymorphic signature. A triple A = (SA, P, F) is called
a Y-algebra iff the following properties hold:

e SA= (U,DC,DP) is a model of the sort specification (2, SA), where —54 is the
full function space constructor, and TVS# is the set of truth values {true, false}.

e P is a mapping that assigns each p € P;

— a truth value in {true, false} if 7 = ¢,

— a totally defined predicate in ((7) — TV)54 if 7 € Tg() is a monomorphic
sort term,

— a polymorphic predicate in (Ilay,...,a,.A1,..., A, = (77) = TV)SA such
that each instantiation yields a totally defined predicate, i.e.

P(p)[si,...,s.](v) € TVSA

for each s1,...,s, with Fsa, A;, 1 < i <m, and for each v € SA[7],, where
v=lay — s1,...,0, = s,] if 7 =May,...,0,.A,..., A, = 7 € TR is a
polymorphic sort term.
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e F is a mapping that assigns each f € F,, 7 € Tq, a — possibly polymorphic —

value in 754,

In order to simplify notations we write p™ and f* instead of P(p) and F(f), unless
ambiguous. O

Now we define the meaning of a sort derivation for a term inductively on the structure of
the derivation tree with respect to a polymorphic algebra. Recall that a sort derivation
for a term e ends with A, I' >y e :: 7. Term e may contain free object variables. Thus,
the interpretation of a sort derivation depends on a variable assignment, assigning values
to object variables. The variable assignment must be sort correct, i.e. it must satisfy
the variable assumption I'. Furthermore, the sort derivation may contain sort variables.
Therefore, in addition, the interpretation depends on a sort variable assignment, assign-
ing sorts to sort variables. The sort variable assignment must satisfy the sort predicate
assumption A. That means a sort derivation can only be interpreted with respect to
a variable assignment satisfying the variable assumption of the derivation and a sort
variable assignment satisfying the sort predicate assumption of the derivation. The next
definition precisely defines the satisfaction of a variable assumption.

Definition 4.2.2 Variable assignment, satisfaction of a variable assumption

Let SA be an 2 sort algebra. Let I': <wvar> — Tq(®) be a variable assumption, and
let v : x — U be a sort variable assignment. A function 7 : <var> — Uyey d, mapping
variables to values, is called a variable assignment. We say that n satisfies I in S.A with
respect to v written

nEsa, T iff for each x:7 € I'.n(x) € SA[],
We will use the same notation for updating a variable assignment as for sort variable

assignments. O

Proposition 4.2.1 Sort correct updating of a variable assignment

Let I' be a variable assumption, and let v be a sort variable assignment. Let 7 be a
variable assignment such that nfEga, I

de SA[r], = nlzv—dEsa, lar

Definition 4.2.3 Meaning of a sort derivation for a pre-term

Let D be a sort derivation for a pre-term e under sort predicate assumption A and
variable assumption I' with respect to a polymorphic signature ¥ ending with A, I’
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>y e 7. Let A = (SA,P,F) be a polymorphic Y-algebra. Let v be a sort variable
assignment and 7 be a variable assignment such that FEsa, A and njsa, I The

meaning of a sort derivation D in A under v and 7 is A [[D]] . The interpretation
v,n

function A [H] maps sort derivations D to elements in SA[r], and is recursively
X

defined on the structure of the derivation tree D in the following way:

Base cases

—”(id)ﬂ A cekr
A [[A,FDZC T vy ¢ where 7 € Tq(0)

A& Tosemom PVD] = cAsAlr@l - SAlo ()]

v,n

Inductive cases

A AT Vyeg oo A T'Vsein (= E)
A I'>yerer m vin
=A

(A [[A, [' Vg ey 7'2:” )

an

HA, ' Vs et Tz—rrl]]

an

A [[A, I'e:my Ve ey

A I'>yAx.e 11— (= Iu)ﬂ := the unique f € SA[r—mn], such that

v,n

Vd € SA[r],.f(d)=A [[A, arm Vye:: 7—2:|:|

v,n.[z—d]

A Ty Vg enn - '
A [[A, >y Ar:im.e i 1—m (= L) » ;= the unique f € SA[r—], such that

Vd € SA[r],.f(d)=A [[A, .o Vy e 7—2:|:|

v,n.[z—d]
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A[[A,Fvge::r

ATbucr 7 (constmined)]] =A [[A, [ Vye:: T]]
, ne:T i

v,n

v,
]

Let us examine the interpretation function in a more detailed way. The most interesting
point is the interpretation of a polymorphic identifier defined by the case (polyid). The
identifier is interpreted in our polymorphic algebra, yielding a polymorphic value. This
value is immediately applied to the requisite number of domains. As result we get a
monomorphic value. Therefore, each occurrence of a polymorphic identifier is interpreted
by a monomorphic value. The interpretation, however, depends on the instantiation of
the identifier, i.e. on the substitution . We made this substitution explicit in the
derivation tree by writing o(7). Note that this is a bit tricky, because the substitution is
not explicitly recorded in the derivation tree. However, because of the side condition that
each TI-bound sort variable must occur in the body of the polymorphic sort expression,
the substitution can be restored in a unique way for all a;, 1<i<n. Therefore, the
interpretation of a polymorphic function in a sort derivation is uniquely determined. If we
omit the side condition, the interpretation of a polymorphic identifier can be ambiguous
as shown by the following example.

Example 4.2.1 Ambiguous interpretation of a polymorphic identifier

Let empty:Ila, f.Container(a, #) = [ be a polymorphic identifier in F'. The interpre-
tation of the sort derivation

lyid
{Container(Int,List(Int)),Container (Nat,List(Int))},I'>yempty::List(Int) (polyid)

is ambiguous, because there exist at least two substitutions, oy=[Int/a,List(Int)/f]
and o,=[Nat/a,List(Int)/f], such that o;(3)=List(Int) and o,(f)=List(Int).
But the interpretation depends on the chosen substitution, because empty“[IntS#,
List(Int)S#] may be different from empty“[NatS4 List (Int)S4]. O

We can omit the side condition if we explicitly record the chosen substitution in the
derivation tree. This would, however, unnecessarily complicate our derivation trees.

Another remarkable point is the fact that the interpretation of the unsorted A-abstraction
defined in case (— I,,) does not differ from the interpretation of the sorted A-abstraction
defined in case (— I,), though explicit sort annotations were introduced to influence the
semantics. The same holds for the case (constrained). The interpretation is the same as
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the interpretation of the unsorted term. But, of course, this is no contradiction. Explicit
sort annotations influence the set of possible sort derivations for a term. And we will see
that the semantics of a specification depends on all possible sort derivations.

In the definition we asserted that A [H] is a function mapping sort derivations D =
v

A, T Vy e 7 to elements in SA[7],. To show the well-definedness of our definition we

must at first check whether A [H] is indeed a function. In other words, we must show
v

that the meaning of a sort derivation is uniquely determined. Furthermore, the result of

interpreting D must be an element of SA[7],.

Proposition 4.2.2 The interpretation function A [H] 15 well-defined
v

Let D = A, " Vg e:: 7 be a sort derivation for a pre-term e. Let v be a sort variable
assignment and 7 be a variable assignment.

If =sa, A and nf=sa, I then
yields a uniquely determined result in SA[7],.
n

A[p]

V7

Now we extend the meaning function to sort derivations for pre-formulae.
Definition 4.2.4 Meaning of a sort derivation for a pre-formula

Let D be a sort derivation for a pre-formula f under sort predicate assumption A and
variable assumption I' with respect to a polymorphic signature . Let A = (SA, P, F)
be a polymorphic ¥-algebra. Let v be a sort variable assignment and 1 be a variable
assignment such that g4, A and nEsa, [ The meaning of a sort derivation D for a
pre-formula in A under v and 7 is A [[D]]V . The interpretation function A H]]V , maps

sort derivations D for pre-formulae to the truth values {true, false} and is recursively
defined on the structure of the derivation tree D in the following way:

Base cases

A H7A7 - (const)ﬂ — pA { pEP

vm

A . peFr;
A Toop? (appZ)H =pH(A[A T Vst T]]M) { where € To(0)
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Inductive cases

A [[A, Lo Vy f (UW%)H —

A Touvr.f »
true  if for all d € SA[7],: A [[A, [a:m Vg f}]yﬂde] = tlrue
false otherwise
A, T.a:t Vs f . o
A |:[ A I'>yVar. f (umvs)]] » =
true  if for all d € SA[7].: A [{A, [a:r Vs f]]vn[de} = lrue
false otherwise

1 HA, [ Vs f (not)ﬂ ] true if AJA, T Vs f]]w] = false
A Tegof - false  otherwise

AT Vs fi AT Vs fo .
AH AToofi v fo (OT)HM

)1

true if A [[A, I' Vs fl]] = true or A [[A, I' Vs fQ]] = true
v,n v
false otherwise

O

The statements made for the interpretation of sort derivations for terms can also be
applied to the interpretation of sort derivations for formulae. For the same reason as
in Def. 4.2.3, the substitution o explicitly used in case (pappl) is uniquely determined.
Also the interpretation of the unsorted universal quantifier in case (univ,) does not differ
from the interpretation of the sorted quantifier in case (univ,). Apart from that, the
interpretation of formulae does not differ from conventional two-valued first order logic.

Finally, we also have to prove the well-definedness of the interpretation.
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Proposition 4.2.3 The interpretation function A [H] 15 well-defined
v

Let D = A, " Vy f be a sort derivation for a pre-formula f. Let v be a sort variable
assignment and 7 be a variable assignment.

If =sa, A and nf=sa, I then
yields a uniquely determined result in {t¢rue, false}.
n

A[p]

V7

Now we extend the meaning function to sort derivations for qualified formulae.
Definition 4.2.5 Meaning of a sort derivation for a qualified formula

Let D be a sort derivation for a qualified formula ¢f under sort predicate assumption
A and variable assumption I' with respect to a polymorphic signature ¥. Let A =
(SA,P,F) be a polymorphic Y-algebra. Let v be a sort variable assignment and 7 be
a variable assignment such that n=g4, I'. The meaning of a sort derivation D for a
qualified formula in 4 under v and 7 is A [[D]]Vn. The interpretation function A [H]Vn
maps sort derivations D for qualified formulae to the truth values {true, false} and is
defined on the structure of the derivation tree D in the following way:

AT Vs f o B
A H AT by Var .. o A A, = f (‘-’““”ﬁ“’tw”)ﬂ =

vm

v,n

true if not Fsa, {A1, ... JAn} or A HA, ' Vs f]] = true
false  otherwise
O

The arrow = of the qualified formula is interpreted as the logical implication. The result
of interpreting a qualified formula is true if either the sort variable assignment does not
satisfy the sort predicate context of the qualified formula or the interpretation of the
formula f yields true. Again we have to prove that this interpretation is a truth-valued
function yielding true or false.

Proposition 4.2.4 The interpretation function A HH 15 well-defined
v

Let D = A, ' Vs Va,. A,, = f be a sort derivation for a qualified formula. Let v be a
sort variable assignment and 7 be a variable assignment.

If n=sa, I then A [[D]] yields a uniquely determined result in {t¢rue, false}.
VVT]
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Based on the meaning of sort derivations for formulae and qualified formulae we now
define whether a sort derivation for an arbitrary closed formula is satisfied in an alge-
bra. Because we have no binding mechanism for sort variables, a sort derivation may
contain free sort variables. These sort variables are treated as universally quantified at
the outermost level of a formula. A sort derivation is only satisfied if, for each sort vari-
able assignment satisfying the sort predicate assumption, the respective interpretation
function yields true. More precisely:

Definition 4.2.6 Satisfaction of a sort deriwation

Let A be a polymorphic Y-algebra. Let D = A, ) Vx, f be a sort derivation for a non-
qualified or qualified closed formula f. Let 19 be an arbitrary variable assignment. D is
satisfied in A, written

AED iff A[[D]] = true foreach v:® —U. Esa, A

v,no

|

Up to now, we were only working on sort derivations and their interpretations. A speci-
fication, however, consists of well-formed formulae and not of sort derivations. We will
now make a semantic connection between formulae and their sort derivations. In formu-
lae, polymorphic functions are applied without explicit instantiation and variables may
be declared without explicit sort annotations. This omitted information can be deduced
from the context. The deduction, however, is not always unique. Normally, there are
more possible sort annotations for a bound variable and there are more possible instanti-
ations for a polymorphic function. Each sort derivation for a formula represents exactly
one possible deduction of the omitted information. Now the question arises, which sort
derivation should be used to define the semantics of a formula. The most intuitive solu-
tion is to take all possible sort derivations into consideration. A formula is only satisfied
in an algebra if all possible sort derivations for this formula are satisfied in the algebra.
This is the most restricting point of view.

Definition 4.2.7 Satisfaction of a closed well-formed X-formula

Let A be a polymorphic ¥-algebra. Let f € SENy be a closed well-formed Y-formula.
The formula f is satisfied in A, written

AEf iff AE D for each sort derivation D that ends with
A, D> f for some sort predicate assumption A
(|

Now it becomes clear how explicit sort annotations can influence the semantics of a
formula. They decrease the number of possible sort derivations for a formula. This leads
to an increasing number of algebras satisfying the formula, because an algebra has to
satisfy less sort derivations.
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Finally, we define our notion of model.
Definition 4.2.8 Model

Let PS = (X, A) be a polymorphic specification. A polymorphic Y-algebra A is called a
model of PS iff each formula from A is satisfied in the algebra, i.e.

Vie A AEf
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4.3 A Semantics Based on Principal Sort Deriva-

tions

In a polymorphic language providing implicit parametric polymorphism the actual sort
parameter of a polymorphic function must be inferred at each application of the func-
tion. In addition, for variables declared without sort information the formula judgement
chooses a possible sort term for these variables to get a well-formed formula. In both
cases there is, however, not only one possible actual sort parameter or sort term, but
sometimes infinitely many. Each sort derivation of a formula, representing a proof for
the well-formedness of the formula, chooses only one possible sort parameter or sort
term. For this reason we had to take all possible sort derivations into consideration
when defining the models of a polymorphic specification.

This definition, at first glance natural, has a drawback. If we want to check whether
a polymorphic algebra is a model of a given polymorphic specification, we must prove
that the algebra satisfies each possible sort derivation of the formula. But in most cases
we cannot check all derivations, because there are infinitely many. Moreover, if we want
to use a theorem prover to reason about properties of a specification we would have to
manage all derivations of this specification. In practice, however, we cannot manage
infinitely many sort derivations in a proof system. We must choose one sort derivation.

Of course, we cannot use any arbitrary sort derivation for deriving theorems. Otherwise,
we might not be able to derive all theorems of a specification, i.e. the resulting prover
might not be complete. Therefore, the question arises whether there exists some kind
of principal sort derivation for a formula representing all other possible sort derivations
of this formula. The principal sort derivation must have the property that if an algebra
satisfies this derivation then the algebra satisfies all possible sort derivations of this
formula. We can then use this principal sort derivation in a suitable proof system to
derive theorems, without losing completeness.

However, the judgements defined in Section 3.2 do not enable us to find such a principal
sort derivation for an arbitrary formula. The following example shows a well-formed
formula that possesses no principal sort derivation in the sense discussed above.

Example 4.3.1 Formula without principal sort derivation

Let Q=({{Bool,Nat}q},{{EQ}:}) be a sort signature. Let S=(2, {EQ(Bool) ,EQ(Nat) })
be a sort specification. Let ¥=(S, {p: Ila. EQ(a) = a},{}) be a polymorphic signature.
Let gf =0 = V x. p(x) be a qualified formula?. We first have to prove that ¢f is a
closed well-formed ¥ formula at all, i.e. whether ¢f € SENy.

2We explicitly denote the empty sort predicate context by 0.
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Proof:

We must show that there exists a sort derivation for ¢f under some sort predicate
assumption A and the empty identifier assumption (). Fig. 4.3 shows a sort derivation
ending with EQ(Bool), () >y, ¢f and thus proves the well-formedness of ¢ f. This, however,
is not the only sort derivation for ¢f. Fig. 4.4 shows another derivation tree ending with
EQ(Nat), 0 >y ¢f.

EQ(Bool),x:Bool >y x::Bool Evar)l)
EQ(Bool),x:Bool >y p(x) pqpp
(univy)

EQ(Bool), f>xVx. p(x)
EQ(Bool), >l = Vx. p(x)

(qualification) { Pk sAEQ(Bool)

Figure 4.3: Sort derivation for ) = Vx. p(x)

EQ(Nat),x:Nat >y x::Nat (Uar)l)
EQ(Nat),x:Nat >y p(x) (pqpp
(univy,)

EQ(Nat), f>xVx. p(x)
EQ(Nat), s = Vx. p(x)

(qualification) { Ok sAEQ(Nat)

Figure 4.4: Sort derivation for ) = Vx. p(x)

Both trees have the same structure, i.e. the same rules are applied in the same order in
both proofs. The trees only differ in their nodes. The second proof tree is obtained by
replacing all occurrences of the sort constructor Bool by the sort constructor Nat.

It is easy to see that these are the only possible relevant® sort derivations for ¢f under
the empty identifier assumption with respect to the given signature . However, neither
can be taken as a representative. While in the first derivation the predicate p must hold
for all elements of sort Bool, in the second derivation p must hold for all elements of sort
Nat. Thus, for both sort derivations it is easy to find algebras satisfying only one sort
derivation, but not the other one. O

The reason for this property is the sort predicate context of the qualified formula. This
context forces us to find a proof using a sort predicate assumption that is weaker than
the empty context. If we look at the formula Vx. p(x), i.e. the same formula but
without an explicit sort predicate context, we can find more sort derivations proving the
well-formedness of this formula. Fig. 4.5 shows a possible sort derivation for Vx. p(x)

30f course we can in both derivations replace the sort predicate assumption by {EQ(Bool) ,EQ(Nat)}.
But this replacement does not influence the semantics of the derivations.
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under sort predicate assumption EQ(a) and empty identifier assumption with respect to
Y defined in Example 4.3.1.

(var)

(pappl)
(univy,)

EQ(a),x:av >y X::qv
EQ(a),x:a0 D>y p(x)
EQ(a),I>sVx. p(x)

Figure 4.5: Sort derivation for Vx. p(x)

Other possible derivations proving the well-formedness of Vx. p(x) are those proof trees
in Fig. 4.3 and 4.4 obtained by omitting the application of the rule (qualification) in the
last step. These are, up to sort variable renaming and stronger sort predicate assump-
tions, the only possible sort derivations for Vx. p(x).

Now, however, we can prove the sort derivation in Fig. 4.5 to be a principal sort deriva-
tion. Every algebra satisfying this sort derivation satisfies all other sort derivations for
Vx. p(x). This holds because we used a sort variable instead of a concrete sort construc-
tor. An algebra must satisfy the sort derivation for all possible sort variable assignments.
Thus, the sort derivation must also be satisfied if we assign the interpretation of Bool or
Nat to the sort variable a. In the next sections we will generalize this result.

In Section 4.3.1 we investigate the concept of principal sort derivations for non-qualified
formulae. We start by defining a semantic “more restrictive” ordering on sort derivations
comparing the sets of algebras satistying the sort derivations. Then we define a syntactic
“more general” ordering on sort derivations. We prove that if a sort derivation is more
general than another it is also more restrictive, i.e. the set of algebras satisfying the
more general sort derivation is smaller than the set of algebras satisfying the other sort
derivation. Furthermore, we show that each non-qualified formula has a greatest element
with respect to the “more general” ordering called principal sort derivation. Finally, we
present a definition of satisfaction for non-qualified formulae that is based on principal
sort derivations. We show the equivalence of this notion of satisfaction with the one
defined in Section 4.2.

In Section 4.3.2 we investigate the concept of principal sort derivations for qualified
formulae. We define a new sort inference calculus to allow more abstract sort derivations
for qualified formulae. We show that the new calculus does not change the concept of well-
formedness. We extend the definitions and propositions made in Section 4.3.1 to qualified
formulae. In particular, we show the existence of principal sort derivations for qualified
formulae. Furthermore, we present a satisfaction concept for qualified formulae based on
a principal sort derivation. We show that this satisfaction concept is not equivalent to the
one defined in Section 4.2 but slightly more rigorous. This fact, however, results only
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from changing the sort inference calculus. Finally, we define principal sort derivation
based models for polymorphic specifications.

4.3.1 Principal Sort Derivations for Non-Qualified Formulae

To simplify our notion of model we are looking for a sort derivation for a formula that
can represent all other sort derivations of this formula. We call this sort derivation the
principal sort derivation. This sort derivation must, in some sense, be the most restrictive
one, the one with the least model set. For this reason, we define the following semantic
order on sort derivations.

Definition 4.3.1 Restriction Order

Let f € PFx(®) be a closed pre-formula. Let D1=Ay, 0 Vy f and Dy=A,, § Vy f be
two sort derivations for f. D is called more restrictive than D, written

D, =D, it AE D) = AE D, forall ¥ algebras A.
O

We now must find syntactic criteria for sort derivations which enable us to determine
whether a sort derivation for a formula is more restrictive than another sort derivation
for this formula.

In the last section we saw that all sort derivations given as example for a particular
formula had the same structure. This was not pure coincidence. We can show this
property to hold not only for all non-qualified formulae, but also for all qualified formulae.

Proposition 4.3.1 Uniqueness of sort derivation structure

Let f € PFy(®) U QFy be an arbitrary formula. Every sort derivation for f has the
same structure according to the judgement rules given in Def. 3.2.7, 3.2.9 and 3.2.11.
More precisely, in all sort derivations the same judgement rules are applied in the same
order. O

Thus, the sort derivations for a formula can only differ in the nodes of the derivation
trees. As already mentioned in the introductory part of this chapter, the cause of this dif-
ference lies in the declaration of unsorted variables and in the application of polymorphic
functions and predicates. Therefore, we can show the following proposition.
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Proposition 4.3.2 Uniqueness of sort derivations

Let f € SENy be a closed well-formed Y-formula. If every bound variable is sorted
explicitly, and if no polymorphic function or predicate is applied in the formula, then,
up to different sort predicate assumptions, there exists only one sort derivation for f. In
particular, the sort predicate assumption can be chosen arbitrarily. O

The cause of different sort derivations lies in the rules (polyid), (— I,), (pappl) and
(univ,) of the calculi given in Def. 3.2.7 and 3.2.9. In the rules (polyid) and (pappl),
handling polymorphic identifiers, an arbitrary instantiation may be chosen, and in the
rules (— I,,) and (univ,) an arbitrary sort term for the bound variables can be assumed.
Because we are looking for the most restrictive sort derivation we must always choose
the most abstract possible instantiation and assumption. Abstraction in sort terms can
be achieved by using sort variables. Therefore, the more sort variables a sort term
contains, the more abstract the sort term is. The sort derivation with the most abstract
instantiations and assumptions will be the most restrictive one, because an algebra must
satisfy the sort derivation for all possible sort variable assignments. Based on this thought
we now define a syntactic order on sort derivations in the following way:

Definition 4.3.2 o-instance relation

Let Dy = Ay, I'y Vy fand Dy = Ay, 'y Vs f be two sort derivations for a pre-formula
f. Let 0 : ® — Tq(®) be a sort variable substitution. Dy is called a o-instance of Ds,
written Dy <7 D, iff for each of the following corresponding derivation nodes holds:

o if T, 5uc (polyid) occurs in Dy then
(polyid) in Dy holds: 7 = o(72)

for the corresponding node AT bycon
o if AQ,FQ..T . T21 VZ € 1 T92
AQ,FQ >y Ax.e T21 — T22

AT o Vs e .
A1,1F1 ll>§; )\7;‘16 ::27'11 _?72_12 (— I,) in Dy holds: 71 = o(721)

(— I,,) occurs in Dy then for the corresponding node

AQ,FQ VE t:: T2

o if Ay, Ty D>y pt

(pappl) occurs in Dy then

A17F1 VE t:: T1
ALl Dy pt

for the corresponding node (pappl) in Dy holds: 71 = o(m)

o if AK;%;E?VZE ff (univ,) occurs in Dy then

. Ay, Iyx:m Vs f N o
for the corresponding node AT By Vi (univ,) in Dy holds: 7 = o(my)
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We now show that the rules (polyid) and (— I,) are indeed the only rules influencing the
sort of a term for a fixed signature and variable assumption. We show this by proving
that the o-instance propagates to the sort term of a derivation node.

Proposition 4.3.3 o-instances propagate to sort terms

Let D; = A, ' Vs exm and Dy = Ay, 'y Vs e 2 1o be two sort derivations for a
pre-term e. Let o : & — T (®) be a sort variable substitution such that I'y = o(I'y) and
Va € FSV(e). o(a) = a.

If D1 SU D2 then T = 0'(7'2).

|

To prove this proposition we need two side conditions. The first one states that the sort
variable assumption of D; must also be a o-instance of the sort variable assumption of
D,. The second one states that the substitution may not influence the sort variables
occurring in the term. These variables, explicitly written by the specifier, are treated as
constants.

We can now easily show that only the rules (polyid) and (— I,) influence the sort of a
term. Two derivations under the same sort variable assumption and with respect to the
same signature, which do not differ in these corresponding rules, always end with the
same sort term. Therefore, we call these derivations sort equivalent derivations. More
precisely:

Proposition 4.3.4 The sort of a term is only influenced by (polyid) and (— I,)

Let D; = A, ' Vg e and Dy = Ay, I' Vs e 12 5 be two sort derivations for a pre-
term e under the same identifier assumption I.

If D; and D, are sort equivalent derivations, i.e. Dy <°® Dy then 71 = 7.

Proof: Follows directly from Prop. 4.3.3. O

The syntactic instance order defined so far is not enough to characterize our semantic
restriction order. Up to now we have not taken the sort predicate assumption into
consideration. This assumption is only used in the rules (polyid) and (pappl),which
instantiate polymorphic identifiers. As we have already seen, the predicate assumption
does not influence the sort of two sort equivalent derivations. The satisfaction of a sort
derivation, however, depends on the sort predicate assumption. The interpretation of the
derivation must be true for each sort variable assignment satisfying the sort predicate
assumption. If the sort predicate assumption is very strict, only a few sort variable
assignments satisfy it. Thus, the interpretation of the derivation must be true for only a
few sort variable assignments. But then many algebras satisty the sort derivation.
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A sort derivation with a strict sort predicate assumption is clearly not restrictive. How-
ever, we are looking for the most restrictive one. We must therefore choose the sort
derivation with the least strict sort predicate assumption. If no polymorphic identifier
with qualifying sort predicates is used in a formula, the least strict sort predicate as-
sumption is always the empty assumption. The following definition formalizes the above
reflections. Our informal concept of “more strict” is formalized by the entailment relation
.

Definition 4.3.3 Syntactic order on sort derivations

Let f € PFg(®) be a closed formula. A sort derivation Dy = Ay, § Vs f is said to be
more general than a sort derivation D; = Ay, § Vy f, written

Dy <Dy, iff Jo:® — Tqo(P) with
Va € FSV(f). o(a) =a  and
Al l_SA O'(AQ) and
D, <% D,
If D:<D, and Dy<D; then D; and D, are called equivalent sort derivations. O

We must now prove that the syntactic criteria defined above indeed characterizes the
semantic restriction order. The following proposition shows the connection; it states
that if a sort derivation is more general then it is more restrictive. This proposition is
of central significance: now we know, that if we choose the most general sort derivation,
this is the most restrictive one, i.e. the principal sort derivation.

Proposition 4.3.5 If a sort derivation is more general then it is more restrictive

Let Di=A, 0 Vs, f and Dy=A,, § Vs f be two sort derivations for a closed formula f
€ PFy(®). If Dy is more general than Dy then D, is more restrictive than Dy, i.e.

DlSDQ = D2):D1
o

The proof of this proposition is based on two auxiliary propositions. In fact, proving
these two propositions is the main work. We already met this kind of proposition one
level higher, namely on the sort level. In Prop. 4.1.1 we proved that the interpretation
of two sort terms differing only by a sort variable substitution yields the same result
if the substitution is reflected in the sort variable assignment. Now we are proving a
similar proposition for sort derivations for terms and formulae. If a sort derivation D; is
a o-instance of another sort derivation D,, the interpretation of both derivations yields
the same result in case the sort variable assignment used to interpret D, reflects the
substitution . A precise summary of this relationship is given in the following two
propositions.



82 A Semantic Framework for Polymorphic Specifications

Proposition 4.3.6 Interpretation equivalent sort derivations for formulae

Let Dy = Ay, I'y Vy fand Dy = Ay, 'y Vs f be two sort derivations for a pre-formula
f € PFx(®). Let o be a sort variable substitution such that Yoo € FSV(f). o(a) = «
and D; <% D,. Let v and v be sort variable assignments such that Fs4, A; and
F=saue Ag. Let i be a variable assignment with n=gsa, I't and nEsa,e .

If v7(a)=SA[o(a)], for each « € & then A [[Dlﬂ =A [[DQH

v, vo.n

Proposition 4.3.7 Interpretation equivalent sort derivations for terms

Let D; = Ay, Iy Ve e and Dy = Ay, I'y Vs e i 75 be two sort derivations for a
pre-term e € PTyx(®). Let o be a sort variable substitution such that Vo € FSV (e).
o(a) = a and Dy <7 D,. Let v and v7 be sort variable assignments such that g4, A4
and Esa,- Ag. Let 1 be a variable assignment with nf=sa, I't and nEsa e .

If v7(a)=SA[o(a)], for each « € & then A [[Dlﬂ =A [[DQH

v, vo.n

We now precisely define the concept of a principal sort derivation.

Definition 4.3.4 Principal sort derivation

Let f € PFg(®) be a closed formula. A sort derivation D; = Ay, ) Vg f is called a
principal sort derivation for f, iff, for each sort derivation Dy = Ay, O Vy, f, Dy<D;
holds. O

The principal sort derivation is defined to be a greatest element with respect to the
order < on sort derivations. We will use this sort derivation to define the satisfaction
of a formula. Therefore, the question arises whether there always exists such a sort
derivation. Fortunately, we can give an algorithm computing a principal sort derivation
for each well-formed formula.

Proposition 4.3.8 FEuxistence of principal sort derivations

Let f € PFg(®) be a closed formula. If there exists a sort derivation for f, then there
exists a principal sort derivation for f.

Proof: In Section 5.5 we give an algorithm computing a principal sort derivation for
formulae. O

Note that principal sort derivations for formulae are not unique, even up to sort variable
renaming. There exist more greatest elements with respect to < on sort derivations. The
reason is that two different sort predicate assumptions A; and A, can be equivalent, i.e.
Ay Fga Ay and Ay Fgyq Ay, However, we can show that all principal sort derivations for
a formula are satisfaction equivalent.
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Proposition 4.3.9 Equivalent sort derivations are satisfaction equivalent

Let A be a polymorphic ¥ algebra. Let D; and D, be two sort derivations for a closed
formula. If D; and D, are equivalent sort derivations then D; and D, are satisfaction
equivalent, i.e.

if D1§D2 and DQSDl then ./4 ): D1 <~ ./4 ): D2

|

From this proposition we can immediately deduce that principal sort derivations are sat-
isfaction equivalent, because principal sort derivations are clearly equivalent sort deriva-
tions. Based on this result we can now define an equivalent satisfaction concept for closed
well-formed non-qualified ¥ formulae.

Definition 4.3.5 P-Satisfaction
Let A be a polymorphic ¥ algebra. Let f € PFy(®) be a closed well-formed ¥ formula,
i.e. f € SENy. Formula f is p-satisfied in A, written
Ak, f iff A= D for some principal sort derivation D for f
O

In contrast to the definition of satisfaction of Def. 4.2.7, where all possible sort derivations
for a formula were used to define the concept, in the above definition we only use one sort
derivation, namely the principal one, to define the satisfaction of a formula. The satis-
faction is unambiguously defined because all principal sort derivations are satisfaction
equivalent.

Now testing the satisfaction of a well-formed formula is much easier. We compute a
principal sort derivation for this formula and test whether it is satisfied in an algebra.
We can further use the principal sort derivation to reason about properties in a suitable
proof system.

Finally, we show that both satisfaction concepts for non-qualified formulae are equivalent.
Proposition 4.3.10 Satisfaction is equivalent to p-satisfaction

Let A be a polymorphic ¥ algebra. Let f € PFx(®) be a closed well-formed ¥ formula.
Formula f is satisfied in A iff f is p-satisfied in A4, i.e.

A f & AEf
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4.3.2 Principal Sort Derivations for Qualified Formulae

The results we gained in Section 4.3.1 for non-qualified formulae can not be simply
extended to qualified formulae. In the introductory part of Section 4.3 we gave an
example for a qualified formula for which we can find a sort derivation but no principal
sort derivation representing all other derivations.

The reason for this property lies in the inference rule (qualification). This rule, and
all other inference rules in Section 3.2, were originally designed to define the well-
formedness of terms and formulae. Thus, the rules were kept as easy as possible. The
rule (qualification) forces us to find a sort derivation for a qualified formula using a sort
predicate assumption that is entailed by the explicitly given sort predicate context. Our
task is now to find a more liberal variation of the rule (qualification) allowing further
sort derivations with more liberal sort predicate assumptions. More precisely the rule
should fulfil the following requirements:

1. The new rule must not change the language, i.e. the concept of well-formedness
must remain the same.

2. For each well-formed qualified formula there must exist a principal sort derivation.
All algebras satisfying the principal sort derivation must also satisfy all other sort
derivations of this qualified formula.

3. The rule must not change the semantics of our language, i.e. the satisfaction
concept for qualified formulae must remain the same.

As we will see, we cannot find a rule completely satisfying all these requirements. The
last requirement is too strong. The satisfaction concept for qualified formulae will change
in a monotonic way. It will be more rigorous than the old one, i.e. the model class of a
specification will be smaller.

Driven by the above requirements we create a new rule (ext. qual.). It will replace the
old rule (qualification). As we saw in Section 4.3.1, the principal sort derivation is the
derivation with the most abstract sort terms in the nodes of the derivation tree, i.e. the
one with the most sort variables in the sort terms. However, more abstract sort terms
also require more abstract sort predicate assumptions. Therefore, we must allow sort
predicate assumptions that are more abstract than the given context. Formally, there
must exist a substitution ¢ such that the context is a o-instance of the assumption. Such
a change does not influence the well-formedness property. If there exists a sort derivation
under the abstract assumption, there also exists a derivation under the given context.
We only have to apply the substitution to all sort terms in the derivation tree.
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Definition 4.3.6 Extended qualified formula judgement >’

The extended qualified formula judgement > C PSIG x P(AFq(®)) x (<var>—
To(®)) x QFy is a set of quadruples (X, A, T', ¢f) where X, A, T and ¢f have the
same meaning as in definition 3.2.11.

Again, we write A, I %, ¢ f instead of (X, A, ', ¢f) € >’ and read “under sort predicate
assumption A and identifier assumption I' the qualified formula ¢f is well-formed with
respect to the polymorphic signature ¥7. A, I' >{ ¢f iff there is a finite proof tree using
the rule below that ends with A, I' >, ¢f. A proof tree that ends with A, I' >§, ¢f is
called an extended sort derivation for qf under A and I' with respect to X.

Jdo: ® — Tq(P) with
(ext. qual.)$ o(a;) =a;,1<i<n
{Al,...,Am} l_SA O'(A)

AT >y f
A,F I>IE VOél,...,Oén.Al,...,Amjf

Example 4.3.2 Ezxtended sort derivation

In Ex. 4.3.1 we presented two sort derivations for a qualified formula § = V x. p(x).
We saw that the trees shown in Fig. 4.3 and 4.4 are the only relevant sort derivations for
this formula under the empty identifier assumption. Both are also valid extended sort
derivations if we replace the application of rule (qualification) by an application of rule
(ext. qual.), because the side condition of the rule (ext. qual.) is trivially fulfilled. The
more liberal rule (ext. qual.), however, allows another extended sort derivation shown in
Fig. 4.6. As we will see later, this is a principal sort derivation for ) = V x. p(x).

var)
pappl)
(univ,)

(ext. qual.) { Ok g4 [Nat/al (EQ(a))

EQ(a),x:a D>y X::« (
EQ(a),x:a >y p(x) (
EQ(OC),Q)Dz)VX. p(X)
EQ(a), I>xh = Vx. p(x)

Figure 4.6: Extended sort derivation for § = Vx. p(x)

|

We now prove that our new rule indeed fulfils the first requirement, namely that the con-
cept of well-formedness does not change if we replace the old qualified formula judgement
by the new one defined above.
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Proposition 4.3.11 Equivalence of well-formedness

Let ¢f € QFys be a qualified ¥-formula. There exists an extended sort derivation for ¢ f
iff there exists a sort derivation for ¢f. O

To prove the above proposition we must convert a derivation tree by applying a sort
variable substitution to the tree. In a later chapter we will need an extension of this
conversion which adds atomic sort formulae to the sort predicate assumptions of the tree.
Formally this mapping is defined as follows:

Definition 4.3.7 Substitution of sort derivations for terms

Let D = A, T' Vs t::7 be a sort derivation for a pre-term t € PTyg(®). Let o be a
sort variable substitution, and let A" € P(AFq(®) be a set of atomic sort formulae. We
define a substitution oas(D) on a sort derivation D for a pre-term; it extends o and adds
the atomic sort formulae A’ to the sort predicate assumption A in the whole derivation
tree.

* UA'(A,F Dy T (var)) := o(A)UA (L) >y i o(T) var)
id)

UA'(W (id)) := o(A)UA" (D) >y ¢ o(T) (

* X T By ey W) = SRR STy By e o) WO

’ Dl D2 L O-A’(Dl) O-A/(DQ)
oM m Ty e guar (7 F) S o(A)UAo(T) >y erey i o(T) (— E)
D Py—
¢ UA’(A,F >w )\1‘.16 T — Ty (_> ]u)) T
UA’(Dl)
O'(A) U AI,O-(F) >y AT. e O'(Tl — 7_2) (_> Iu)
D Py—
* UA,(AI >n AT : ; €T — Ty (— L)) =
UA’(Dl)
c(A)UA o) >s Ax:T. e o(T — 1) (— I,)
¢ UA’(AJ‘ Dfé ——— (constrained)) :=
UA’(Dl)

-7 (constrained)

oc(A)UA o) >y e: T
(|

Note that we do not apply the substitution to the sort annotations of the pre-term.
We must now prove that this pure syntactic conversion of a derivation tree again yields
a valid sort derivation tree. As the next proposition shows, this is only valid if the
substitution ¢ has a certain property.
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Proposition 4.3.12 Substitution preserves sort derivation

Let D = A, "' Vg t:: 7 be a sort derivation for a pre-term ¢ € PTg(®). Let o be a sort
variable substitution, and let A" € P(AFq(®) be a set of atomic sort formulae.

If YVa € FSV(t). o(a)=a then oa/(D) is a sort derivation for t.

|

We now extend the substitution and the corresponding proposition to sort derivations
for formulae.

Definition 4.3.8 Substitution of sort derivations for non-qualified formulae

Let D = A, T Vg f be a sort derivation for a non-qualified pre-formula f € PFy(®).
Let o be a sort variable substitution, and let A" € P(AFq(®) be a set of atomic sort
formulae. We define a substitution oa/(D) on a sort derivation D for a formula; it
extends o and adds the atomic sort formulae A’ to the sort predicate assumption A in
the whole derivation tree.

. O'A/(m (const)) := AATUN o) 5y p (const)

D, — oa(D1)
* UA,(AaF >y pt (appl)) = c(A)YUA" () >y pt (appl)
D, — oa(D1)
¢ UA’(AJ‘ >y pt (pappl)) := o(AYUA o) >y pt (pappl)
-Dl . L O'Ar(Dl) .
* MR Ty Vg (W) = CRTG A o () by Varf (V)

D . (D :
* UA'(A, I >y Vo T.f (univ,)) = o(A)U A',U(?(%) 1&2 Vo :7.f (univ,)

1 ._ oa (D
. UA'(—A,FI;E =7 (701) = ZrAYG A',E;(r)) > o7 (ot)

D, D (D (D
s on(x TR AT ) = S0 (A’,l(z(F()IAD(z ;1) v, )

Proposition 4.3.13 Substitution preserves sort derivation

Let D = A, T' Vg f be a sort derivation for a non-qualified formulae f € PFy(®). Let o
be a sort variable substitution, and let A" € P(AFq(®) be a set of atomic sort formulae.
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If Yae FSV(f). o(a)=a then oa/(D) is a sort derivation for f.

O

Next we check the second requirement for our new judgement rule. We want to show that
the new rule enables a principal sort derivation along the lines of Section 4.3.1. For this
reason we must first transfer those concepts we defined for sort derivations in Chapter
4.3.1 to extended sort derivations. We start by defining the meaning of an extended sort
derivation.

Definition 4.3.9 Meaning of an extended sort derivation for a qualified formula

Let D be an extended sort derivation for a qualified formula ¢f under sort predicate
assumption A and variable assumption I' with respect to a polymorphic signature X.
Let A = (SA,P,F) be a polymorphic ¥-algebra. Let v be a sort variable assignment
and n be a variable assignment such that j=s4, A and 7j=sa, I'. The meaning of an

extended sort derivation D for a qualified formula in A under v and 7 is A [[D]] . The
v,

interpretation function A [H] maps extended sort derivations D for qualified formulae

an

to the truth values {true, false} and is defined on the structure of the derivation tree D
in the following way:

AT Vs f B
A [[A,r SL Vo, .o Ay Ay = f (ext‘q““l')ﬂ =

vm

v,n

true if not FEsa, {A1,...,An} or A [[A, I' Vy f]] = true
false  otherwise

O

As we can see, the meaning of an extended sort derivation does not differ from the
meaning of a sort derivation. Nevertheless, we must check the well-definedness of the
definition because the side conditions of the rules differ.

Proposition 4.3.14 The interpretation function A [H] 15 well-defined
v

Let D = AT oy Val,Aj.licZ.EA{, = (ext.qual.) be an extended sort deriva-

tion for a qualified formula. Let v be a sort variable assignment and n be a variable
assignment.

If ):S.A,l/ A and "7):8./4,11 I
then A [[D]] yields a uniquely determined result in {true, false}.

an



4.3 A Semantics Based on Principal Sort Derivations 89

Based on the meaning of an extended sort derivation, we now define what it means for
a sort derivation to be satisfied in an algebra. The notion of satisfaction does not differ
from the one defined in Def. 4.2.6.

Definition 4.3.10 Satisfaction of an extended sort derivation

Let A be a polymorphic Y-algebra. Let D = A, () V'E qf be an extended sort derivation
for a closed qualified X-formula ¢f. Let ny be an arbitrary variable assignment. D is
satisfied in A, written

AED iff A[{D]] = true forevery v:® —U. Esa, A

v,mno

O

Next we extend those definitions and propositions given in Section 4.3.1 for non-qualified
formula to qualified formula. We start with the definition of a semantic restriction order
on extended sort derivations.

Definition 4.3.11 Restriction Order

Let Di=Ay, § V5 ¢f and Dy=A,, § Vy qf be two extended sort derivations for a closed
qualified formula ¢f € QFx. Dy is called more restricting than D, written

D, =D, if AE D, = AE D, forall Z-algebras A.

Then we extend the syntactic instance order to extended sort derivations.

Definition 4.3.12 o-instances of extended sort derivations

ATy Vs f Ay, Ty Vs f
Let —=b_1 V¥ J . . — 22,22 Vs J ' '
et Dy AT oxof (ext.qual.) and Dy AT ou of (ext.qual.)
be two extended sort derivations for a qualified formula ¢f. Let 0 : ® — Tqo(®P) be a
sort variable substitution. D, is called a o-instance of Ds, written

D, <7 Dy it AT Vy f<7 Ay, Ty Vy f

Definition 4.3.13 Syntactic order on extended sort derivations

Let qf = Va,,.A,, = f be a closed qualified formula. An extended sort derivation D,
= Ay, 0 Vs, ¢f is said to be more general than a sort derivation Dy = Ay, § Vs, ¢f,
written
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D, <Dy, iff Jo:® — Tqo(P) with
ola;))=a;,1<i<n and
Ay Fga U(AQ) and
Dy <7 Dy

O

As in Prop. 4.3.5, we now show that the syntactic order defined above coincides with
the semantic restriction order. Again, the proof is based on an auxiliary proposition
showing that the interpretation of two extended sort derivations yields the same result
if the derivations are in a o-instance relation and the sort variable assignment reflects
the substitution o.

Proposition 4.3.15 If an extended sort derivation is more general then it is more re-
stricting

Let Di=Aq, V'E qf and Dy=A,, () V'E qf be two extended sort derivations for a closed
qualified formula ¢f = Va,,.A,, = f. If D, is more general than D; then D, is more
restricting than Dy, i.e.

D, <D, = DyED

(|
Proposition 4.3.16 Interpretation equivalent extended sort derivations
Let
_ A DVs f _ Ny, 0 Vs f
D, = NNl (ext.qual.) and Dy = N 05w of (ext.qual.)
be two extended sort derivations for a closed qualified formula ¢f = Vai,..., a,.

Ay, ..., An = f. Let 0 be a sort variable substitution such that o(a;) = a4, 1<i<n
and D; <% D,. Let v and v? be sort variable assignments such that =g, A; and
Fsavye Ag. Let 1 be an arbitrary variable assignment.

If v7(a)=SAJo(a)], for each « € & then A [[D1]]V =A [[Dg]]

>1 vom

We now precisely define the concept of a principal extended sort derivation.

Definition 4.3.14 Principal extended sort derivation

Let ¢f € QFyx be a closed qualified formula. A sort derivation D; = Ay, () V'E qf is
called a principal extended sort derivation for ¢f, iff for each extended sort derivation
Dy = Ay, 0 V5, qf holds that Dy < D. O

The next proposition establishes the second requirement for extended sort derivations.
It does not hold for sort derivations defined in Def. 3.2.11. Only the change of the rule
(qualification) made this proposition possible.
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Proposition 4.3.17 FEuxistence of principal extended sort derivations

Let qf € QFyx be a closed qualified formula. If there exists an extended sort derivation
for ¢ f, then there exists a principal extended sort derivation for ¢f.

Proof: In Section 5.5 we give an algorithm computing an extended principal sort

derivation for closed qualified formulae. O

For qualified formulae the principal extended sort derivation is not unique either. The
reason lies again in different, but equivalent sort predicate assumptions. We can, however,
show that all principal extended sort derivations are satisfaction equivalent.

Proposition 4.3.18 Fquivalent extended sort derivations are satisfaction equivalent

Let A be a polymorphic ¥-algebra. Let D; and D, be two extended sort derivations for
a closed qualified formula.

if D1§D2 and DQSDl then ./4 ): D1 <~ ./4 ): D2
|

Based on this result we can now define another satisfaction property for closed qualified
formulae.

Definition 4.3.15 P-Satisfaction

Let A be a polymorphic ¥-algebra. Let ¢f € QFyg be a closed well-formed qualified
Y-formula, i.e. ¢f € SENy.. Formula ¢f is p-satisfied in A, written
Ak, qf iff A= D for some principal extended sort derivation D for ¢f
O

For non-qualified formula we have already shown in Prop. 4.3.10 that satisfaction is equiv-
alent to p-satisfaction. Thus, we also included this proposition into our requirements for
the new rule (ext. qual.). However, the p-satisfaction concept based on extended sort
derivations does not fulfil this requirement in general. We can only show the following
weaker proposition.

Proposition 4.3.19 P-Satisfaction implies satisfaction

Let A be a polymorphic ¥-algebra. Let ¢f € QFyg be a closed well-formed qualified
Y-formula. Formula ¢f is satisfied in A if ¢f is p-satisfied in A, i.e.

A qf = AEqf
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We cannot prove the proposition given above in reverse direction. The problem lies in
the transition from sort derivations to extended sort derivations. We can prove that if an
algebra satisfies every extended sort derivation for a qualified formula, the algebra also
satisfies every sort derivation for this formula. We prove this in the proposition below
by showing that for each sort derivation D we can find an extended sort derivation D’
with the property that if A = D’ then A = D. This is easy to show, because every
sort derivation is also an extended sort derivation if we replace the rule (qualification)
by (ext. qual.). Therefore, the set of sort derivations for a qualified formula form a
subset of the set of extended sort derivations if we perform the replacement above. This
was the method used to prove one direction of Prop. 4.3.11, showing the equivalence of
well-formedness.

Proposition 4.3.20 FEuxistence of satisfaction implying extended sort derivations

Let A be a polymorphic Y-algebra. Let ¢f = Va,.A, = f be a qualified formula.
For each sort derivation D = Ay, ) Vy, ¢f there exists an extended sort derivation
D'=Ay, § Vs qf such that

AED = AED
O

However, we cannot prove that, if an algebra satisfies every sort derivation for a qualified
formula, the algebra also satisfies every extended sort derivation. The reason is the loose
model property for sort specifications. Let us explain this fact by an example.

Example 4.3.3 P-Satisfaction is not equivalent to satisfaction

In Ex. 4.3.1 we examined the qualified formula ) = Vx. p(x). With respect to the
given signature we found two relevant sort derivations shown in Fig. 4.3 and Fig. 4.4,
respectively. An algebra satisfies ) = Vx. p(x) if it satisfies both sort derivations.
That means p(x) must hold for all elements of sort Bool as well as for all elements of
sort Nat. In Fig. 4.6 corresponding to Ex. 4.3.2 we showed a more abstract extended
sort derivation for this formula. In an algebra satisfying this extended sort derivation
p(x) must hold for all elements of all sorts satisfying the sort predicate EQ. Clearly, the
sorts Nat and Bool satisfy EQ. But there may be more sorts in the algebra satisfying
EQ, though not explicitly specified in the sort specification. But then p(x) must also
hold for all elements of these sorts, not only for Nat and Bool. Thus, both notions of
satisfaction are not equivalent: p-satisfaction is more rigorous than satisfaction. O

Restricting models to term-generated sort algebras is not enough to achieve equivalence
of both satisfaction properties. We must always choose the initial sort algebra as the
model, i.e. the least Herbrand model. If P(r,...,7,) holds in the initial model, then
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P(7,...,7,) holds in every model of a particular sort specification. The initial model
concept corresponds to the so-called closed world assumption that can be found in many
logical languages (see [Llo87] for a detailed discussion). This assumption is used to
infer negative information that cannot be specified by Horn clauses. Therefore, a special
inference rule is used: if a ground atomic sort formula A cannot be inferred from the
Horn clause specification then —A is inferred. This rule, however, is only correct in the
initial model because here the semantic consequence relation is strongly connected to the
syntactic entailment relation. We can show the following stronger completeness property
for the initial model I of a sort specification S:

A):[C = A"SAC

Together with the soundness property from Prop. 4.1.3 both relations can be shown to
be equivalent, i.e.

A):[C <~ A"SAC

By choosing the initial model for the sort specification both satisfaction concepts can be
proven equivalent.

We do not go into further details because initial models have a serious drawback: an
enrichment or refinement of an existing sort specification cannot be handled semanti-
cally by simple model set inclusion. The semantic treatment of these relations between
specifications becomes more complicated than in the loose case.

Note that we only lose the equivalence of both satisfaction concepts because of the
transition from derivations to extended derivations. In particular, if we already started
with the extended sort inference rule in Chapter 4.2, both satisfaction concepts would
be equivalent for qualified formulae, too. To show this formally we define a further
satisfaction property.

Definition 4.3.16 X-Satisfaction

Let A be a polymorphic Y-algebra. Let ¢f € QFx be a closed well-formed qualified
Y-formula, i.e. ¢f € SENy,. Formula ¢f is z-satisfied in A, written

AE. qf it AE D for each extended sort derivation D that ends with
A, D > gf for some sort predicate assumption A
([

The following proposition establishes the equivalence of x-satisfaction and p-satisfaction.
Proposition 4.3.21 X-Satisfaction is equivalent to p-satisfaction

Let A be a polymorphic Y-algebra. Let ¢f € QFyx be a closed well-formed qualified
Y-formula. Formula ¢f is x-satisfied in A iff ¢f is p-satisfied in A, i.e.
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AbEcaf & AE,df
(|
Based on the results of this chapter and those of Section 4.3.1 we can now define a new
notion of model for polymorphic specifications consisting of non-qualified and qualified

formulae. We show that the new notion is more rigorous than the one defined in Def.
4.2.8.

Definition 4.3.17 P-Model

Let PS = (X, A) be a polymorphic specification. A polymorphic Y-algebra A is called a
p-model of PS iff

VieA A, f
O
Proposition 4.3.22 The p-model property is more rigorous than the model property
Let PS = (X, A) be a polymorphic specification. Let A be a polymorphic Y-algebra.
If Aisap-model of PS then Aisa model of PS
(|

The p-model property, however, is only more rigorous because we replaced inference rule
(qualification) by the more liberal rule (ext. qual.). To show this formally, we define a
further notion of model again based on all sort derivations. In contrast to the notion
defined in Def. 4.2.8, we use the x-satisfaction property for qualified formulae.

Definition 4.3.18 X-Model

Let PS = (X, A) be a polymorphic specification. A polymorphic ¥-algebra A is called
an x-model of PS iff

VfeA fePFg(®) = AETf
feQFy = AE,f
O

The following proposition establishes the p-model property to be equivalent to the x-
model property.
Proposition 4.3.23 The p-model property is equivalent to the x-model property

Let PS = (X, A) be a polymorphic specification. Let A be a polymorphic Y-algebra.
A is a p-model of PS iff A is an x-model of PS
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The last proposition is of major importance. It shows that the semantics of a specification
defined by its principal sort derivation coincides with the semantics defined by all possible
sort derivations. As a consequence, we can use a principal sort derivation to derive
theorems of a polymorphic specification, without losing completeness.

Moreover, we can proceed as follows to define the semantics of a polymorphic specifica-
tion: We give an algorithm to compute a principal sort derivation for a given specification.
Afterwards, we translate the principal sort derivation to a fully sorted specification of
an extended specification language. This language must in addition provide a mecha-
nism to instantiate polymorphic identifiers explicitly. It is easy to define a semantics for
the extended specification language because this specification contains all sort informa-
tion needed. We then can define the semantics of a polymorphic specification to be the
semantics of its translated principal sort derivation.

This method was used to define the semantics of the specification language SPECTRUM.
The sort system of SPECTRUM is only a special case of our polymorphic sort system.
Hence, Prop. 4.3.23 can also be applied to that sort system. As a consequence, we now
know that this method was adequate because semantically all possible sort derivations
of a specification have been taken into consideration.
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Chapter 5

Sort Inference for Polymorphic
Specifications

In Chapter 3 we defined the syntax of our specification language. Besides a context-free
syntax we gave inference rules describing the sort system of our language. A formula
is only well-sorted if there exists a sort derivation for the formula using these inference
rules. To test whether a given formula is well-sorted we have to construct such a sort
derivation. The rules in Def. 3.2.7 and 3.2.9, however, were only designed to define the
set of well-formed terms and formulae. They cannot be directly executed to test the well-
formedness of a given formula. The entailment relation F was used to impose further
restrictions on well-formed formulae. The rules defining the relation - are not suited for
direct execution, either.

In this chapter we investigate the implementation of our sort system. In particular we
give an algorithm testing whether a given formula is well-formed. The algorithm is split
into two parts, a sort inference algorithm, and a resolution algorithm.

1. The sort inference algorithm implements the calculi defining the relations > for
terms and formulae. It is based upon an algorithm by M. P. Jones extending
Milner’s sort inference algorithm W to support qualified sorts.

2. The resolution algorithm implements the calculus defining the entailment relation
 for sort clauses. The algorithm is based on SLD-resolution.

Section 5.1 gives an introduction to unification, which is a central component of both
the sort inference algorithm and the resolution algorithm.

In Section 5.2 we present sort inference algorithms for terms, non-qualified formulae,
and qualified formulae. The algorithms not only test whether a given term or formula is
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well-formed but in addition yield a derivation tree for the terms and formulae. We show
the soundness and completeness of the algorithms with respect to the inference calculi.

In Section 5.3 the implementation of the entailment calculus is investigated. Based on
unification we present a resolution calculus and show its soundness and completeness
with respect to the entailment calculus. We give a resolution refutation algorithm im-
plementing the resolution calculus and show its soundness and completeness.

Based on the results from Section 5.2 and Section 5.3 we present an algorithm in Section
5.4 testing the well-formedness of polymorphic specifications. We show that this algo-
rithm is sound and complete with respect to the concept of well-formedness defined in
Section 3.

In Section 5.5 we show that the sort derivations computed by the sort inference algorithms
are principal sort derivations.

In Section 5.6 the semi-decidability of the sort system is discussed. Finally, Section 5.7
describes a concrete implementation of the sort system.

5.1 Unification

The goal of unification is to unify two (or more) expressions, i.e. to make the expres-
sions syntactically identical. This can be achieved by some consistent substitution of
expressions for variables.

There are algorithms for deciding whether two expressions are unifiable. The original one
was given by Robinson in 1965 [Rob65]. His original motivation for describing unification
was its role in resolution theorem proving. His work provided the conceptual basis for
logic programming languages.

Another important use of unification can be found in sort inference. Hindley [Hin69] was
the first one to recognize this. He used the results of Robinson to show the existence of
principal types in combinatory logic. Milner [Mil78] rediscovered many of his ideas in the
context of functional programming languages and used unification in the type inference
algorithm for ML. Meanwhile specific kinds of unification theories were used in different
type inference algorithms. For example, in [NS91] a type inference algorithm for a
Haskell-like language based on order-sorted unification was presented. In our framework
both the sort inference algorithm and the resolution algorithm are based on unification
of sort terms. Sort terms themselves are untyped, i.e. they do not belong to some kind
of meta sort. Furthermore, sort terms are first-order terms. There is no A-abstraction
in sort terms, and all sort variables are first order variables, i.e. they can only represent
basic sorts. Thus, we can use the simple unification theory developed by Robinson.



5.2 Sort Inference 99

The core languages used in [Mil78] and [Jon92] do not allow one to write explicit sort
annotations. In the framework of axiomatic specification language, however, explicit sort
annotations are essential. These annotations may contain sort variables. Those variables
may not be specialized by the sort inference or the resolution algorithm. They are treated
as constants. Conversely, only the sort variables introduced by the algorithm may be
specialized by unification. Therefore, we introduce a set of sort variables UV C ® called
unification variables. We assume that UV is disjunct to the set of sort variables explicitly
used in formulae. Unification is then defined with respect to a set of unification variables
UV in the following way:

Definition 5.1.1 Unifier with respect to a set of variables UV

Let 71 and 75 be sort terms from Tq(®P), and let UV C @ be a set of unification variables.
A substitution o is called a unifier of 7 and 7 w.r.t. UV iff

o(m) =0(r) and Va € @\ UV. o(a) =«

o is called a most general unifier for m and 7o w.r.t. UV iff for every unifier p of 7 and
To there exists a substitution o’ such that p = ¢’c. A unifier of two atomic sort formulae
Aj and A, from AFq(®) is defined analogously. O

The following proposition shown by Robinson [Rob65] establishes the existence of a
unification algorithm.

Proposition 5.1.1 Unification

There is a unification algorithm whose input is a pair of sort terms 7 and 75, respectively
a pair of atomic sort formula A; and A,, such that either:

e the algorithm fails and there are no unifiers for 7 and 7, respectively A; and A,
or

e the algorithm succeeds with the most general unifier as result.

In the following, such a unification algorithm is denoted by mgu. O

5.2 Sort Inference

The algorithm presented in this section originates from the sort inference algorithm W
(well-typing algorithm) by Milner [Mil78]. Originally W was introduced to prove the well-
typedness of terms of a simple functional language providing parametric polymorphism.
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It was first used in the LCF meta language ML. Since then variants and extensions of
W were used in numerous type checkers for different functional languages. Jones [Jon92]
extended the algorithm to support qualified types. In addition to W his algorithm
computes a sort predicate assumption necessary for well typedness. This is done by
collecting the qualifying sort predicates of the applied polymorphic functions. Thus,
the algorithm is independent of the underlying entailment relation . Proofs w.r.t. the
entailment relation F, necessary to establish well-formedness, can be performed in a
separate step.

The algorithms described in this section are extensions of Jones algorithm W. Because
we strictly separate the formula layer from the term layer, we use different sort inference
algorithms for terms and formulae. The sort inference algorithm for terms is described in
Section 5.2.1. In Section 5.2.2, and Section 5.2.3, respectively, we discuss sort inference
for non-qualified, and qualified formulae, respectively.

5.2.1 Sort Inference for Terms

This section describes sort inference for terms. In contrast to [Jon92] our term language
includes explicitly sorted A-abstraction and sort constrained terms. Thus, we add two
cases to the algorithm W presented in [Jon92] to support these explicit sort annotations.
Furthermore, we use two different assumptions to distinguish variables from identifiers
of the signature. Usually algorithm W is only used to test the well-sortedness of a term.
If a term is well-sorted, W results in a valid sort term for the given term as well as the
necessary sort predicate assumption. However, we will also use the algorithm to define
the semantics of polymorphic specifications. Thus, in addition, W yields a sort derivation
for the given term. We will later prove this computed derivation tree to be a principal
derivation for the term.

Definition 5.2.1 Sort inference algorithm W

We describe the algorithm in an almost! functional style as the function W (F,T,¢e) =
(A, 0,7, D) defined in Fig. 5.1 where?:

e F € <id> — Tg are object identifiers declared in a signature
o ' € <war> — Tq(®P) is a variable assumption

e ¢ € PTqo(®) is the pre-term to be checked

LA full functional definition would require a formal treatment of “new variable from UV?”.
2The extended substitution o is defined in Def. 4.3.7.
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A C AFq(®) is the computed sort predicate assumption

o€ P — Tq(P) is a variable substitution

7 € Tq(®) is the inferred sort for e
e D is a sort derivation for e
O

The algorithm W is recursively defined on the term structure. The judgement calculus
given in 3.2.7 being syntax-directed, each case of function W corresponds to exactly one
calculus rule. Algorithm W fails if

e [ does not contain an object identifier occurring in the term e, or
e [' does not contain a variable occurring free in the term e, or
e a call of the unification function mgu fails.

We now show the soundness of W with respect to the term judgement >. We must prove
that there always exists a sort derivation for a given term if algorithm W terminates
successfully for the term. Furthermore, we must show the computed derivation tree to
be indeed a sort derivation for the term.

Proposition 5.2.1 Sort inference algorithm W is sound w.r.t. >

Let ¥ = (S, P, F') be a polymorphic signature. Let I be a variable assumption, and let
e be a pre-term. If
W(F,T'ye) = (A,o,7,D)

then
1. Va g UV. o(a) = «

2. Ao pyenT

3. D is a sort derivation ending with A,o([) >y e 7
a

Note that successful termination of algorithm W does not prove the well-formedness of
the examined term. In addition we must show that @ F,, A N AFq(0) (see Def. 3.2.8).
In Section 5.3.2 we will present an algorithm testing the membership in the relation F .

Apart from soundness we also show the completeness of W with respect to the term
judgement >. We prove that algorithm W always terminates successfully for a given
term if there exists a sort derivation for the term. Furthermore, the sort derivation is
always an instance of the computed derivation tree. Formally:
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W(F,T,z)

W(E,T,c)

W(F,T,¢)

W(F, F, €1 62)

W(F,T, \z.e;)

W(F,T, \t:19.€1)

W(F,T,ey:T)

(0,,T(x)

"0, >y D) (var))

(0,2, Fle), 0, Ty c:: F(c) (id))
where F(c) € Tq(0)

([6”/&n]Am’ & [ﬁn/&n]i[ﬁn/an]A—m, FI>E C:: [ﬁn/an]T
where F(c) =T, Ay = 7

(polyid))

E are new variables from UV

(U,O'2)u(A2)(D1) uuag(Al)(DQ) R
A, uoyo (I)>x erey = ula) (= E))

where (Ay,01,7,D1) =W(F,T,e)
(A27027T27D2) = W(R UI(F)762)

u = mgu(oy(71), 79 — @)

(A, uoyoy, u(a),

« is a new variable from UV
A= U(O'Q(Al) U AQ)

(Ano1,01(0) = 1.yt (— L)

>y Ar.ep o) — 7
where (A, 01,7,D1) = W(F,T.2:,e1)

« 1s a new variable from UV

Dy
(A1,00,7m =7, Ay, o1 (T) by AviTge) 1y — 74 (= 1))

where (A, 01,7,D1) = W(F,[.x:1, 1)
U@(Dl)
u(Al),ual(F) >y e:iT T

where (A170—177—17D1) = W(F,F,el)

uw = mgu(,T)

(uw(Ay), uoq, T,

(constrained))

Figure 5.1: Sort inference algorithm W
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Proposition 5.2.2 Sort inference algorithm W is complete w.r.t. >

Let ¥ = ((Q2,SA), P,F) be a polymorphic signature. Let I" be a variable assumption,
and let e be a pre-term. If there exists a sort derivation A’,o'(I") Vy e :: 7/ such that
Va g UV : o'(a) = a then

W(F,Tye) = (A,o,7,(A,0(T) >y e 7))
and there exists a substitution p such that

Va g UV.pla) =«
p(A) C A
o'(l') = po(I)
Ao () Vet <P Ajo(l') Ve e T

5.2.2 Sort Inference for Non-Qualified Formulae

In this section we extend the sort inference algorithm to non-qualified formulae. The
algorithm is based on function W testing the well-formedness of a term. We need an
additional parameter for the predicate context. Furthermore, the inference of a sort
lapses because formulae always yield a truth value as result.

Definition 5.2.2 Sort inference algorithm V

Again we describe the algorithm in an almost functional style as the function
V(P,F,T,f)=(A,0,D)

defined in Fig. 5.2 where:

o P e <id> — Tq are predicate identifiers declared in a signature
o [ € PFo(®) is the formula to be checked

e F.T")A, 0 and D have the same meaning as in Def. 5.2.1.

O

Algorithm V' is recursively defined on the structure of formulae. Because the judgement
calculus given in Def. 3.2.9 is syntax-directed each case of function V corresponds to
exactly one calculus rule. Algorithm V fails if

3The extended substitution o is defined in Def. 4.3.8.
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V(P,F,T',p) (0, e, ITo0p (const))
where P(p)=¢
D
V(P.ET,pe) (W), 0, rxTHEL— (appl)
where P(p) € Tqo(0
(A,o,7,D) =W (F,T,e)
u=mgu(P(p), 1)
[ﬁn/an Am(
V(P’ F’ F,p 6) (A,UO', A U(F) >y pe (p ppl))
where P(p) =Ila,. A, =7
(A" o, 7', D) =W(F,Te)
u = mgu([fn/ |7, )
A = u([B/an]An UA")
3, are new variables from UV
D .
V(P, F,T',Va.f) (A, o, Ao(T) oy Ve f (univ,))

V(P,F,T\Va:1.f)

V(P F,I',~f)

V(PvFvvalva)

where (A,0,D)=V(P,F.T .z, f)

« 1s a new variable from UV

D .
(B0, A, o(T) >y Yaour.f (univs))

where (A,0,D)=V(P,F.T.x:7,f)
- (not))
V(P,F,T, f)

024, (Dl) 502(A1)(D2) (07,))
02 (A1) Uy, 0901(F) > f1V fo
where (Ay,0q,D,)=V(P,F,T, f1)
(AQ,O’Q,DQ) = V(P, F, Ul(F),fQ)

D
(&0, X5

where (A,0,D) =

(02(A1) U Ay, 0307,

Figure 5.2: Sort inference algorithm V'
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P does not contain a predicate identifier occurring in the formula f or

e a non-constant predicate identifier is not applied to a term or

a constant predicate identifier is applied to a term or

a call of the unification function mgu fails or
e a call of function W fails.

The following proposition establishes the soundness of algorithm V with respect to the
formula judgement >.

Proposition 5.2.3 Sort inference algorithm V is sound w.r.t. >

Let ¥ = (S, P, F') be a polymorphic signature. Let I be a variable assumption, and let
f be a pre-formula. If
V(P,F\T, f)=(A,0,D)
then
Ao >y f
and D is a sort derivation ending with A, o(I") >y f.

Proof: We omit the proof because it is only a variation of the soundness proof of al-
gorithm W. From the point of view of sort inference there is no fundamental difference
between terms and formulae. Predicates are handled like functions and the universal
quantifier is handled like the A-abstraction. Furthermore, the logical connectives — and
V can be seen as special identifiers applied to formulae. O

Again, successful termination of algorithm V' does not prove the well-formedness of the
examined formula. It remains to prove that 0 F,, A N AFq(0). We now extend the
completeness proposition of algorithm W to V.

Proposition 5.2.4 Sort inference algorithm V is complete w.r.t. >

Let ¥ = ((Q2,SA), P,F) be a polymorphic signature. Let I' be a variable assumption,
and let f be a pre-formula. If there exists a sort derivation A’,¢'(I') Vg f such that
Va ¢ UV. ¢'(a) = « then

V(P,F\T', f)=(A,0,(A,0(T) Vs f))
and there exists a substitution p such that

Va g UV.pla) =«
p(A) € A
o'(l') = po(I)
AI,O'I(F) Vg f Sp A,O'(F) Vg f

Proof: For the same reason as in Prop. 5.2.3 we omit the proof in this thesis. O
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5.2.3 Sort Inference for Qualified Formulae

A qualified formula consists of a formula and a sort predicate context. In this section
we extend the sort inference algorithm V to handle this explicit context. In earlier
chapters we defined two different judgements for qualified formulae. Both judgements
were proven to be well-formedness equivalent. However, because only the extended
judgement >’ enables principal sort derivations and because we want to use our sort
inference algorithm to define the semantics of a specification, we give an implementation
of the extended judgement >’. For a qualified formula Va,.A4,, = f it allows any
assumption A to show the well-formedness of f for which we can prove:

Jdo: & — Tq(®) with o(;) = a;,1 <i < n such that
{Am} Fsa o(A)
In Section 5.3.2 we present a function resolve that computes such a substitution if there

exists any. Based on this function we can define the sort inference algorithm for qualified
formulae in the following way:

Definition 5.2.3 Sort inference algorithm U
The algorithm is described as function U(SA, P, F,qf) = (A, D) in Fig. 5.3 where:

e SA C Cq(®) is a set of sort axioms from a signature
o ¢f € QFy is the qualified formula to be checked

e P F,A and D have the same meaning as in Def. 5.2.2

USA, P FVa, A, =f) = (A,D)
where (A,0,Dy)=V(P,F,0,f)
o' = resolve(SA, {A,.},A)
_ D,
D = N S (ext.qual.)

Figure 5.3: Sort inference algorithm U
The following propositions establish the soundness and completeness of algorithm U with
respect to the extended qualified formula judgement >’.
Proposition 5.2.5 Sort inference algorithm U is sound w.r.t. >’

Let ¥ = ((Q2,SA), P, F) be a polymorphic signature, and let ¢f be a qualified formula.
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If USA, P F,qf)= (A, D) then A0 ok qf
and D is a sort derivation ending with A, >4 ¢f. O

Proposition 5.2.6 Sort inference algorithm U is complete w.r.t. >

Let ¥ = ((2,SA), P, F) be a polymorphic signature, and let ¢f be a qualified formula.
If there exists a sort derivation A’, () V'E qf then

1. USA,P,Fqf) = (A, (A0 Vy, qf)) and

2. ALV qf <ADVY qf

5.3 Resolution

To guarantee the well-formedness of a formula (or term) we must, after successful termi-
nation of V (or W), show that @ Fg4 A N AFq(0). As we saw in Section 5.2.3 showing
the well-formedness of qualified formulae requires an even more complicated entailment
proof. The calculus rules defining the relation F, however, are not suited for direct
execution. This section is concerned with the algorithmic treatment of the relation .
We omit all proofs since they can be found in the literature on logic programming,
e.g. [L1o87, Pad89]. In Section 5.3.1 we present a resolution calculus and Section 5.3.2
discusses the execution of this calculus.

5.3.1 Resolution Calculus

Derivations via the entailment calculus defined in Def. 3.1.11 proceed bottom-up from
the axioms and assumptions to the goal to be proved. From an operational point of view,
this approach leads to a completely intractable search space. Therefore, the calculus is
not appropriate to execute proofs automatically. For this purpose one should work top-
down from the goal to be proved by applying sort clauses backward. The resolution
principle due to Robinson [Rob65] embodies such an approach.

This principle can be used to prove the existence of a substitution ¢ for a set of atomic
formulae {A,, ..., A,,} such that 0(4;),1 <i < m is a logical consequence of some given
set, of clauses. From a logical point of view it must be shown

3041,...,Oén.A1/\.../\Am
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where @, are all variables occurring in the atomic formulae A,,. To prove this the
resolution procedure performs a refutation proof, i.e.

ﬁﬂal,...,an.Al/\.../\Am<:>V041,...,04n.—u41\/...\/—|Am\/false

is assumed. The resolution procedure tries to refute this assumption, called the goal, by
eliminating all - A;. If it is successful it has proved the existence of a substitution ¢ such
that o(A4;), 1 <i < m is a logical consequence of some given clauses. Moreover, the res-
olution procedure is constructive, i.e. it yields such a substitution as result. Conversely,
if there exists no refutation then it has been proved that there exists no substitution o
such that o(A;) is a logical consequence of the clauses.

There are many different kinds of resolution inference rules used to find a refutation.
We use an extension of the well-known SLD-resolution rule. SLD-resolution stands for
linear resolution with selection function for definite clauses. A clause is called definite
if the head consists of exactly one atomic formula. This is correct for sort clauses.
Informally the SLD-resolution rule selects one atom from the goal, unifies it with the
head of the clause and replaces that atom by the instantiated body of the clause. Thus,
the SLD-resolution rule is an inversion of the rule (mp) given in Def. 3.1.11.

The rule (mp) allows an arbitrary instantiation of the sort clauses from the sort specifi-
cation. The sort variables occurring in these clauses are implicitly universally quantified.
To avoid unintentional bindings the resolution rule must therefore replace all sort vari-
ables in a sort clause by new sort variables before unifying the head with an atom from
the goal. In the definition below we use a function new to carry out this substitution.

In addition to the usual SLD-resolution rule we need a further resolution rule to han-
dle the rule (assumption) of the calculus defining the entailment relation . This rule
does not instantiate the atomic sort formulae from the assumption. The sort variables
occurring in the assumption are not implicitly universally quantified. Therefore, we do
not need the function new in the corresponding resolution rule. The following resolu-
tion calculus incorporates both resolution rules. Note that we diverge from classical
presentations by not restricting the unifier in both rules to the most general one.

Definition 5.3.1 Resolution inference relation F*

A resolution inference relation F* C ((P(AFq(®)) x (UV — Tq(®)))x P(Cq)(®))x
P(AFq(®)) x (P(AFq(®)) x (UV — Tq(®))) is a set of tuples ((G,0),SA, A, (G, 0"))

where:

e SA and A have the same meaning as in Def. 3.1.11

e GG and G’ are sets of atomic sort formulae called goals
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e o and ¢’ are sort variable substitutions defined on unification variables.

We write (G, o), (G, 0') instead of ((G,0),SA, A, (G',¢")) € F* and read it as “(G, o)

SA, A

is resolved into (G',0’) with respect to SA and A”. (G,0)Fg, (G’ ¢’) iff there exists
a finite proof sequence, called resolution derivation, using the inference rules below that

starts with (G, o) and ends with (G', o').

(GU{A},0) PeA
(u(@), uo) (455) { Ju e UV — Tqo(®).u(A) =P

CeSA
(SLD)4 Bi,...,B, = H = new(C)
Ju e UV — Tq(®).u(A) = u(H)

(GU{A} o)
(u(GU{By,...,B,}),uo)

In resolution terminology, A is called the selected atom and u(G) respectively u(G U
{Bi,...,B,})is called resolvent. If (G,e) 5, , (0,0) then G is called resolution refutable
(with respect to SA and A). A corresponding resolution derivation is called a resolution
refutation of G (with respect to SA and A). The substitution o is called a solution of G.

|

We now show the soundness and completeness of the resolution inference relation. In
contrast to classical introductions (see e.g. [L1o87]) we do not relate the relation to a
model-theoretic level, but compare it directly with the entailment relation defined in
Def. 3.1.11. But before proving the soundness we show an example for a resolution
refutation.

Example 5.3.1 Resolution refutation

In Ex. 3.1.5 we gave a proof tree showing that the sort predicate assumption {PO(/3)}
entails EQ() with respect to the sort axioms SA given in Ex. 3.1.3. The resolution
refutation in Fig. 5.4 shows that the goal EQ(/3) is also resolution refutable with respect
to the assumption {PO(3)} and the sort axioms SA. O

(EQ(3),¢)
(PO(R), [B/d] =)
(0,[3/a] <)

C € SA, new(C) = PO(a) = EQ(a)
[6/a] (EQ(5)) = [5/a] (EQ(@)) { PO(B) € {PO(A)}
£(PO(A)) =PO(H)

(SLD) {
(ASS)

Figure 5.4: Resolution refutation of EQ(/3)
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Proposition 5.3.1 Soundness and completeness of F* w.r.t. F

Let SA C Cq(®) be a set of clauses. Let A C AFo(®) and G C AFq(®) be two sets of
atomic sort formulae.

1. The resolution inference relation F* is sound with respect to the entailment relation
F, ie.
if (G,e) ks, o (0,0) then A Fgu o(G).

SA, A

2. The resolution inference relation F* is complete with respect to the entailment
relation | i.e.
if Ak, o(G@) then (G,e) Fs, . (0,0)

SA,A
Proof: For a proof see [Pad89]. O

Note that the completeness statement is only an inversion of the soundness statement. In
classical presentations using a most general unifier in the resolution rule, the statement of
completeness is more involved because the answer substitution is always a most general
solution.

5.3.2 Resolution Refutation Algorithm

In the last section we defined the resolution inference relation % and showed that it
is sound and complete with respect to the entailment relation . Now we provide an
algorithm proving whether a given goal G is refutable, i.e. whether there exists some
substitution o such that (G, <) F;, ., (0,0). The inference rules (ASS) and (SLD) defining
the relation F* are nearly algorithmic. However, they contain three non-deterministic

choices:

1. They do not fix which clause from the goal should be the selected atom.
2. They do not fix the unifier u.

3. They do not fix which clause from S A respectively which atomic sort formula from
A should be used. It may even happen that both calculus rules can be applied in
the next step.

The first non-determinism can be removed by choosing a so-called computation rule.
This rule is used to select an atom in a resolution derivation. Now the question arises,
whether the choice of a computation rule influences the completeness of the resolution
algorithm. Fortunately, the following independence proposition holds (see [L1o87] for a
proof):



5.3 Resolution 111

Proposition 5.3.2 Independence of the computation rule

If (G,e) Fs, o (0,0) then for any computation rule C (G, e) Far , (0,0") for some o’

SA,A SA,A
and o is equivalent to ¢’ up to sort variable renaming. O

The relation " is equivalent to F* except that computation rule C is used to select an
atom from the goal. This is an important proposition. It enables us to fix an arbitrary
computation rule to find a refutation of a given goal. If the goal is refutable we will
always find a refutation using this rule. Therefore, this non-determinism is sometimes
called “don’t care” non-determinism. In most logic programming systems simply the
first atom of the goal is selected?.

The second non-determinism can be removed by choosing a particular unification al-
gorithm. However, in contrast to the computation rule we cannot choose an arbitrary
unification algorithm without losing completeness of F*. Only for the unification al-
gorithm mgu, which computes a most general unifier, we can establish the following
completeness property.

Proposition 5.3.3 Mqgu preserves completeness

If (G,e) o, (0,0) then (G,e) o™ (0, 0") for some ¢’ and there exists a substitution

SA, A SA,A

p such that o = po’. O

The relation """ is equivalent to F* except that the substitution u of rule (ASS) and
(SLD) is computed by mgu.

Unfortunately we cannot establish a similar proposition for the third non-determinism.
There exists no rule choosing a clause such that a resolution derivation using this rule
always leads to a refutation for a refutable goal. Thus, this non-determinism is sometimes
called “don’t know” non-determinism. We need a search rule which helps us to find a
refutation for a given goal. The search space is a certain kind of tree, called resolution
tree.

Definition 5.3.2 Resolution tree

A tree is called a resolution tree for a goal G and a substitution ¢ iff the tree has the
following properties:

e The root node is (G, o).

o If G = () the node has no subtrees.

4In an implementation lists instead of sets are used for goals.
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e Otherwise, let A € GG be the selected atom chosen by some computation rule. Then
for each clause C' € SA and for each sort predicate assumption P € A, such that
rule (SLD) respectively (ASS) can be applied resulting in (G’,uc), where u is a
most general unifier computed by mgu, the root has a resolution subtree for G’ and
uo.

O

Each branch of a resolution tree for a goal GG and a substitution ¢ is a resolution derivation
for (G,0). The tree can contain finite as well as infinite branches. Finite branches
corresponding to refutations are called refutation branches. All other finite branches are
called failure branches. The problem is now to find a refutation branch in the resolution
tree. A search rule is a strategy for searching resolution trees to find refutation branches.
From a theoretical point of view we are interested in a complete refutation algorithm,
i.e. the algorithm should always find a refutation for a given goal if the goal is refutable.
This can only be achieved with a so-called fair search rule which guarantees that each
node of the search tree is visited. Because of efficiency considerations most current
PROLOG systems employ a depth-first search rule. For infinite resolution trees, however,
this search rule is not fair. Thus, in these systems there is a discrepancy between the
declarative and the procedural semantics of the Horn-clause logic. Fair search rules must
have a breadth-first component. We now define a simple resolution refutation algorithm
with a breadth-first search rule.

Definition 5.3.3 Resolution refutation algorithm resolve

The algorithm is described in Fig. 5.5 as function resolve (SA, A, G) = o where:

o SA € List(Cq(®)) is a list of sort axioms from a signature
o A € List(AFq(®)) is a list of atomic sort formulae
e GG C AFq(®) is the goal to be refuted

e 0 c UV — Tq(®P) is the computed sort variable substitution

Instead of sets we use lists for the parameters SA and A. In the algorithm we use the
constructor [| for the empty list, [x] for the list consisting of the element x and z : s
for the list with the first element x and the rest xs. The infix operation ++ is used to
concatenate lists. O

The function resolve is based on a function solve which puts up the resolution tree for
the given goal layer by layer until a refutation is reached. The function ass applies the
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resolve(SA, A, G) = solve([(G,)])

where
solve(]]) = fail
solve((0,0) : rest) = o
solve((G, o) : rest) = solve(rest ++ children)
where

children = ass(comp_rule(G),A) ++
sld(comp_rule(G), new(SA))
ass(A,[)) =]
ass(A, P: Aneg) =
case mgu(A,P) of
uw— (w(G\ {A}),uo) : ass(A, Avest)
fail — ass(A, Avest)
sld(A, []) =]
sld(A,(By,...,B,) = H): SA..q) =
case mgu(A, H) of
w— (W((G\{A}) U{By,...,Bn}),uc) : sld(A, SAest)
fail — sld(A, SArest)

Figure 5.5: Algorithm resolve

inference rule (ASS) for each assumption that can be unified with the selected atom

using mgu. The function sld applies the inference rule (SLD) for each sort clause, the
head of which can be unified with the selected atom using mgu. Selection is done by the

computation rule comp_rule. Both ass and sld yield a list of all possible resolvents of a

subgoal.

Because the function resolve implements a breadth-first search rule the following propo-

sition holds:
Proposition 5.3.4 Soundness and completeness of resolve

Let SA be a set of sort clauses. Let A and G be sets of atomic sort formulae.

1. The resolution refutation algorithm resolve is sound with respect to the resolution

inference relation F", i.e.

if resolve(SA,A,G) =0 then (G,s)ks, o (0,0).

SA,A
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2. The resolution refutation algorithm resolve is complete with respect to the resolu-
tion inference relation F*, i.e.

if (G,e) F"

SA, A

(0,0) then resolve(SA,A,G) =o'
(|

Because we are only interested whether there exists a refutation our algorithm resolve
terminates with the computed substitution after having found the first refutation. Thus,
we can only show a weak completeness proposition. The algorithm does not find ev-
ery refutation in the tree. Algorithms used in logic programming systems allow the
continuation of the search in the resolution tree for further refutations.

5.4 Well-formed Polymorphic Specifications

Based on the sort inference algorithms U and V and the resolution refutation algorithm
resolve we now give a function testing the well-formedness of a polymorphic specification.
For it, we must check whether all axioms of the specification are closed and well-formed.
An axiom can be a non-qualified or a qualified formula. In both cases we must show that
there exists a sort derivation under the empty variable assumption. This can be shown
with the help of the following function.

Definition 5.4.1 Analyzing algorithm analyze_ax

Function analyze_ax(SA, P, F, f) defined in Fig. 5.6 tests the well-formedness of a non-
qualified formula f or a qualified formula ¢f. SA, P, F have the same meaning as in Def.
5.2.3. O

In the case of a qualified formula the algorithm simply tests whether the sort inference
algorithm U terminates successfully or fails. In the case of a non-qualified formula the
same is done with sort inference algorithm V. However, if V terminates successfully,
yielding a sort predicate assumption, we must in addition prove the closed atomic sort
formulae of the computed assumption. This proof is performed by the function resolve.
The formula to be tested is only well-formed if function resolve terminates successfully.
For qualified formulae this test is already performed by function U. The following propo-
sition establishes the soundness and completeness of analyze_ax.

Proposition 5.4.1 Algorithm analyze_ax is sound and complete

Let ¥ = ((,SA), P, F) be a polymorphic signature and f € PFy(®) U QFy be an
arbitrary formula.
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analyze_ax(SA, P, F, f) =
case V(P,F,0,f) of
fail —  non well-formed
(A,0,D) — case resolve(SA,0,ANAFq(())
fail —  non well-formed

o —  well-formed

analyze_ax(SA, P, F,qf) =
case U(SA,P F,qf) of

fail —  non well-formed

(A,0,D) —  well-formed

of

Figure 5.6: Algorithm analyze_ax
1. Algorithm analyze_az is sound, i.e.
analyze_ax(SA, P, F, f) = well-formed = f € SENy

2. Algorithm analyze_ax is complete, i.e.

f € SENy = analyze_az(SA, P, F, f) = well-formed

|

We now can test the well-formedness of a polymorphic specification with the following

function analyze_spec.

Definition 5.4.2 Analyze algorithm analyze_spec

Function analyze_spec(X, A) defined in Fig. 5.7 tests the well-formedness of a polymor-

phic specification, where ¥ and A have the same meaning as in Def. 5.4.1.

O

analyze_spec(((2,SA), P, F), A) =

non well-formed otherwise

{ well-formed if VfeA analyze_ax(SA, P, F, f)= well-formed

Figure 5.7: Algorithm analyze_spec

Proposition 5.4.2 Algorithm analyze_spec is sound and complete

Let (X, A) be a polymorphic specification. (3, A) is a well-formed polymorphic specifi-

cation iff analyze_spec(E, A) = well-formed.
Proof: Follows immediately from Prop. 5.4.1.

|
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5.5 Computing Principal Sort Derivations

In Section 4.3 we defined the notion of principal sort derivations for non-qualified and
qualified formulae. We asserted that there exists such a sort derivation for each formula.
In this section we want to prove this assertion by showing that V computes a principal
sort derivation for non-qualified formulae and that U computes a principal sort derivation
for qualified formulae.

Proposition 5.5.1 V computes a principal sort derivation

Let f € PFg(®) be a closed formula. If there exists a sort derivation for f then there
exists a principal sort derivation for f and V(P, F,0, f) = (A, 0, D) where D is a principal
sort, derivation for f. O

Proposition 5.5.2 U computes a principal sort derivation

Let qf € QFyx be a closed qualified formula. If there exists an extended sort derivation
for ¢f then there exists a principal extended sort derivation for ¢f and U(SA, P, F,qf) =
(A, D) where D is a principal extended sort derivation for ¢f.

|

Now the concept of p-satisfaction defined in Def. 4.3.5 and Def. 4.3.15 is well-defined.
We can use the sort derivation computed by V respectively U to define the satisfaction
of formulae. Furthermore, the sort derivation can be used to reason about properties in
a suitable proof system. However, because handling derivation trees in general causes
some problems it is much better to work with a textual representation of the derivation
tree.

The reason for defining the semantics of polymorphic specifications via sort derivations
were the missing sort annotations of bound variables and the missing instantiations of
polymorphic identifiers. The derivation tree contains all this information. A textual
representation of a sort derivation needs not to preserve the tree structure, but all the
computed sort information. Thus, we must extend our specification language with a syn-
tactic mechanism to explicitly instantiate polymorphic identifiers. We can then translate
the computed principal sort derivation of a given formula to an extended formula where
all bound variables are annotated by a sort expression and where all polymorphic iden-
tifiers are instantiated explicitly.

5.6 Decidability of Well-Formedness

A problem is called decidable if there exists an algorithm terminating with either true
or false for each instance of the problem. For practical purposes, we are interested in
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the question whether the well-formedness of polymorphic specifications is decidable, i.e.
whether there exists an effective algorithm terminating with ¢rue (meaning well-formed)
or false (meaning non well-formed) for each polymorphic specification. In Section 5.4
we presented a function analyze_spec testing the well-formedness of a specification. We
showed that this algorithm is sound with respect to the well-formedness defined in Sec-
tion 3.2, i.e. if the algorithm terminates with well-formed the examined specification is
well-formed. We could even show the completeness of the algorithm, i.e. if the exam-
ined specification is well-formed then the algorithm terminates with answer well-formed.
But what happens if the specification is not well-formed? Unfortunately, in that case
algorithm analyze_spec possibly may not terminate. Let us have a closer look at that
problem by analyzing the termination behavior of the component algorithms.

Proposition 5.6.1 Algorithm W and V terminate

For each finite P, F,I" and e algorithm W and V terminate successfully or fail.

Proof: From the form of the sort inference algorithms W and V it is clear that the
process of determining whether a given term or formula is well-formed under particular
assumptions P, F' and I terminates. Both functions are recursively defined on the struc-
ture of terms respectively formulae, i.e. in each recursive call the expression is dismantled
to subexpressions. Furthermore, the unification algorithm mgu used in W and V ter-
minates on finite structures as well as the lookup functions needed for the assumptions.

O

Thus, the reason for possible non-termination of analyze_spec can only be the function
resolve. This function is used to search for a refutation of a goal in a resolution tree
with possible infinite branches. If a resolution tree does not contain a refutation branch,
but contains an infinite branch the search process does not stop. It only stops if, as in
algorithm resolve, a fair search rule is used and if the resolution tree for the examined goal
contains at least one refutation branch. The non-termination of function resolve is not
because we used a “bad” algorithm to show the refutation of a goal. In fact, the problem
to show whether there exists a substitution o such that (G,¢) 5, , (9, 0) or whether no
such substitution exists is undecidable. The problem is, however, semi-decidable.

Proposition 5.6.2 " is semi-decidable

The existence of a substitution o such that (G, <) s, , (0,0) is semi-decidable, i.e. there
exists an algorithm that correctly outputs true if there exists such a substitution but may

fail to terminate in cases where false should be output.

Proof: It is easy to show that the resolution refutation algorithm resolve presented in
5.5 is such an algorithm if a substitution is interpreted as true and fa:l is interpreted as
false. By Prop. 5.3.4 we know that resolve is complete, i.e. it alway finds a refutation
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tree. The algorithm, however, does not terminate if the tree contains an infinite branch
but no refutation branch. O

The semi-decidability of F* propagates to the problem of deciding whether a given poly-
morphic specification is well-formed because this problem is based on the former one.

Proposition 5.6.3 Well-sortedness is semi-decidable

The question whether a given polymorphic specification is well-formed is semi-decidable.
That is, there exists an algorithm answering well-formed if the specification is well-formed
but may fail to terminate if the specification is non well-formed. O

The algorithm analyze_spec presented in Fig. 5.7 is such an algorithm. In Section 5.7 we
will deal with the practical consequences of the semi-decidability.

As already mentioned, the non-termination of algorithm resolve results from infinite
branches in the resolution tree. The problem of finding a refutation becomes decidable if
the resolution tree is finite. A sort specification that does not lead to infinite resolution
trees is called a decidable sort specification.

Thus, if we restrict the sort specification of polymorphic specifications to decidable ones
the problem of whether a given specification is well-formed becomes decidable. Moreover,
analyze_spec solves this problem. That means, if we apply analyze_spec to a specification
with a decidable sort specification the algorithm terminates with either well-formed or
non well-formed.

Infinite resolution trees arise from recursively defined sort predicates that can be ex-
panded infinitely many times. If all sort predicates are defined by recursion over the
structure of sort terms, we get a decidable sort specification.

In [Kae92] the decidability of a very similar entailment relation is investigated. Instead
of Horn clauses, rewrite rules are used to describe the properties of the sort predicates.
He establishes sufficient conditions for rewrite rules to guarantee the decidability of the
entailment relation. His results can be transferred to our approach.

The sort class system of Haskell or SPECTRUM enables only a very restricted specification
of class properties. Classes can be ordered by a (non-cyclic) subclass relation and sort
constructors can be specified to belong to a particular class if the parameters belong to
some class. If we translate such a sort class specification to an equivalent set of sort
clauses, as shown in Section 2.1, we get a decidable sort specification.

5.7 Concrete Implementation

If a problem is semi-decidable the corresponding decision function will terminate if the
answer is true, but may fail to terminate if the answer should be false. As long as the
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algorithm is running we can never say whether it will perhaps terminate successfully some
time or whether it will run forever. For practical reasons, however, we are interested
in an algorithm that always terminates. This can only be achieved if we force the
algorithm to terminate because of some additional restrictions. Most decision algorithms
will terminate for reasons of natural space restrictions, e.g. stack, heap or memory.
However, we prefer a controlled termination due to some artificial restrictions.

An obvious restriction is to limit the search depth in the resolution tree. If the maximal
search depth is reached the algorithm should terminate. Such an artificial termination
influences either the soundness or the completeness of the algorithm. Because we are
much more interested in the soundness of our algorithm than in completeness, the al-
gorithm must assume that there exists no refutation below the maximal search depth.
Thus, resolve must answer fail if it terminates due to the search depth. This behavior
preserves soundness but leads to incompleteness because there may exist a refutation be-
low the maximal search depth. The incompleteness of resolve propagates to analyze_spec.
Thus, analyze_spec will sometimes output non well-formed for a well-formed polymorphic
specification. However, and this is more important, it will never output well-formed if
the specification is non well-formed.

Losing the completeness of an algorithm is not really critical. In fact, many completeness
results for decision algorithms are only of theoretical interest because of the high com-
plexity of the algorithm. In practice, for big arguments they terminate irregularly with
messages like stack overflow or heap overflow though theoretically the algorithm should
terminate with true. This is a form of practical incompleteness. Experiences with an
implementation of the language PolySpec [Gam94| (described in Appendix B) showed
that the semi-decidable sort system of the language causes no problems in practice. The
implemented specification analyzer is parameterized with respect to the maximal search
depth. Furthermore, the implementation of resolve distinguishes between a proper fail-
ure and a failure because of the maximal search depth was reached. In addition, besides
much other information, the goal that failed to be refuted is displayed. If the refutation
failed because the maximal search depth was reached there are two possibilities. Either
the user recognizes that there indeed exists no refutation for the goal. Then he must
search for the error that led to the goal, correct it and start the analyzer again. Or the
user assumes that there must exist a refutation for this goal. Then he must start the
analyzer again using a bigger maximal search depth.

Note, however, that the semantics is only defined for well-formed polymorphic specifi-
cations. As long as the analyzer does not terminate with well-formed the specification
must be treated as not well-formed and thus has no defined semantics.
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Chapter 6

Polymorphism Revisited

In Chapter 1.2 we gave an informal introduction to the most common kinds of poly-
morphism. In this chapter we want to take a closer look at the semantical differences
between these concepts.

In general, polymorphic languages allow, in contrast to monomorphic languages, an ob-
ject not only to be of one sort but of many different ones. Strachey [Str67] distinguished,
informally, between ad-hoc polymorphism and parametric polymorphism. Cardelli and
Wegner [CW85] refined this classification into the structure displayed in Fig. 6.1.

The refined classification arises from the following considerations:

Parametric polymorphism is obtained when a function works uniformly on a possible
infinite range of sorts with a common sort structure. The common structure is
achieved by abstracting from sorts with the help of sort variables. Abstraction and
instantiation may be explicit or implicit.

Inclusion polymorphism provides a framework to capture the concept of implicit
subsorting. Sorts may be ordered by an inclusion relation. A supersort contains
all objects of its subsort. As in parametric polymorphism each function works
uniformly on all subsorts.

/ parametric
universal —
/ inclusion

\ / overloading
ad-hoc
\

polymorphism

coercion

Figure 6.1: Classification of polymorphism due to Cardelli and Wegner
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Overloading polymorphism allows to use one identifier to denote different semantic
objects. These objects need not be related in some way and thus may behave
differently.

Coercion polymorphism is based on an operation converting an argument to the sort
expected by a function.

The main distinction between universal and ad-hoc polymorphism is that in universal
polymorphism a polymorphic function works uniformly on all admissible sorts. These
sorts, sometimes infinite, are related in some way. An ad-hoc polymorphic function only
works on a finite set of unrelated sorts. Ad-hoc polymorphism is usually eliminated
by preprocessing the program and is not dealt with in the semantics. Thus in [CW85]
universal polymorphism is called true polymorphism whereas ad-hoc polymorphism is
called apparent polymorphism.

In the following sections we will point out differences between polymorphism as used in
programming languages and as used in axiomatic specification languages.

6.1 Hindley/Milner Polymorphism

Hindley /Milner polymorphism, as used in functional languages, is a kind of parametric
polymorphism. Polymorphic functions can only be defined by let-abstraction. Sort
abstraction as well as instantiation is done implicitly. Polymorphic functions obtained
by let-abstraction work uniformly on all instances. This is guaranteed by the purely
syntactic abstraction mechanism. Let us have a closer look at the let-mechanism. The
usual let-construct looks as follows!:

let f=-ei[f] in ey|f]

The identifier f may occur in e; as well as in e;. This is denoted by the brackets.
The identifier f is uniquely defined by expression e, called the body of f. Thus the
occurrences of f in e are defining occurrences. The occurrences of f in ey do not define
the function. We call these occurrences applied occurrences. By using a sort inference
algorithm that computes most general sorts for expressions it is guaranteed that the sort
of e is as abstract or polymorphic as possible.

Our axiomatic specification language does not provide a let-construct. There is no diffi-
culty to integrate such a mechanism into our framework. The let-construct is, however,
rarely used in axiomatic specifications. Thus it is more convenient not to integrate it

ISometimes the keyword letrec is used to indicate a recursive definition.



6.1 Hindley/Milner Polymorphism 123

into the core language but to expand let-defined identifiers by copying their bodies to
the application occurrences (see, e.g., Chapter 6.5 of [BFG193a]).

In our specification language polymorphic identifiers can only be introduced in the sig-
nature of a specification. The signature forms the counterpart of the let-construct. In
contrast to the let-construct, however, in the signature identifiers are only declared but
not defined. The definition takes place in the axioms by using an identifier. As a conse-
quence, in specifications we cannot distinguish between defining and applied occurrences
of an identifier. Each use of an identifier also defines the properties of the function
denoted by this identifier.

Therefore, in polymorphic specifications the uniform behaviour of polymorphic func-
tions cannot be guaranteed. A polymorphic function may work completely differently
on different sorts. Specification 6.2 shows a non-uniform usage of our Hindley/Milner
polymorphism.

We declare a polymorphic infix? identifier + and define it do behave as addition on
natural numbers and as concatenation on arbitrary lists. The function clearly does not
behave uniformly. Of course we have misused our polymorphism to model some kind of
ad-hoc polymorphism. However, syntactically we cannot prevent the user from writing
such specifications.

Uniform behaviour can only be achieved by a uniform axiomatization. For example,
the last axioms block of Specification 6.2 uniformly describes the polymorphic identi-
fier +: Ila. List(a) x List(a) — List(a). The axioms must hold for all possible
instances of this identifier.

Based on the classification given in the introductory part of this chapter our polymor-
phism is therefore not a kind of parametric polymorphism. Nevertheless it is not a kind
of overloading. Overloading is not dealt with in the semantics. It is eliminated by renam-
ing the different occurrences of the function. In our approach, in contrast, polymorphic
identifiers are handled in the semantics. In a polymorphic ¥-algebra a polymorphic value
is assigned to each polymorphic identifier of the signature ¥. If applied to a tuple of sorts
this value yields a monomorphic value. Therefore in the framework of axiomatic spec-
ification we prefer the notion “parametric polymorphism” though it does not coincide
with the classification given in [CW85].

In axiomatic specification languages we can then distinguish between two kinds of para-
metric polymorphism: ad-hoc polymorphism and uniform polymorphism. Function + of
Specification 6.2 is an example of ad-hoc polymorphism. If we restrict the function as
described above we get uniform polymorphism. More formally, a parametric polymor-
phic function is called uniformly polymorphic if the same properties hold for all instances

2Note that PolySpec does not really provide infix notation.
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sortpred CONTAINER:2;

fun +: Ila. o X a — «;

cons Nat;

fun O: Nat;
succ: Nat — Nat;

axioms x,y in

0 + x = x;
(succ x) + y = succ(x + y);
endaxioms

cons List:1;

fun [|: Ha. List(a);
append: Ila. a x List(a) — List(a);

axioms x,l,m in

[ +1=1;

append(x,1) + m = append(x,1 + m);
endaxioms

Specification 6.2: Non-uniform usage of Hindley /Milner polymorphism

of the function. Otherwise it is called ad-hoc polymorphic. This is a purely semantic
classification.

When developing functional programs all pure polymorphic functions, i.e. polymorphic
functions without qualifying sort predicates, should be specified to be uniformly poly-
morphic. Otherwise, the transition from the specification to the functional program
raises problems, since only uniformly defined functions can be implemented by a generic
code.

6.2 Sort Classes

The original motivation for the introduction of sort classes in Haskell was “to make ad-
hoc polymorphism less ad-hoc” [WB89]. And indeed, due to the classification given in the
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introductory part of this chapter, sort classes are not a kind of parametric polymorphism
but a kind of ad-hoc polymorphism. It is completely eliminated before run-time by using
so-called dictionaries (see, e.g., [HB89]).

In contrast to our approach, a Haskell sort class is not just a unary sort predicate. Each
sort class has in addition a set of so-called member functions. A member function is a
purely syntactic notion consisting of an identifier and its functionality. The sort variables
in the functionality are restricted by the sort class. For example the class EQ defined in
Specification 2.1 would be defined as follows in Haskell:
class EQ o where
eq: a X a — Bool

Function eq is the only member function of class EQ. In contrast to Specification 2.1,
Haskell does not allow one to specify the laws of the member function. Other functions
that are restricted by the class EQ are not member functions of EQ. Their definition is,
either directly or indirectly, based on the member function eq.

When instantiating a class with a particular sort in Haskell, the member functions must
be instantiated. That means, a concrete function must be provided for this sort. As a
consequence, the member functions are uniquely defined for this particular instance. All
other functions restricted by this class need not be instantiated. They are dynamically
instantiated by passing a dictionary containing the definitions of the particular member
functions.

In our approach there is no notion of a member function and thus no explicit instantiation
mechanism for these functions. Of course, e.g., function eq of Specification 2.1 can be
seen as a member function and by the axioms given in Specification 2.2 eq is implicitly
instantiated for sort Nat and List(a). But we do not provide an explicit mechanism.
In particular, a class can be instantiated without providing a specific definition for any
function. By specifying, e.g., EQ(Nat) we only demand that the function eq be applicable
to elements of sort Nat. Furthermore, the Nat-instance of eq must fulfill the general laws
of eq.

This very liberal view of sort classes allows one to write abstract requirement specifica-
tions. Member functions and concrete instances of member functions must, however, be
defined if some kind of executable design specification should be transferred to a Haskell
program. We argue that the treatment of member functions should be part of a develop-
ment method. Such a method step should also include a proof showing that each instance
of a member function fulfils the general laws of the function. A formal treatment of sort
classes with distinguished member functions and consistency preserving development of
theories is investigated in [Reg94].

As mentioned in Section 6.1 the Hindley/Milner polymorphism used in functional lan-
guages is a kind of parametric polymorphism: the behaviour of a polymorphic function
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does not depend on a specific instantiation. As a consequence, the operational semantics
of a functional program using Hindley/Milner polymorphism does not depend on the
way it is type checked. It can therefore be defined without taking the type informa-
tion inferred during type check into consideration. This property is known as coherence
[BTCGSS9].

The sort concept of Haskell is a kind of ad-hoc polymorphism: the member functions
of a class are instantiated with different functions for each sort. In classical overload-
ing approaches an overloaded identifier must be uniquely determined by its application
context. Ambiguously overloaded terms are rejected as not well-formed. For such terms
clearly the coherence property does not hold.

In polymorphic languages such as Haskell overloading resolution is complicated by the
presence of sort variables. A dictionary passing mechanism is used to resolve overloaded
identifiers at runtime. The operational semantics of a Haskell program is defined by
translating it, based on a principal sort derivation, to a functional program without ad-
hoc polymorphism. This translation should be well-defined, i.e. for a given principal sort
derivation the result of the translation should be uniquely determined. Unfortunately,
this does not hold in general. This problem is known as the coherence problem. As an
example consider the following class definition®:

class Parsable o where
parse: String — «

unparse: « — String
Then the expressions
unparse (parse “1237)

is ambiguous. The sort of the intermediate value, i.e. the result of parse “123”, is not
uniquely determined though the whole expression is uniquely of sort String. Because
parse and unparse may behave differently for different instantiations, the semantics of
this expression is not uniquely determined.

In [Blo92], [Jon92] and [Che95] sufficient conditions for expressions are defined that
guarantee coherence. In our approach, however, the coherence problem does not even
arise. We do not need any further conditions on expressions to ensure a well-defined
semantics. The reason is that we do not define an operational semantics for specifications
but only a declarative one. We will explain the difference in more detail. Fig. 6.3 shows
a principal sort derivation? for the expression given above where

3The example is taken from [Che95].
4For reasons of space the derivation tree is split into two parts.
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parse: [la. Parsable(a) = String — a;
unparse: [la. Parsable(a) = o — String;
“123”7: String;

are part of the signature X.

(id)

(= E)

olyid
(polyid) Parsable(a), >y “123” :: String

Parsable(a),>yparse “123” :: «

Parsable(a),fi>sparse :: String — «

olyid
(polyid) Parsable(a),>yparse “123” :: «

Parsable(a),)>yunparse (parse “123”) :: String

Parsable(a),>yunparse :: @« — String

(= E)

Figure 6.3: Principal sort derivation for unparse (parse “123”)

In Def. 4.2.3 we gave an interpretation function for sort derivations yielding a semantic
value. If we apply this interpretation function to the derivation tree given in Fig. 6.3 we
get a value in the interpretation of sort String. The interpretation, however, depends
on a variable assignment as well as on a sort variable assignment. In our example we
can ignore the variable assignment because the expression does not contain a variable.
Since the sort derivation contains the sort variable o the interpretation depends on the
value assigned to . Different assignments may lead to different semantic values.

From this point of view the coherence property also does not hold in our framework. But
this does not result from constraining sort variables by sort classes. The interpretation
may even yield different values if we omit the restricting sort predicate Parsable(a).
As well parse as unparse need not be defined uniformly (see Section 6.1).

Nevertheless, the notion of model of polymorphic specifications is well-defined. A spec-
ification comnsists of a set of closed formulae. We must therefore apply at least a sort
predicate p to our example expression. Suppose that p: String is a predicate in the
signature . Then

D
Parsable(a), )>yp(unparse (parse “1237))

(appl)

is a principal sort derivation for p(unparse (parse “123”)) where D is the derivation
tree displayed in Fig. 6.3. By Def. 4.2.6 the sort derivation is satisfied in an algebra if the
interpretation of the sort derivation yields true for all sort variable assignments satisfying
the sort predicate context Parsable(a). As a consequence, the satisfaction of a sort
derivation does not depend on a particular sort variable assignment. All sort variables
occurring in a sort derivation are treated as universally quantified at the outermost level
of a formula. Thus, to be valid in some algebra, predicate p must hold for all different
values occurring from different assignments to the sort variable a.
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Because of this property, our specification language allows even to specify the coherence
of parsing and unparsing a string. In Specification 6.4 the axiom states that parsing and
unparsing a string yields the original string again.

cons String;
sortpred Parsable:1;

fun parse: [la. Parsable(a) = String — a;
unparse: [la. Parsable(a) = o — String;

axioms x in

unparse(parse x) = X;

endaxioms

Specification 6.4: Specification of sort class Parsable

Note, that this must hold for all possible instances of function parse and unparse. Re-
gardless of which sort is chosen for the intermediate value, if we unparse the intermediate
value we get the original string back.

Although not relevant in the framework of axiomatic specification the coherence problem
must be paid attention to if translating an executable specification to a Haskell program.

6.3 Subsorting

Our notion of polymorphism allows only the modelling of an explicit subsorting concept.
Sorts cannot be specified to semantically overlap. A subsort mechanism can only be
achieved by explicitly constraining a sort variable in the sort term of a function. In Sec-
tion 2.2 a suitably specified binary sort predicate IS_A was used to model subsorting. In
addition we used a function coerce to specify the coincidence of IS_A-restricted functions
on common subsorts. Based on the classification given in the introductory part of this
chapter, we therefore cannot model inclusion polymorphism but some kind of coercion
polymorphism.

In the logical programming language OBJ [GWS88| subsorting is used to avoid partial
functions. Functions can be made total by restricting the parameter sort to an appro-
priate subsort. The predecessor function on natural numbers is an example of a partial
function because it is undefined on zero.
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The following signature shows how the predecessor function pred can be made total by
using an implicit subsorting concept:

cons PosNat; Nat;
PosNat C Nat;

fun succ: Nat — PosNat;

pred: PosNat — Nat;

In the signature above PosNat is the subsort of the positive natural numbers. The
signature allows us to apply the function succ repeatedly, e.g. succ(succ(0)). This
expression is well-sorted, because the subsort relation PosNat C Nat enables us to coerce
term succ(0) to sort Nat. If we look at the expression pred(pred(succ(succ(0)))) we
would expect that the evaluation yields the proper value 0. This term, however, is not
well-sorted, because the sort Nat of pred(succ(succ(0))) must be coerced to PosNat,
which is not possible in general.

In a programming language there is a simple solution to this problem. If a value of
sort, & must be coerced to a subsort 3 the compiler inserts a so-called retract function
r with functionality @ — (. This retract function yields a sort error at runtime, if
the coercion is not possible. The above example would be changed by the compiler to
pred(r(pred(succ(succ(0))))). So parts of the sort check are deferred to the run-
time of the program. The price one has to pay is the loss of the static sort system. But
retract functions keep the language strongly sorted, because at run-time all sort errors
are detected.

In non-executable specification languages, in contrast, there is no such simple solution
to this problem: if the specification cannot be executed, parts of the sort check cannot
be deferred to run-time. Thus, in non-executable languages a strong sort system must
be a static sort system. Furthermore, the problem was solved by using a partial function
r. But in the above example subsorting was introduced to avoid partial functions. As a
consequence, in a specification language the subsorting concept is not suitable to avoid
partial functions, and the specification language must itself provide partial functions.
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Chapter 7

Conclusion

In this chapter we finally review the results gained in this thesis. Furthermore, we give
an outline of future work in the area of polymorphic axiomatic specifications.

7.1 Summary of Contributions

In this thesis we have presented a novel polymorphic sort system for axiomatic speci-
fication languages. The sort system itself can be dynamically specified by a separate
specification language. This approach enables a flexible sort system that can be dynam-
ically adapted to different application areas. In particular, this sort system allows one to
model different notions of polymorphism. We have investigated the syntactic as well as
the semantic treatment of axiomatic specification languages based on such a sort system.

From the practical perspective, the main contribution of this thesis is the development
of a polymorphic axiomatic specification language the sort system of which

e can be dynamically adopted to specific application areas,
e restricts the user as little as possible in expressibility,

e allows problem-oriented specifications,

e allows one to write sort-free axioms,

e enables the detection of all errors with respect to the sort system by static specifi-
cation analysis,

e although only semi-decidable causes no problems in practice,
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e is intuitive and easy to understand because well-known specification concepts like
constants, predicates, and axioms are transferred to the sort level, and

e is well-suited for developing functional programs because it is oriented towards the
sort systems of functional programming languages.

From the theoretical perspective, the main contributions of this thesis are:

e The syntactic and semantic foundation of polymorphic specification languages.
e The formulation of a syntactic framework for two-level polymorphic specifications.
e A sort system based on qualified sorts that in addition to [Jon92]

— allows explicit sort annotations,
— allows explicit qualifying sort predicates and

— provides a general approach to specifying the properties of sort predicates.
e A formal interpretation for qualified sorts.
e The definition of two-level polymorphic algebras.

e A definition of model for polymorphic specifications that is neither based on an
algorithm nor on any notion of “principal sort”.

e The study of semantic relations between different sort derivations of a formula.

e A definition of model for polymorphic specifications based on a principal sort
derivation which is proven to be equivalent to the former one.

e An implementation of the sort system, based on a resolution prover. In particular
we provide an algorithm proving the well-formedness of polymorphic specifications
and computing principal sort derivations.

We have used a general first order logic to study our notion of polymorphism. The
results we gained in this thesis can be immediately transfered to syntactically richer and
logically more restricted languages. The results should, in principle, also be applicable
to higher order logic although we have not investigated this here.
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7.2 Future Work

7.2.1 Higher-Order Sort Variables

In [GN94] we have shown that Hindley/Milner polymorphism combined with sort classes
is powerful enough to model most of the classical examples for parameterized specifica-
tions. However, there are cases in which we want to abstract not only from one sort but
from a tuple of sorts. This is not possible in the language SPECTRUM of [GN94| but in
our approach by using n-ary sort predicates. There are also cases in which we want to
abstract not only from basic sorts but from n-ary sort constructors. A typical example
is a container structure with lists or trees as instances. In [GN94] we used a combination
of polymorphic and parameterized specification to abstract from a concrete container.
In our framework we can model the abstraction by using n-ary sort predicates. As the
following example demonstrates, the result is, however, neither easy to understand nor
problem oriented.

Let us assume we want to specify a function member testing the membership in an
arbitrary container structure. Specification 7.1' shows a solution based on a binary sort
predicate CONTAINER. The intended semantics behind CONTAINER(«,(3) is that [ is an
a-container.

sortpred CONTAINER:2;
fun member: Iloa,f.CONTAINER(«,3) = a X [ — Bool;

cons List:1;

Tree:1;

sortaxioms « in
CONTAINER(«,List(a));
CONTAINER(«,Tree(a));
endaxioms

Specification 7.1: Abstract member function

In the signature of function member we abstract from the elements as well as from the
container by using sort variables. By the qualifying sort predicate we try to ensure that
[ is an a-container. In the sort axioms we then specify List(a) and Tree(a) to be

!Note that the sort variable a in the functionality of the member function should further be restricted
by a predicate ensuring an equality function on a.
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a-containers. Thus, member can be used to test the membership in sets and trees. For
this rather simple example the abstraction mechanism seems to work quite well.

Let us look at a more complicated example. We want to define a more general version of
the well-known map function. This more general version applies an argument function to
all elements of a container and yields the corresponding container as result. Specification
7.2 shows the proceeding.

fun map: Ilo,3,v,0.CONTAINER(av,7) ,CONTAINER(/3,0)
= (a — ) — v — 0,

sortpred EQUAL_STRUCTURE:2;

fun map’: Ila,/,7,0.CONTAINER(«,vy), CONTAINER(S,0),
EQUAL_STRUCTURE(v,d8) = (o — ) — v — 0;

sortaxioms «,f in
EQUAL_STRUCTURE(List(«),List(());
EQUAL_STRUCTURE(Tree(«) ,Tree(/3));
endaxioms

sortpred MAP:4;
fun map’’: Ila,3,7,0. MAP(a,(,7,0) = (@ — 3) — v — 6;
sortaxioms «,f in

MAP(«, 3,List(a) ,List(/3));

MAP(«, 3 ,Tree(a) ,Tree(3));
endaxioms

Specification 7.2: Abstract map function

The functionality of map seems to be a natural approach to model the situation. Function
map takes a function from « to [ as an argument and yields a function from v to ¢ as
a result. By the qualifying sort predicates we achieve that v is an a-container and that
0 is a [-container. But this functionality does not fully describe the desired behaviour.
The sort variables v and 6 are not related. Thus, v and 6 can be instantiated by different
container structures. But map should only apply the argument function without changing
the container structure. In the case of the functionality of map’ we achieve this by using
an additional sort predicate EQUAL_STRUCTURE. In map’’ we instead use a four place sort
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predicate MAP to restrict the sort variables in a suitable way. But neither the functionality
of map’ nor the functionality of map’’ adequately describes the intended behaviour.

Abstraction from container structures is not possible in Haskell. Therefore, two ap-
proaches have been developed to overcome this deficiency. Chen [Che95] proposes an
extension of the Haskell type class concept called parametric type classes. Such classes
can have type parameters in addition to the placeholder variable which is always present
in a class declaration. The parametric type class relates the placeholder variable with
the type parameters. Although parametric type classes are syntactically different to our
approach, from a theoretical viewpoint they can be seen as restricted n-ary sort predi-
cates. As a consequence, they are able to express function member of the former example,
but, for the same reason as in our approach, fail to adequately model function map.

Another approach to model non-basic sort constructor abstraction are constructor classes
as proposed by Jones [Jon93b] and implemented in the functional language Gofer [Jon93a].
From a theoretical point of view a constructor class is a sort class over a higher order
sort variable. Thus, constructor classes allow one to directly abstract from a non-basic
sort constructor. To achieve a similar mechanism we must drop the restriction to first
order sort variables and allow higher order sort variables in sort terms.

The sort predicate CONTAINER is defined to be a predicate over a sort constructor by the
kind term x—x*. The asterisks denote the kind of all sorts. The arrow — denotes the
kind constructor constructing the set of all unary sort constructors®. Thus, we need a
third level to achieve abstraction from non-basic sort constructors.

In the functionality of map we now use a second order sort variable ¢ to abstract from a
concrete container. The sort variable is restricted by the sort predicate CONTAINER. The
relation between the sort of the argument function and the sort of the container elements
is now simply achieved by the sort variables «,, and [, respectively. The same container
structure is guaranteed by the sort variable .

In the axioms part we specify the general laws of the map function. By sort axiom
CONTAINER(List) we fix the sort constructor List to construct a container structure.
Therefore, map can be applied to list structures. In the last axioms block we define the
specific behaviour of the map function on lists. Of course, it has to be proven that the
List-instance of map satisfies the general laws specified in the first axioms block.

The results on the syntactic treatment of constructor classes gained in [Jon93b] can be
applied to our framework. However, work has to be done to integrate higher order sort
variables into our general entailment approach. In particular, we must use a resolution
prover handling higher order variables. Furthermore, the semantics gets more involved
and thus has to be revised carefully.

2Do not confuse the two different ways of using arrow —.
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sortpred CONTAINER: *x—x;
fun map: [lo,B3,p.CONTAINER(p) = (a — () — pla) — p(3);

axioms f, g in

map id = id;
comp(map f,map g) = map(comp(f,g));
endaxioms

cons List:1;
fun []:Tla. List(a);
append:Ila. o x List(a) — List(a);

sortaxioms in
CONTAINER(List);
endaxioms

axioms x, 1, f in

map £ [| = [[;
map f (append(x,l)) = append(f x,map f 1);

endaxioms

Specification 7.3: Abstract map function by higher order sort variable

7.2.2 Further Areas

Our approach only allows explicit subsorting. An interesting investigation would be
to integrate an implicit subsorting concept into our approach. The syntactic handling
of implicit subsorting raises no problems. However, the semantics has to be studied
carefully. A promising approach seems to be the integration of higher-order order-sorted
algebras, as proposed by Qian [Qia91], into our polymorphic algebras.

The syntactic framework used in this thesis only allows specifications “in the small”.
They are suited to describe small abstract data types. It is, however, more convenient
to build large and complex specifications in a structured way by combining and modi-
fying smaller specifications. Structuring can be achieved by using so-called specification
building operators which map a list of specifications into a result specification. Typi-
cal specification building operators are 4+ and rename combining two specifications and
renaming identifiers of a specification, respectively. An interesting direction for future
work is to extend the presented two-level framework by specification building operators
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and to study their semantics.

As already mentioned, polymorphic specifications are closely related with parameterized
specifications. In [GN94] it was shown that in many cases parameterized specifications
can be replaced by more elegant polymorphic ones. The sort class concept used in
[GN94], however, is not powerful enough to completely replace parameterized specifica-
tions. Furthermore, the comparison is rather informal, being based on examples. There-
fore, it would be interesting to compare our more expressive polymorphism approach
formally with classical parameterization.

A formal specification language only forms the basis for correctness-oriented program
development. In addition, a deduction calculus and a development methodology are
required. Both issues are not addressed in this thesis. However, our notion of poly-
morphism requires methodological support. As already mentioned in some examples,
the general laws of a polymorphic function have to be fulfilled by the specific instances.
Thus, each instance declaration should be accompanied by a proof.

Though the sort system of our specification language is oriented towards the sort systems
used in functional languages, the final transition from a specification to a functional
program requires further research. In particular, our approach does not distinguish
the member functions of a sort class. In Haskell or Gofer, however, these functions
are essentially associated with the class concept. In general, all aspects discussed in
Chapter 6 must be paid attention to when leaving the formal framework developed in
this thesis. Therefore, deduction as well as methodology are important areas that have
to be investigated in the framework of polymorphic specification.
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Appendix A

Proofs

Proposition 3.1.1 Monotonicity of -
Let A; and A, be two sets of atomic sort formulae.

if AQ Q Al then All_S’AAQ
Proof: Under assumption Ay € Ay, we have to prove AjFgaAs Def. & 111 AFgaC
for each C' € A,. Because of C' € Ay, this follows immediately by rule (assumption) of
Def. 3.1.11. O
Proposition 3.1.2 Substitution Closure Property of -

Let A be a set of atomic sort formulae, and let A be an atomic sort formula. Let
0:® — Tqo(P) be a sort variable substitution.

if A l_SAA then O'(A) "5,4 O'(A)
The proposition can be extended to sets of atomic sort formulae A; and A,:
if AI l_SA AQ then O'(Al) l_SA O—(AQ)

Proof: Let P = A V.., A be an arbitrary proof tree. We show that if we apply a
substitution ¢ to both the assumptions and the atomic sort formula of each proof tree
node, we get a valid proof tree, i.e. o(P) := 0(A) Vsa 0(A) is a valid proof tree. We
prove this by induction on the structure of the proof tree:

o P = m(assumption) = U(P) = U(A,A)l_SAO—(A) (assumption)

o(A),0(A)Fsa0(A) (assumption)

This is a valid application of rule (assumption) and thus yields a valid proof tree.
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A Va0 (B;) 1<i<n 0(A) Vi 00'(By) lgign(m )
AFgao’(H) (A gaoo (H) b

Because P is a valid proof tree there exists a sort clause By,...,B, = H in SA.

o P= (mp) = o(P):=

Thus, this is a valid application of rule (mp) with substitution oo’ and yields a
valid proof tree because by induction o(A) Vi 00’(B;) are all valid proof trees.

The proof can be trivially extended to a set of atomic sort formulae. O

Proposition 3.1.3 Transitivity closure property of -

Let A; and A, be two atomic sort formulae, and let A be a set of atomic sort formulae.
i) if Ablgs Ay and AjkFga Ay then Abgq A
The proposition can be extended to sets atomic sort formulae Ay, Ay, and As.
i) if AyFga Ay and Ay Fga Ay then Ay bFga As
Proof:

i) We know that there exists a proof of Ay Fg4 As. If Ay can be proved without
assumption A, i.e. there exists no application of rule (assumption) in the proof
tree, then A; was arbitrarily chosen by some application of rule (mp). In this case
we can also use assumption A, and thus A Fg4 Ay holds.

Otherwise, there must be leaves m(assumption) in the proof tree. We
replace these leaves by the proof tree for A Fg4 A;. Because A; is no more needed
as assumption, we replace it by A in the whole proof tree and get a proof tree for
A Fga As. This replacement does not influence the proof tree because, except for
the assumption leaves, it is independent of the assumptions.

ii) The argumentation is similar to i). We only have to replace all used assumptions
of Ay by the proof tree for Ay Fga As.

Proposition 4.1.1 Interpretation equivalent sort terms

Let 7 € Tq(x) be a monomorphic sort expression, and let o be a sort variable substitu-
tion. Let v and v be sort variable assignments.

If for each o € x : v7(a) = SA[o(a)], then SA[7],» = SA[o(7)]..

Proof: By induction on the structure of 7.

Base cases: e T=q,aE€YX

SAlde P2 vo(0) PPES SAl(0)]



Proofs

141

e T=¢c,ce SCy
SA[c]r Def_4.1.3

Inductive case: 7 = sc(, ...,

SA[sc(ry, ..., )]

SA DI g Ale], P2 SAfo(0)],

T,), sc € SC,
DALLS  SAS AL ]or . SA[]r)
ind. h:ypoth- SCSA(SA[[U(TI)]lw - ,SA[[O'(Tn)]Iy)

Def _4.1.3 SA[sc(o(m),. ..
Def, 3.1.4 SA[ (

Proposition 4.1.2 Interpretation equivalent sort clauses

Let C' € Cgq(x) be a sort clause, and let © be a set of sort clauses.

Let o be a sort

variable substitution. Let v and v? be sort variable assignments.

If for each o € x : 7 ()
l) ):SA7,,0 O lﬁ

i) Esau © iff

Proof:

i) Because of Def. 4.1.5 we have to prove that SA[C],- = SA[c(C)],

by case analysis.

= SA[o(a)], then
):SA,I/ U(O)
):SA,V 0(6)

. We prove this

— C=sp(r1,...,Tn), sp € SP,:
SA[sp(r,....m)]r 22 spSAS A SA[T]r)
Pt o pSAS AL ()]s - - SA[o(T)]0)
DL S Afsp(o(m).- ., o))l
P S Afo(sp(rr, )l
~C=B8B,,...,B, = H:
false it SA[H],-=false and
SA[Bi,...,B, = H],. "= SA[Bi],-=true, 1<i<n
true otherwise
SA[o(Bi,...,B, = H)], "2 SA[o(B),...,0(B,) = o(H)],
false if S.A[[ (H)],=false and
Def, 4.1.4 SAlo(B;)],=true, 1 <i<n
true otherwise
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By the first case we know that SA[H],- = SA[o(H)], and SA[B;].,- =
SA[o(B;)],. Therefore, SA[By,...,B, = H],- = SA[o(By,....B, = H)],

i) Fsa.,- © Def gt s Esaue C for each C' € ©
& FEsa, o(C) for each C € ©

Proposition 4.1.3 Soundness and completeness of entailment relation -

Let S = (2,SA) be a sort specification. Let A C AFq(®) be a set of atomic sort
formulae and A € AFo(®) be an atomic sort formula.

1. The entailment relation F is sound with respect to the logical consequence relation

E, ie.

if AFgs A then AfEgy A for each model SA of S

2. The entailment relation F is complete with respect to the logical consequence rela-
tion =, i.e.

it AFEsa A for each model SA of S then Albgy A

3. Both propositions can be extended to sets of atomic sort formulae A; and A,, i.e.

if AjFga Ay then AjlEsa A, for each model SA of S
if AjEsa Ay for each model SA of S then Ay Fgy Ay

Proof:

1. Under assumption A Fg4 A we have to prove:
AlEsa A for each model SA of S Def, 4.1.7

AbEsa, A foreach v:y — U for each model SA of S Def, 4.1.7
Fsav A = fsay A foreach v:y — U for each model SA of S

Let SA be an arbitrary model of S, and let v be an arbitrary sort variable assign-
ment. Because we assumed A g4 A, there must be a finite proof tree ending with
AFgqs A, Let P = A Vsa A be such a proof tree. By induction on the struc-
ture of the proof tree we show that =s4, A = ks, A holds under assumption
A Vsa A
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e P= W(assumption)

We must show: Esa, AU{C} = Esa, C =
):SA,I/ ¢ = ):S.A,l/ C
This is trivially true.

A Ve o(B) 1<isn,
Al_SAO'(H) mp

We must show: Esa, A = FEsa, o(H)
Esar A = SA[o(H)], = true

We assume =gs4, A and show SA[o(H)], = true:
Because SA is a model of S we know from Def. 4.1.6:

o P =

Def,4.1.5
-

s SA Def, 415
Fsa C for each C' € SA it

=54 By, ... .B, = H Pefg1s
FEsay Bi, ... \B, = H foreachv:y —U Del 415
SA[By, ... ,B, = H],=true for each v: x — U Def, 414

SA[B;],=true,1<i<n = SA[H],=true for each v : y - U v (@) :::S>A[[U(a)]]"

SA|B;],-=true,1<i<n = SA[H],-=true
SA[o(B;)],=true, 1<i<n = SA[o(H)],=true

Prop. 4.1.2
=

ad *) By the side condition of rule (mp) By,...,B, = H € SA.

By induction we know that

):SA,I/ A = ):S.A,l/ O-(Bi)a 1§Z§n
Wo assumed Esaw A& FEsa, 0(B;i),1<i<n
Def,4:1.5 SA[o(B;)],= true,1<i<n

Thus, SA[o(H)], = true follows immediately.

2. We do not need the completeness property in this thesis. Thus, we omit the proof.

3. The proofs can be easily extended to sets of atomic sort formulae.

Proposition 4.1.4 Satisfaction implying atomic sort formulae

Let S = (2, SA) be a sort specification, and let SA be a model of S. Let Ay, A
C AFq(x) be two sets of atomic sort formulae. Let o be a sort variable substitution
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such that Ay Fga 0(As). Let v and v be sort variable assignments such that v7(«) =
SAJo(a)], for each o € y.

If ):S.A,u Al then ):SAJ,J AQ
Proof:

Prop. 4.1.3
=

Ay Fga U(Az) A1):&4 U(Az)
Defé.l] if ):SA,I/ Al then ):SA,I/ O'(AQ)

Prop. 4.1.2 .
= if ):SA,I/ Ay then ):SA,I/O' Ay

Proposition 4.2.1 Sort correct updating of a variable assignment

Let I' be a variable assumption, and let v be a sort variable assignment. Let 7 be a
variable assignment such that nf=sa, I

de SA[r], = nfz—dFEsa, LT

Proof: Under assumptions n=gsa, [ and d € SA[r], we have to prove:
n.[x— dlEsa, DT Delg22

for each 2':7" € T.x:7. n.[x — d](2') € SA[T].

d e SA[T'], if v =2

n(a') € SA[r'], otherwise

Def.,, 4.2.2
g

for each 2/:7" € T".a:7. {

The first case d € SA[r'], follows because 7" = 7 and we assumed that d € SA[7],.
The second case 7(z2') € SA[r'], follows from the assumption nj=sa, I O

Proposition 4.2.2 The interpretation function A [H] 15 well-defined
v

Let D = A, T" Vyx e :: 7 be a sort derivation for a pre-term e. Let v be a sort variable
assignment and 7 be a variable assignment.

If =sa, A and nf=sa, I then
A [[D]] yields a uniquely determined result in SA[7],.

v,

Proof: By induction on the structure of D.

Base cases

o A HA,F.x:TDZx T (var)ﬂ Pelz2 n(x)

VVT]
By Def. 4.2.2 the variable assignment 7 is a totally defined function. Furthermore,
n(x) is an element of SA[7], because we assumed nfE=ga, I.2:7.
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o A “A7F>zc T (Zd)]] el F(c)

v
By Def. 4.2.1 F is a mapping that assigns each ¢:7 € F' a value in SA[7],.

. A A Toor o0 (polyid)ﬂ DlL23 () [SA[o ()]s ... . SA[o(an)]]

v
Again, by Def. 4.2.1 F is a mapping yielding an element in (@,.A4,, = 7)%* for
each c:lla,,.A,, = 7 € F. As already discussed, the substitution ¢ is uniquely
determined for the sort variables a;, 1<i<n. Therefore, the parameters SAJo(«;)].
are also uniquely determined. Next we have to prove whether the application of
the polymorphic function is defined. By Def. 4.1.8 a function in (Ilay,.A,, = 7)54
only yields a defined value if

Fsaw A, 1<j<m
where vV = [o; — SA[o(a;)].], 1<i<n & V'(a;)=SA[o(a;)]., 1<i<n

Because of the side conditions of rule (polyid) we know:
o(A))e A 1<j<m

Since we assumed g4, A, we know that F=ga, 0(A4;). By Def. 3.1.10 A; €
AFq({ay,...,a,}). Therefore, we know by Prop. 4.1.2:

if VI(OQ):SA[[O'(CW)]IV then ):SA,I/ U(Aj) ~ ):S.A,V’ Aj

Thus, the application of the polymorphic function yields a defined value. Fi-
nally, it remains to show that the application yields a value in SA[Jo(7)],. By
Def. 4.1.8 the result of applying a polymorphic function from (Ila,.A,, = 7)54
to (SA[o(a1)],, ... SAJo(an)],) vields an element in SA[7],-, where v7(q;) =
SAlo(a;)],, 1<i<n. By Def. 3.1.10 7 € Tqo({@,}). Therefore, by Prop. 4.1.1
SA[r].,» = SA[o(7)], holds. This finishes the proof of case (polyid).

Inductive cases

. A [[A, ['Vyerimoorn A I'Vseriin (= E)H Def_4.2.3

A, I'>yerey i .

A [[A, ' Vs e Tz—le}]Vm (A HA, [I' Vs ey Tz]]m)

By induction we know that A HA, [' Vy e 7'2—77'1]] yields a uniquely deter-
v

mined value in
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8./4[[7-2_)‘7—1]]1, Def.:3.1.4 SA[[TQ]I,,—fSASA[[Tl]IV

and A [[A, [' Vs ey i 7'2]] yields a uniquely determined value in SA[r],. Be-
v,n
cause—°* only contains totally defined functions, the application yields a uniquely

determined value in SA[7],.

A, vy Veenn
o A [[A,Fbg)m.e Ty (= IU)H,,,,

Vd € SA[n],.f(d)=A HA, [y Ve e TQ:[I

Def. 4.2.3

the unique f € SA[r—], such that

v,n.[z—d]
Because d € SA[n], and nfsa, I, we know that n.[x — dlEsa, I.am.
Therefore, we can apply induction hypothesis.  As result we know that
A HA, [a:m Vs e 7'2]]

vn.[e— ] ) )
Because we assumed the extensionality property for our function space construc-

yields a uniquely determined value in SA[m],.

tor, the function f is indeed uniquely determined by its action on the arguments
d from SA[r],. It remains to prove that f is always an element of SA[r—7],.
If this property holds, the function space —54 is called closed with respect to A-
abstraction. 1f — is interpreted as the full function space, as we assumed in Def.
4.1.1, it clearly holds, because SA[r—m], contains all possible functions from
SA[r], to SA[r],. However, if we use a subset of the full function space the

proposition only holds in case this subset is closed with respect to A-abstraction.

o (— I) like (— I,,)

AHA,FVge::T

AToer - (constrained)ﬂ Def 4.2.3 4 [[A’ I'Vye: TH
R ne:rT i

v,n

an

By induction A [[A, I' Vs e T]] is a uniquely determined value from SA[7],.

an
a

Proposition 4.2.3 The interpretation function A HH 1s well-defined
v,n

Let D = A, T' Vyx f be a sort derivation for a pre-formula f. Let v be a sort variable
assignment and 7 be a variable assignment.

If Esay A and nf=sa, [ then
A HDH yields a uniquely determined result in {true, false}.
V7T]

Proof: By induction on the structure of D.
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Base cases

o A|ETogy (msh] P2 pg)

V?n
By Def. 4.2.1 P assigns a uniquely determined truth value from {true, false} to
each p € P..

A AT Vs taT
A, I'>ept

(appl)ﬂ Def. 4.2.4 P(p)(A [[A, I Vgt T]] )

v
v

By Def. 4.2.1 P is a mapping that assigns each p:7 € P a totally defined predicate in
(1) = TV)SA = SA[r],—5*{true, false}. By Prop. 4.2.2 A [[A, [' Vet Tﬂyn
yvields a uniquely determined value in SA[r],. Because —°4 is the full function
space constructor, the application is defined and yields a uniquely determined result
in {true, false}.

AT Vg to(r) Def. 4.2.4
A [[ A Toept  Parr) v

P(p) [SAlo(a)], . SA[o(an)]] (A[A T Vs to(r)] )

an

Again, by Def. 4.2.1 P is a mapping that assigns a polymorphic predicate in
(Ia,.B,, = (1) — TV)SA to p. As in case (polyid) of Prop. 4.2.2 the substitu-
tion o is uniquely determined for all a;, 1<i<n. Therefore, the parameters of
the polymorphic predicate are also uniquely determined. Next we have to check
whether the application of the polymorphic predicate to the domains is defined
and whether the result is a totally defined predicate in SA[(o(7) — TV)], =
SA[o(7)],—5*{true, false}. The proof is the same as in case (polyid) of Prop.
4.2.2. Finally, by Prop. 4.2.2 A HA, [ Vst 0(7)}]1/77 yields a uniquely deter-

S

mined value in SA[o(7)],. Because —54 is the full function space constructor,

the application is defined and yields a uniquely determined result in {true, false}.

Inductive cases The inductive cases (univ,), (univy), (not), and (or) can easily be
proved by using induction hypothesis. The interpretation is always defined by a case
statement yielding either the value true or false. Furthermore, each condition is uniquely
determined and the patterns in the case statements do not overlap. Thus, the interpre-
tation always yields a uniquely determined value in {true, false}. O

Proposition 4.2.4 The interpretation function A [H] 1s well-defined
v,n

Let D = A, ' Vy Va,. A,, = f be a sort derivation for a qualified formula. Let v be a
sort variable assignment and 7 be a variable assignment.
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If nEEsa, I then A [[D]]V ) yields a uniquely determined result in {¢rue, false}.

Proof: It is clear that the result is either true or false. We only have to check whether
the interpretation defined in Def. 4.2.5 is unambiguous. The interpretation is defined by
a case statement. Because we used the word “otherwise” in the second case the cases
clearly do not overlap. Therefore, it remains to show that the condition used in the
“true’-case yields a unique truth value. The satisfaction relation = is uniquely defined.
Furthermore, because of the side condition of rule (qualification):

A saA = AnFsa A
= AnEsay A
Def, 417 ¢ Esay Am then s, A

If the sort variable assignment does not satisfy the sort predicate context, the whole con-
dition is true. Otherwise, by Prop. 4.2.3 A HA, ' Vy f]] yields a uniquely determined
U

v,

truth value because the assumption g4, A holds. O

Proposition 4.3.1 Uniqueness of sort derivation structure

Let f € PFg(®) U QFs be an arbitrary formula. Every sort derivation for f has the
same structure according to the judgement rules given in Def. 3.2.7, 3.2.9 and 3.2.11.
More precisely, in all sort derivations the same judgement rules are applied in the same
order.

Proof:

The three judgement calculi are all syntax-directed, i.e. for each syntactic unit of the term
and formula language there is exactly one inference rule that can be applied. Therefore,
the structure of a derivation is uniquely determined by the syntactic structure of the
formula and term, respectively. O

Proposition 4.3.2 Uniqueness of sort derivations

Let f € SENy be a closed well-formed Y-formula. If every bound variable is sorted
explicitly, and if no polymorphic function or predicate is applied in the formula, then,
up to different sort predicate assumptions, there exists only one sort derivation for f. In
particular, the sort predicate assumption can be chosen arbitrarily.

Proof:

The proposition is straightforward to show. By Prop. 4.3.1 we know that the trees can
only differ in their nodes. Because of the restrictions we cannot use rules (polyid) and
(— I,) from Def. 3.2.7 nor rules (pappl) and (univ,) from Def. 3.2.9 to prove the well-
formedness of the formula. But all other rules do not allow to choose between different
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sort terms in the derivation. Furthermore, the sort predicate assumption is not involved
in these rules and thus can be chosen arbitrarily. O
Proposition 4.3.3 o-instances propagate to sort terms

Let D; = Ay, Iy Ve e and Dy = Ay, I'y Vs e i 75 be two sort derivations for a
pre-term e. Let 0 : ® — Tq(®) be a sort variable substitution such that I'; = o(I'y) and
Va € FSV(e). o(a) = a.

If D; <7 Dy then 71 = o(7y).

Proof: By induction on the structure of D,

Base cases:

. Prop. 4.3.1 o
° D= A Thaon by on (var) = D, = Ay, Thxm Dy (var)
We assumed that I'y.x:my = o(Tg.2:73) Def, 3:2.6 71 = 0(72)
. . Prop. 4.3.1 . .
° D= AT >y can (id) =~ D, = Ay Ty >y it (id)

Because ¢ € F; and both derivations are with respect to ¥=(S,P,F) we know that
71 =7, = 7. Because 7 € Tq(#)), 7 does not contain any sort variable ““=2'* 7

= o(7).

Prop. 4.3.1

* Di= XTIy ey e (Polyid) D= xiTeseas Polvid)

D1 SU D2 Def.:lé.3.2 T = 0'(7'2)

Inductive cases:

_ Ao Vs e Prop. 4.3.1
* D= ALl Dy Avee it — Tio (= L) =

o AQ,FQ.CEiTQl VE €l T99
D, = Ny, T D>y AT € it Tog — Too (= 1)

Dl SU D2 Def.:li.3.2 = 0_(7_21)
D1 Sg D2 DEf.:%&Q Al, Fl.ZL'ITH Vg el T19 Sg AQ, FQ.ZL‘ITQl Vg €l T99
o(Dy.imy) 270 (D) .20 (1)
= I'y.xm
ind. lgpoth. Tip = 0_(7_22)
= Ti1 — T12 = o(121) —0(T22)

Def. 3.1.4
= 0(7'21 - 7'22)
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= ATy Vs e 1 Prop. 4.3.1
* D= AL Dy Azim.e m — T (— 1) =

- Ao, I's.ximy Vy € i Ty
D, = Ao, T Dy AviTi. e 1T — Too (= 1)

FSV(m) C FSV(\x:m.e) = n = o(n)

f.4.3.
Dy <7 D, PLL32 A Dyaim Ve T
<7 Ay, I'y.ximqy Vs e T
Def. 3.2.
o(Iy.am) A220 5(Ty) .o ()
= I'.a:m
ind. hypoth.
% T12 = 0'(7'22)
= L — T12 = o(m1) —0o(722)
Def. 3.1.4
= o(m — T2)
_ Al,Fl VZ el T . Prop. 4.3.1
e D = AT, By eror (constrained) =
D,y = By, Ve 7 (constrained)

Ay, Ty Dy eT T
FSV(r) CFSV(er) = 7 = o(7)

e D, = ATy Ve er g =1 Al Vg ep i Tip (— E) Prop. 4.3.1
AT Dy erey

_ Azan Vy €1 it Ty — Ty A2,F2 Vi ey it Ty
Dy = Ay, Ty >y ereg ity (= E)

Def. 4.3.2

D, <7 D, = A, Iy Vg e me =1 <74y, 0y Vg ey it Tyg — 7o
Def. 4.3.2
D, <% D, = Ay, Ty Vg eg it g <7 Ay, Ty Vy ey it 7o
ind. hypoth.
% T2 —7 T11 = 0(722—>721)
= ™M1 = 0'(7'21)

Proposition 4.3.5 If a sort derivation s more general then it is more restrictive

Let Di=Aq, 0 Vs f and Dy=A,, ) Vs f be two sort derivations for a closed formula f
€ PFyg(®). If D, is more general than D; then D, is more restrictive than Dy, i.e.

Dy <D, = D),ED
Proof: Given assumption D; < D, we have to show that Dy = D;. By Def. 4.3.1 we
must prove that for every ¥ algebra A holds:
AED, = AED el g7
A [[DQH = true for every v:® — U. Esa, As

v,no
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=
A [[Dl]] = true forevery v:® —U. Ega, Ay

v,no

where 179 is an arbitrary variable assumption.

Let v be an arbitrary but fixed sort variable assignment with Fga, A, If we
can show that there exists a sort variable assignment v such that }=g4,- Ay and
A [[DQ]]W noztrue = A HDlﬂynoztrue, we have proven the proposition. We prove this
by constructing a sort variable assignment 7. Because D; < D, by Def. 4.3.3 there
exists a sort variable substitution ¢ such that Va € FSV(f). o(a) = o and Ay Fga

0(Ay) and Dy <7 D,. We use this substitution to define v7 in the following way:
v () .= SAJo(a)], forall a € ®

By Prop. 4.3.6 we know that .4 HDIH =A [[Dg]] if Va € FSV(f). 0(a) = a and
v, vo,n
D, <7 Dy and v7(a)=SA[o(a)], and nj=sa, I't and nE=sae [y and Esa, Ay and

FEsave Ay, Thus, it remains to show:

1) nEsa, 't and nEsae Iy

11) ):S.A,VU AQ

ad 1) This is trivially valid because both I'; and I'y are empty.

ad ii) This follows by Prop. 4.1.4 because A; Fg4 o(As).

Proposition 4.3.6 Interpretation equivalent sort derivations for formulae

Let Dy = Ay, I'y Vy fand Dy = Ay, 'y Vs f be two sort derivations for a pre-formula
[ € PFx(®). Let o be a sort variable substitution such that Yoo € FSV(f). o(a) = «
and Dy <? D,. Let v and v” be sort variable assignments such that j=sa, A; and
FEsaye Ay. Let 1 be a variable assignment with nj=sa, 'y and nfEsae T
If v7(a)=SAJo(a)], for each « € & then A [[Dl]] =A [[Dg]]

v, Ve

Proof: By induction on the structure of D;.

Base cases:

Prop. 4.3.1
=

e D = (const) D, = (const)

ATy >y p Ay, Ty >y p

A HDI]] Def. 4.2.4 A

v,

Def.:4.2.4 A [[D2]]

o
vo.n
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A17F1 VE t:: T1
ATy >y pt (appl)

A [[Dl]],,v,, Def b2 4y [[Ah [, Vs t Tl]]ym)

*) pA(AHA% I, VztliTzﬂU )
Def. 4.2.4 A [[D2]] o

ad x) By Prop. 4.3.7 because

Prop. 4.3.1
=

. AQ,FQ VE t:: T2

° D= Dy = Ay, Ty >y pt (appl)

o
vo.n

D, <° D, Def. 4.3.2

Al,Fl thllTl SU AQ,FQ thll T2

- A17F1 VZtii 71

Prop. 4.3.1
o D = AT Dy pt (pappl) =

- AQ,FQ VZ t:: T2
Dy = Ay, T3 >y pt (pappl)

where p:Ila, A, = T

and 71 = 01(7) and 1, = g5(7) for some sort variable substitutions o; and os.

A [[Dl]]v,n Def. 4.2.4
S AL (@)] - SAT () LIA[AL Ty Vs 2] ) 9
pA[SA[[UZ(Oél)]]w, ooy, SAfoz ()] | (A [[Az, I, Vet 7'2}]”0717) Def. 4.2.4
A [[DQ]]M

ad x) We must show:

D) SA[o1(a)]y = SA[os ()], 1<i<n
ll) A [I:Al’ Fl VE t:: Tl]]l/,ﬂ = A [I:AQ, FQ Vg t:: 7'2]]

vom

D, <° D, DAt oo o (1)

& o(r) = 0(02(7))
By Def. 3.1.10 all «;, 1<i<n, occur in 7. Thus,
o1(a;) = o(o2(a;)) = SA[oi(a)], = SA[o(o2(ci))].
Proli.:;l.l.l 8A[[0'2(04i)]l1/0

ad 1)

ad ii) By Prop. 4.3.7 because

D, <7 D,
Ah Fl VEtiiTl SU AQ, F2 VEtiiTQ

Def. 4.3.2
=
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Inductive cases:

Ao Vs f . Prop. 4.3.1 Ny Ty Vs f _
e D = AL oy V. f (univ,) =" Dy = AT, Bu Vo T (univ,)
true if for all d € SA[n],:
./4 [|:D1]]V77 Defé.2-4 A |:|:A1, FI.ZL‘ITl VZ fj|:|l/77.[o:r—>d] = true

false otherwise

true if for all d € SA[r],-:
A [|:D2:|] Def.:4.2.4 A [I:A27 FQ..T:TQ Vg f]]uf’,n.[de] = true

false otherwise

It remains to show:

i) SA[n], = SA[r].-
ii) For all d € SA[m],:

A [[Al, ['.x:m Vs f]] =A [[Az, [y.ximy Vs f]]

vn.[z—d] v n.[z—d]

Prop. 4.1.1

ad i) SA[n], 2 SAlo(n)], SA[7].-
ad *) D1 <? D2 Def.:lé.3.2 T = 0'(7'2)

ad ll) D1 SU D2 Def.:lé.3.2 Al, Fl.IlTl VZ f SU AQ, FQ.[L‘ITQ Vg f
To apply the induction hypothesis we must further show that the new variable
assignments satisfy the new variable assumptions, i.e.

n.[x— dlFEsa, .xm and 0.z — d|Esa- Dyam

This is valid by Prop. 4.2.1 because d € SA[r], D SA[r].-. Therefore, by
induction hypothesis ii) holds.

_ ATyt Vs f .\ Prop.4.3.1 Ay Tyt Vs f _
* D= ATy By Vot f (univ,) - D= Ay, Ty >y Vaur. f (univ,)
true if for all d € SA[7],:
A[[Dl]]m Def, 4.2.4 A[[Al, Ty.2:7 Vs f]]ym_[%d] — true

false otherwise

true if for all d € SA[7],:
A [|:D2:|]1/C’ . Def.:4.2.4 A |]:A27 FQ..TYT Vg fﬂu",n.[w»—»d} = true

false otherwise

It remains to show:

1) SA[7], = SA[7].-
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ii) For all d € SA[7],:

A [[Al, ['1.a:7 Vg f]] =A [[Az, [y.oim Vs f]]

v,n.[x—d] ve n.|x—d]

*

ad i) SA[7], = SA[o(7)].
Prop.:4.1.1 SA[[T]I,,J
ad x) because FSV (1) C FSV(Va:7. f) and o(a)=a Yo € FSV (V7. f)

—~
=

ad ii) as univ, ii)

_ ATV Vs f _ ATy Vs f
7 AT by f (not) 2T ATy by f (not)

A [{Dl]],,,,, Def. 4.2.4 { true if A [[Ah 'y Vg f]] = false

Prop. 4.3.1

D

o D

v
false otherwise

o
ve,

A [[D2]] Def_4.2.4 true if A [[AQ, Iy Vy f]] .= false
Ve false otherwise

D, <% D, Def. 4.3.2

pothesis A [[Al, [y Vs f]]

A, I Vs f <7 Ay, 'y Vs f. Therefore, by induction hy-
= A2, T2 Vs ]

v, v

e Case (or) is similar to (not).

Proposition 4.3.7 Interpretation equivalent sort derivations for terms

Let D; = A, Iy Ve enm and Dy = Ay, I'y Vs e i 75 be two sort derivations for a
pre-term e € PTy(®). Let o be a sort variable substitution such that Va € FSV(e).
o(a) = a and Dy <% D,. Let v and v7 be sort variable assignments such that g4, A4
and FEgsa,- Ag. Let 1 be a variable assignment with nf=sa, I't and nEsa e .

If v7(a)=SAJo(a)], for each « € & then A [[Dl]]vm =A [[Dg]]

vo.n
Proof: By induction on the structure of D;.

Base cases:

. Prop. 4.3.1 .
° D= ATy aron (var) = D, = Ay Ty D>y xim (var)
A [[D1]]V ,, Def_4.2.3 (@) Def 423 4 [{D2]]W ,,
. . Prop. 4.3.1 . .
° D= AL, >ycT (id) = D, = Ay Ty D>yt (id)
Def. 423 4 Def. 4.2.3
A [|:D1:|:|y,n - ¢ - A H:DQ:I]VU,’II
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* D= AT brcun (polyid) SEVAVYS PSR (polyid)

where c:ll@,. A, = T
and 71 = 01(7) and 7 = 05(7) for some sort variable substitution ¢y and os.
[

A HDI]] Pt CAIS Aoy (a))]s -+ - SAor(e)]]

v,

D ASALes(a)]ves - SA[oa(an)]e]

& 01(1) = o(0a(7))

By Def. 3.1.10 all o;, 1<i<n, occur in 7. Thus,
o1(a;) = o(o2(a;)) = SA[oi(a)], = SAJo(o2(i))].

Pro%:;l.l.l SA[[UQ(ai)]]VU

Inductive cases:

o D A,y Vs ernmp =11 AT Vs eg it Tip (— E) Prop. 4.3.1
! AT By erey

_ A27F2 Vs el Tog = To1 Ay, Ty Vs ey it Ty
Dy = Ay, Ty >y ereg 11 Ty (= E)

AH ]] Def_4.2.3

A [{A F1 Vs ey Tig — 7'11]]%77 (A HA1, Iy Vy e 7-12]]”) ol

A [[A2’ Iy Vs et 7y — 7'21]]1/5)77 (A [[A2, [y Vg ey 7—22]11,5,77) Def. 4.2.3
A[D

],

ad *) by induction hypothesis because

Def. 4.3.2
D, <7 D, = A, Iy Vg e me =1 <748, 0y Vg ey it 7yp — 7o

Def. 4.3.
D, <% D, = Ay, Ty Vg eg it 1 <7 Ay, Ty Vy ey it o

_ A am Vs e 1o Prop. 43.1
* D= ATy >y Avee oy — 19 (_> [u) =

— A27F2'x:7—21 vz €l T99
D2 = A9, Iy Dy A€ Ty — Top (= L)

A [[Dl]]un Def 423 e unique f € SA[r; — 73], such that
Vde SA[mi],. fld)=A [{AI, 'y Vs e Tl?ﬂun.[;an}
A [[DQ]]W ; Del 423 416 unique f € SA[r9 — T2],- such that
VdeSA[m].-. f(d)=A [[AQ, [y.x:m91 Vg e TQQH

v . [w—d]
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It remains to show:

i) SA[m1 — 12y = SA[m21 — T22]ue
i) SA[m1], = SA[m1].-
iii) Vd € SA[mi],. A HAI’ Doy Vgen 712]]V7n_[$wq =
A HA2, [y.x:m91 Vs e 7'22]]

ve n.|x—d]

[lx

ad l) 8./4[[7'11 — 7—12]]1/ SA[[O-(TQI - 7—22)111/

SA[[TQl — 7'22]]1,0

Prop. 4.1.1

Prop. 4.3.3

ad *) D1 SU D2

11 — T12 = 0(721 - 722)

ad ii) follows directly from i)

Def. 4.3.2
ad lll) D1 SU D2 e:> Al, Fl.IlTH VE el T19 Sg AQ, FQ.IlTQl VE €l T29

To apply the induction hypothesis we must further show that the new variable
assignments satisfy the new variable assumptions, i.e.

n.[x v dlFEsa, T1.2my and 0.z — d||Esaye Doximo
This is valid by Prop. 4.2.1 because d € SA[m1], 1 SA[121],-. Therefore,
by induction hypothesis iii) holds.

= ATy Vs e 1 Prop. 4.3.1
* D= AL Dy Amim.e m — T (— 1) =

o AQ,FQ.CEVH VE €l Ty
D, = Ao T Dy AriTi. e 1T — Too (= 1)

A HD1H Del 423 the unique f € SA[r — 73], such that
v
VdeSA[n],. f(d)=A [[Al, Iy.o:mp Vs e 7'12:|:|

v [wd]

A [{L2]] - ef._4.2.3 the unique S SA[[H - 722]],/0 such that
ve,n
vV d e SA[[Tl]l,,a. f(d) =A HA2, ['yo:mp Vge TQ2H

v n.[z—d]
It remains to show:

i) SA[r — m12], = SA[1 — To2].e
ii) SA[n], = SA[n].~
i) ¥ d € SA[nl,. A[A), Tiaon Ve e m]]m_[%d} _
A [[AQ, Iy Vg e Tzz]]

v . [w—d]
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4i SA[r — 73], 2 SAlo(r1 — 12)]v
ad 1) Prop. 4.1.1
= SA[[TI - 7'22]]1/0
Prop. 4.3.3
ad x) Dy <7 D, = T — T1a = (T — Tag)

ad ii) follows directly from i)

f. 4.3.
ad lll) D1 SU D2 De:§32 Al, Fl.IlTl VE €l T12 SU AQ, FQ.ZL‘ITl Vg €l T99

To apply the induction hypothesis we must further show that the new variable
assignments satisfy the new variable assumptions, i.e.

n.lr — dlEsa, I'ioim and 0.z — dllEsae Dyam
This is valid by Prop. 4.2.1 because d € SA[n], D SA[m],-. Therefore, by
induction hypothesis iii) holds.

o Case (constrained) is similar to (— E).

Proposition 4.3.9 Equivalent sort deriwvations are satisfaction equivalent

Let A be a polymorphic ¥ algebra. Let D; and D, be two sort derivations for a closed
formula. If Dy and D, are equivalent sort derivations then D; and D, are satisfaction
equivalent, i.e.

if D1§D2 and DZSDI then A ): D1 -~ A ): D2

Proof:

“=n Dy<D; UM prE D, P Ak D= AE D,

v Di<D, T p, = Dy P A= D, = AE D

Proposition 4.3.10 Satisfaction is equivalent to p-satisfaction

Let A be a polymorphic ¥ algebra. Let f € PFy(®) be a closed well-formed X formula.
Formula f is satisfied in A iff f is p-satisfied in A4, i.e.

Al f & AR
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Proof:

Ak, f P8 A= D for some principal sort derivation D for f

4 A D for every sort derivation D that ends with
A, D> f for some sort predicate assumption A

Defé.l? A ): f

“=" Because D is a principal sort derivation for f, by Def. 4.3.4 for every other sort
derivation D' = A, ) Vs f holds that D" < D. Therefore, by Prop. 4.3.5 D = D’
DI A D= AR D

“«<" This direction trivially holds, because the principal sort derivation also ends with
A, D> f for some sort predicate assumption A.

Proposition 4.3.11 Equivalence of well-formedness

Let ¢f € QFyx be a qualified X-formula. There exists an extended sort derivation for ¢ f
iff there exists a sort derivation for ¢f.

Proof:

“=7  Let % (ext. qual.) be an extended sort derivation for ¢ f = Va,,.A,, = f.

By the side condition of rule (ezt. qual.) there exists a sort variable substitution
o such that A,, Fgx o(A). We apply this substitution to the derivation tree
A, T Vs f. By Prop. 4.3.13 oy(A, T Vs f) P27 o(A), o(T) Vs f is a sort
o(A),o(l') Vv f
U(A),O‘(F) >y qf

derivation for f. Thus, (qualification) is a sort derivation for ¢ f

because A, Fsa o(A).

“e=" Let AA,?EiDV;JqJ} (qualification) be a sort derivation for ¢f = Va,.A, = f.

By the side condition of rule (qualification) we know that A,, Fg4 A. Thus,
ATV . .. —
A,Fibzij} (ext. qual.) is trivially an extended sort derivation for ¢f because A,,

l_SA €(A)

Proposition 4.3.12 Substitution preserves sort derivation

Let D = A, T Vy t:: 7 be a sort derivation for a pre-term ¢ € PTy(®). Let o be a sort
variable substitution, and let A’ € P(AFq(®) be a set of atomic sort formulae.
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If YVa € FSV(t). o(a)=a then oa/(D) is a sort derivation for t.
Proof:

Def, 4.3.7

* UA'(A,F.x:T Dy T T (var))
c(AYUAN o(T.a:7) By x 2 (1) (var)
AU N oD aa() bx a7 o(r) )

This is a valid application of rule (var), and therefore the substitution yields a sort

Def. 3.2.6

derivation for x.

¢ oa(xTErerr () Y amTa e sy erem (Y

TE EQ(@)

oc(A)UA [ o(l) e T (id)

This is a valid application of rule (id) because ¢ : 7 is a function identifier from
the signature which is not affected by the substitution. Therefore, the substitution
yields a sort derivation for c.

Def, 4.3.7

¢ UA,(A, IC>ycnt (polyid)) oc(A)UA" () >y ¢ o(r) (polyid)

We have to prove the side conditions of the rule (polyid). Let c:llay,.A,, = 7
€ F. Firstly, we have to prove that o(7') is an instance of 7, i.e. there exists
a substitution oy such that o(7") = oy(7). This is valid because there exists a
substitution oy with oy(7) = 7/. This substitution is uniquely determined for all
[T-bound «;, 1<i<n, because all o; must occur in 7. Thus, oy := 0 o gy is also
uniquely determined for all [I-bound «; and o(7') = o(01(7)) = 02(7).

Secondly, we must prove that o9(A4;) € c(A)UA" < o(01(A;)) € o(A) , 1<i<m.
This follows immediately by the side condition o1(A4;) € A of the given rule appli-
cation.

Inductive cases:

. UA,(A,F Vy e A,F ;22162A::,2V3 2t T, ) Def,_4.3.7
oa(A T Vs egim—11) oa(A T Vs ey i)
c(A)UA" o(T) >x ereq : o(1y)
c(A)YUA' o) Vg ey i o(my) —o(r) o(A)UA’, o(T) Vy ey i 0(12)
c(A)UA" o(D)>xeiey i o(m)

Def. 4.3.7, 3.1.4

(- B) P

(— E)

This is a valid application of rule (— FE) and yields a sort derivation for eje,
because by induction both oa/(A, T Vyep i1 — 1) and oa(A, T Vy ey 1)
are sort derivations for e; and ey, respectively.
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A l'x:ry Vs e T Def, 4.3.7
AT >y )\I:Jc.e E el —>27'2 (= L)) B
oan (A, Taeimy Vs e i my)
o(A)UA" o) >y Avee i o(m — 72)
o(A)UA" o(l).x:0(r) Vs e :: o(n)
o(A)UA" o(T) >y Ax.e :o(m) — o(2)

[ ] O'A/(

Def. 4.3.7, 3.1.4, 3.2.6

(= L)

(— L)

This is a valid application of rule (— I,) and yields a sort derivation for Az.e
because, by induction, oa/(A, T.x:my Ve 2 73) is a sort derivation for e.

AT.aoy Vyer Def. 4.3.7

AT >y )\xlzﬁ.ezzz el i T (= 1)) -
oan (A, Tximy Vs e my) (= 1)

oc(A)UA" o) >y Aximy.e : o(m1 — 7o) °
o(A)UA' o(D).zio(m1) Vs e 0(m) (1) FSV(r1) C FSV(w:ri.e)

o(A)UA" o(T) >y Avimy.e i o(m) — o(r) s N
o(A)UA' o(D).airy Vy e o(n) 7

oc(A)UA" o(T) >y Az :me i — o) (= 1)

[} O'AI(

Def. 4.3.7, 3.1.4, 3.2.6

This is a valid application of rule (— I,) and yields a sort derivation for Az:1.e
because by induction oa/(A, I.aimy Vg e i 7y) is a sort derivation for e.

. UA’(AA,’FFDZEQ:GT::::TT (constrained)) Def 237
oan (AT Vs e ) Def_4.3.7

oTAYU A, o(T) by 7 2 o (7) (constrained)

g(A)UA' o) Vy e::o(r)
oc(A)UA" o) >y eT o7
oc(A)UA" o) Vg e

oc(A)UA" o(D)>ger T

) (constrained) FSV(r) C FSV(e)

(constrained)

This is a valid application of rule (constrained) and yields a sort derivation for e:7
because by induction oa/(A, I' Vy e :: 7) is a sort derivation for e.

Proposition 4.3.13 Substitution preserves sort derivation

Let D = A, T' Vg f be a sort derivation for a non-qualified formulae f € PFy(®). Let o
be a sort variable substitution, and let A" € P(AFo(®) be a set of atomic sort formulae.

If Yae FSV(f). o(a)=a then oa/(D) is a sort derivation for f.

Proof: By induction on the structure of D.



Proofs 161

Base Cases:

Def. 4.3.8
. O'A/(m (const)) = NSNS, (const)

This is a valid application of rule (const) because p is a predicate identifier from

the signature which is not affected by the substitution. Therefore, the substitution
yields a sort derivation for p.

AT Vgt Def, 4.3.8
o on(TXTEspr () ET

(A

Def. 437 oA
N o
A

OA (A FVzt )
UA o) >y, pt (appl)

j
)UA' o(l )Vgt::U(T)(
(A
)

JUN . o) by pi (PP

UA o) Vet

Ua( A UA, o) >y, pt (appl)

[|x

ad *) Because p:7 € P and 7 € Tq(0).

This is a valid application of rule (appl) because p is a predicate identifier from
the signature which is not affected by the substitution. By Prop. 4.3.12 we know
that, if A, T' Vy ¢ :: 7 is a sort derivation for ¢, then oa/(A, T' Vy t:: 7) is also a
sort derivation for ¢ under the assumption made above. Therefore, the application
yields a sort derivation for pt.

- o
. O'A’(AAI;FVEJZ; 7 (pappl)) P2 a((jﬁl)(ﬁf’, (Y&)t - ]))t (pappl)
Det. 437 o(A)UA,o(T) Vg t o7
- (0)(A) U’A?i(r)iE T (e

Like in case (polyid) of the proof of Prop. 4.3.12, we have to prove the side con-
ditions of the rule (pappl). Let p:Ila,.A,, = 7 € P. We have to prove that o(7’)
is an instance of 7, i.e. there exists a substitution oy such that o(7') = o2(7) and
09(A;) € o(A) U A’, 1<i<m. The proof is the same as in Prop. 4.3.12.

By Prop. 4.3.12 we know that, if A, ' Vg t:: 7' is a sort derivation for ¢, then
oar(A, T Vst 7') is also a sort derivation for ¢ under the assumption made
above. Therefore, the application yields a sort derivation for pt.

Inductive Cases:

o on(REET (i) M2 GBS o (unio,)
Dersss  o(A)UA,o(D).aza(r) Vs f

(A UN, (D) by Va.f (univ,)

This is a valid application of rule (univ,) and yields a sort derivation for Vz.f,
because, by induction, oa/(A, T.a:7 Vy f) is a sort derivation for f.
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o O-A,(AA,’IF'g';%?Tff (univy))
on (A, Tz Vy f)
oc(A)UA" o) >y Vaur.f
o(A)UA' o(D).a:o(r) Vs f
oc(A)UA" o(T) >y Vaur.f
o(A)UA"  o(D).a:r Vy f
o(A)UA" o(T) >y Va:r.f

Thus, this is a valid application of rule (univs) and yields a sort derivation for
Va:7.f, because, by induction, oa/(A, T.z:7 Vy f) is a sort derivation for f.

Def. 4.3.8

: Def. 4.3.8, 3.2.6
(univy) =
i =

(univs) FSV(r) C :SV(Vx:T.f)

(univy)

AT Vs f Def, 4.3.8 on (A, T Vs f)
* on(F Ty, oF (o) - c(A)UAN o) >y —f
pef. 438 0(A)UA' o(T) Vs f (not)
- c(A)UA" o(T) >y —f
This is a valid application of rule (not) and yields a sort derivation for f, because,
by induction, oa/(A, T' Vy f) is a sort derivation for f.

(not)

e Case (or) is similar to (not).

Proposition 4.3.14 The interpretation function A HH 15 well-defined
v

Let D = AT Sy Val,Aj.I:cZ.EA{, . — (ext.qual.) be an extended sort deriva-

tion for a qualified formula. Let v be a sort variable assignment and n be a variable
assignment.

If Esa, Aand nEsay I

then A HDH yields a uniquely determined result in {true, false}.
v,

Proof: This proof is very similar to the proof of Prop. 4.2.4. Like in that proof we
must show that A HA, Vs f ]] yields a uniquely determined truth value. Again, this
v

holds by Prop. 4.2.3 because Fs4, A holds. However, in contrast to Prop. 4.2.4, this
proposition only holds because we explicitly assumed f=g4, A. O

Proposition 4.3.15 If an extended sort derivation is more general then it is more
restricting

Let Di=Aq, V'E qf and Dy=A,, () V'E qf be two extended sort derivations for a closed
qualified formula ¢f = Va,.A,, = f. If D, is more general than D; then D, is more
restricting than Dy, i.e.

DlSDQ = D2):D1
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Proof: The proceeding is the same as in Prop. 4.3.5. Assuming D; < D, we have
to show that Dy = D;. By Def. 4.3.11 we must prove that for every Y-algebra A the
following holds:

AED, = AED, Def. 4310
A [{Dzﬂym = true forevery v:® —U. Ega, Ay
=
A [{Dl]]wm = true forevery v:® —U. Ega, Ay

where 7)9 is an arbitrary variable assumption.

Let v be an arbitrary but fixed sort variable assignment with Fgsa, Ay, If we
can show that there exists a sort variable assignment 17 such that FEgs4,- Ay and
A [[DQ]]VU =true = A HDlﬂV =true, we have proven the proposition. We prove this
by constrﬁ%oting a sort variable ggsignment v?. Because of D; < D», by Def. 4.3.13, there

exists a sort variable substitution o such that o(«;) = o, 1<i<n and A; Fg4 0(A;) and
D, <% D,. We use this substitution to define v in the following way:

v (a) := SAJo(a)].
By Prop. 4.3.16 we know that A HDl]] =A HDﬂ] if o(;) = «;, 1<i<n and D
v v

<7 Dy and v7(a)=SA[o(«)], and f=sa, A1 and FEsae Ay, Thus, it remains to show
FEsaye Ay. This follows by Prop. 4.1.4 because Ay Fga 0(Ay). O

Proposition 4.3.16 Interpretation equivalent extended sort derivations

Let

_ALOVs f _ Ay 0 Vs f
D, = N D owdf (ext.qual.) and Dy = N, 05w df (ext.qual.)

be two extended sort derivations for a closed qualified formula ¢f = Vai,..., a,.
Aq,..., A, = f. Let o be a sort variable substitution such that o(a;) = a4, 1<i<n
and D; <% D,. Let v and v? be sort variable assignments such that =g, A; and
FEsaus Ay, Let 7 be an arbitrary variable assignment.

If v7(a)=SAJo(a)], for each « € & then A [[Dl]]vm =A [[Dg]]

Vo
Proof:

A [[Dl]] Def, 4.3.9 true  if not Fgsa, {A,} or A [[Ah 0 Vs f]]u,n = true
v, false  otherwise

A [[D2]] Der 439 | frue if not Esae {An} or A HA2, 0 Vs f]]ygﬂ7 = true
ven false  otherwise

By Prop. 4.3.6 we know that
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A[[Al,Q)VZf]] :A[[A%@vEf]]

v, vo,n

if
A O Vs f <7 Ay, Vs f and
Fsay A and FEsa,s Ay and
nEsAy 0 and
nEsAv 0 and
v (a)=SAfo(a)],.

All these conditions are trivially true. Therefore, it remains to show:

Esaw {40} B Fsaw o({An})
Pro%:;l.l.Z ):SA’VO' {A—m}
ad x) A;j=0(A;) because by Def. 3.2.4 A; € AFq({ay,...,a,}) and o(o;)=a;, 1<i<n.
This completes the proof. O

Proposition 4.3.18 FEquivalent extended sort deriwvations are satisfaction equivalent

Let A be a polymorphic ¥-algebra. Let Dy and D, be two extended sort derivations for
a closed qualified formula.

if D1§D2 and DZSDI then A ): D1 s A ): D2

Proof:
‘o DISDQ Prop.:§.3.15 D2 ): _D1 Def.é&ll ./4 ): DQ = ./4 ): D1
‘g DQSDI Prop.:§.3.15 D1 ): D2 Def.é&ll ./4 ): D1 = ./4 ): DQ

Proposition 4.3.19 P-Satisfaction implies satisfaction

Let A be a polymorphic ¥-algebra. Let ¢f € QFyg be a closed well-formed qualified
Y-formula. Formula ¢f is satisfied in A if ¢f is p-satisfied in A, i.e.

AEpaf = AEaqf
Proof:

Ak, qf Db ABI5 -y = D for some principal extended sort derivation D for ¢f

bt A = D for every extended sort derivation D that ends with
A, 0 V'E qf for some sort predicate assumption A

A = D for every sort derivation D that ends with
A, ) Vs qf for some sort predicate assumption A

Deféﬁ.? ./4 ): qf

Prop. 4.3.20
=
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ad x)

“=" Because D is a principal extended sort derivation for qf, by Def. 4.3.14, D' < D
holds for each extended sort derivation D’ for ¢f. Therefore, by Prop. 4.3.15 D
D DA A= D = A D' for each D).

“«<" This direction trivially holds because the principal extended sort derivation also
ends with A, () >% ¢f for some sort predicate assumption A.

Proposition 4.3.20 Existence of satisfaction implying extended sort derivations

Let A be a polymorphic Y-algebra. Let ¢f = Va,.A,, = f be a qualified formula.
For each sort derivation D = Ay, ) Vy, ¢f there exists an extended sort derivation
D'=A;, § Vs qf such that

AED = AED
Proof: In Prop. 4.3.11 we showed that, if there exists a sort derivation D for a qualified

formula ¢f, there also exists an extended sort derivation D’ for ¢f. We proved this by
constructing an extended sort derivation D’ from an existing sort derivation D for ¢f.

In addition, we now show that A= D" = A D:

AN/ AV
Let D = 4,0Vs f (qual.) be an arbitrary sort derivation for ¢f. By Prop. 4.3.11 we
A, D>sqf
_ ADVs f : o
know that D'= —7—=-L (ext. qual.) is an extended sort derivation for ¢f.
A,@ I>E Qf
(AED = AR D) Def. 43,10, 426
(A [[D’]] = true forevery v:® —U. =g, A
v,no
=
A [[D]] = true forevery v:® — U. FEsa, A) Def 4.3, 4.2.5
v,mno

(Fsav & = A[{A1.... A} 0 Vs f]
forevery v: ® - U. EFsa, {A1, ..., An}
=
Fsaw {An . An} = A[{AL . AL} 0 Vs []
for every v: ® — U. FEsa, A)

This completes the proof. O

v,no

v,no

Proposition 4.3.21 X-Satisfaction is equivalent to p-satisfaction

Let A be a polymorphic Y-algebra. Let ¢f € QFyx be a closed well-formed qualified
Y-formula. Formula ¢f is x-satisfied in A iff ¢f is p-satisfied in A, i.e.
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A qf & A ):p af
Proof: See first part of the proof of Prop. 4.3.19 O

Proposition 4.3.22 The p-model concept is more rigorous than the model concept

Let PS = (X, A) be a polymorphic specification. Let A be a polymorphic Y-algebra.
If Aisap-model of PS then Ais a model of PS

Proof: By Def. 4.3.17 and 4.2.8 we have to prove:

VfeA A, f=VfeA AEf

If f € PFy(®) is a non-qualified well-formed formula, then, by Prop. 4.3.10, we know
that A=, f = A f. If f € QFy is a qualified well-formed formula, then, by Prop.
4.3.19, we know that A =, f = A= f. Thus, the proposition holds. a
Proposition 4.3.23 The p-model concept is equivalent to the z-model concept

Let PS = (X, A) be a polymorphic specification. Let A be a polymorphic Y-algebra.

A is a p-model of PS iff A is an x-model of PS
Proof: Follows immediately from Prop. 4.3.10 and Prop. 4.3.21. O

Proposition 5.2.1 Sort inference algorithm W is sound w.r.t. 1>

Let ¥ = (S, P, F') be a polymorphic signature. Let I be a variable assumption, and let
e be a pre-term. If

W(F,T'ye) = (A,o,7,D)
then
1. Va g UV. o(a) = «

2. A,o(D)pyenT

3. D is a sort derivation ending with A,o([) >y e 7

Proof: The first proposition is obvious because ¢ results from compositions of substitu-
tions computed by mgu. Thus, we omit the formal proof. The second proposition follows
immediately from the third proposition. We prove the third proposition by induction on
the structure of e.

Base Cases:

e = x: We have

W(F,T,x) Def 521 (0.2,T(x), 0.0 ow o [(@) (var))

By Def. 3.2.7 var) is a proof tree for 0,(T") >y x = ['(x).

0.7 >y T (x) (
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e=c: F(c) € Ta(h). We have

W(F,D,c) 220 (0,2, F(c)

"0, T >y e Fe) (idd))

By Def. 3.2.7 id) is a proof tree for ,2(I") >y ¢ F(c).

0,7 >y c:: F(e) (

e=c: F(c) € a,.A,, = 7. We have

W(F,D,c) P2 (B, /an]An, e, [Bafan]T, D)

where D = BT g o ol (polyid)

By Def. 3.2.7 D is a proof tree for [3,/a,]A,,e(T') s ¢ [3./a,]T because the
side condition of rule (polyid) is trivially fulfilled.

Inductive Cases:

e = e1eg: We have
W(F,T,e1es) = (A, uoy0y,u(a), D)

where (Ay,01,7,D1)=W(F,T,e;)
(Ay, 09,79, Dy) = W(F,01(), €2)
u = mgu(oy(71), 2 — @)
A =u(oy(A1) UA)

_ (u02)uay) (D1) Uugyap(D2)
D= Ajuoyoi (D) >y ejey = u(a) (= E)

By applying induction hypothesis we know that D; is a proof tree for
Ay, 01(T) >y ey 2 7y and that Dy is a proof tree for Ay, 0901(I") % €9 2 79. By Def.
3.2.7 it follows immediately that D is a proof tree for A, uoy0q(I') >x ejey i u(w)
if

(402)u(ag)(D1) Def, 4.3.7 A, uoy01(T) Vs eq i uoy (1)

is a proof tree for e; and if
Uuoy(ay) (D2) B A uo01(I') Vs es it u(m)

is a proof tree for ey because by Def. 5.1 uoy(m) = u(m — o) = u(mn) — u(a).

By Prop. 4.3.12 (u03)y(a,)(D1) is a sort derivation for e, if:

i) D, is a sort derivation for e;
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ii) Ya € FSV(ey).uoy(a) = «
ad i) by induction hypothesis

ad ii) By Def. 5.1 mgu yields a substitution u with Yo ¢ UV.u(a) = «. Fur-
thermore, by 1. Ya ¢ UV.oy(a) = . Thus, ii) follows immediately because
FSV(er) N UV = 0.

The proof for wye,(a,)(Ds) is similar to (uwos)ya,)(D1).
e = Ax.ep: We have
W(F,T, \x.eq) Def 521 (Ay,01,01(a) = 71, D)
where (A, 01,7,D) =W(F,I.x:a,e)

— D,
b= Ay, o1(D) >y Aveey w0y (o) = 1 (= 1)

By induction hypothesis we know that D; is a proof tree for Ay, oy (C.a:a0) >y e
71. Thus, by Def. 3.2.7 D is a proof tree for Ay, 0¢(T) >y Az.ey :: o1(a) — 7
because o1 (C.x:a) = o1(T).z:01 ().

e = \x:Ty.e;: We have

W(F7 F7 )‘x:TQ-Gl) Def.:5_2_1

(A17017T2 — T1, D)
where (A, 01,7,D1) = W(F, .29, €)

_ D1
D = Ay, o(T) >y Aeimp.ey i1 — 1 (— Iy)

By induction hypothesis we know that D; is a proof tree for Ay, o1(T.x:m) >y e
71. Thus, by Def. 3.2.7 D is a proof tree for Ay, 01(T) >y Awim.e; 2 Ty — T
because:

o1(1).z:01(7)

o1().x:my

o1 (T.z:my)

[ |l

ad x) FSV(t) N UV =0 and by 1. Va & UV.o1(a) = «
e — e1:7: We have
W(F,T, eq:T) Def,5.2.1 (w(Ay),uoq,7,D)
where (Ay,01,71,D1)=W(F,T,e;)
w = mgu(r,T)

D= up(D1)

u(Al),ual(F) >y e:iT T

(constrained)
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By induction hypothesis we know that D is a proof tree for Ay, 01(I') >x €1 :: 7. By
Def. 3.2.7 it follows immediately that D is a proof tree for u(A;), uo (') >y ep:7 0 7
if

is a proof tree for u(Ay),uo (') >x ey = 7.

By Prop. 4.3.12 ug(D;) is a sort derivation for ey if:

i) D, is a sort derivation for e;

ii) Ya € FSV(ey).u(a) = «

ad i) by induction hypothesis

ad ii) by Def. 5.1 because FSV(e;) N UV = ()

Proposition 5.2.2 Sort inference algorithm W is complete w.r.t. >

Let ¥ = ((Q,SA), P,F) be a polymorphic signature. Let I be a variable assumption,
and let e be a pre-term. If there exists a sort derivation A’,o'(I") Vy e :: 7/ such that
Va g UV : o'(a) = « then

W(F,T'ye) = (A,o,7,(A,0(T) >y e 7))
and there exists a substitution p such that

Va g UV.pla) =«
p(A) C A
o'(l') = po(I)
Ao (T) Vet <PAjo(l') Ve et

Proof: By induction on the structure of e. To avoid unnecessary complications we
assume that all A\-bound variables in e are different and that all variables in I' are
different from all A-bound variables in e. This can be achieved by performing a suitable
a-conversion on e. We do not lose generality by this assumption because we can easily
show that sort derivations are invariant under a-conversion.
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Base Cases:

e = x : We have a derivation of the form

var)

Ao T)pganT (
where ¢'(I")(x) = 7/. By Def. 5.2.1:

W(F,T',z) = (0,2,'(x)

"0, >y T(x) (var))

The algorithm does not fail in the call of " because o' (I')(x) = 7'. Thus, W results
in the tuple above. It remains to show that there exists a substitution p such that:

i) Ya g UV .pla) =«
ii) p(0) C A
iii) o'(T") = pe(T)

iv)

var) < var)

p
Ao (D) >y at ( 0,7 >y T(x) (
Let p=o0":
ad i) Trivially valid because we assumed Vo ¢ UV .0'(a) = .
ad ii) Trivially valid.
ad iii) Trivially valid.
ad iv) Immediately by Def. 4.3.2.

e=c: F(c) € To(0). Similar to e = .

e=c: F(c) € lla,.A,, = 7. We have a derivation D’ of the form

A o' (T) >y @ o(7) (polyid)

where o is an arbitrary substitution and o({4,,}) C A’. By Def. 5.2.1:

W(Fv Fv C) = ([ﬁn/an]A—mv &, [ﬁn/&n]7—7 D)

where D = — polyid
. [ﬁn/an]Amv L D>y cx [ﬁn/an]T ( )
[, are new variables from UV

The algorithm does not fail in the call of F because F(c) € Ila,.A,, = 7. Thus,
W results in the tuple above. It remains to show that there exists a substitution p
such that:
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i) Ya g UV .pla) =«
i) p[Ba/cn](Am) C A
iii) o/(T') = pe(I)

iv) D' <’ D

Let p = o' .[o(a,)/Bn):

ad i) Because 3; € UV and we assumed Ya ¢ UV.o'(a) = a.

ad ii)
(0 @B B ol E)c & o fla)/a)@) A
PRI ola) (A € &
& o(A,) C A

This is the side condition of the derivation D;.

ad iii) o'(T) = o' [o(an)/5.](T)
FE VD) )

ad iv) By Def. 4.3.2 we have to show:

(1) = (0" [o(on)/ Bu])[Bn/ an] (T) N (1) = o'[o(an)/an](7)
(1) = [o(an)/an](7)

Inductive Cases:

e = e1e9: We have a derivation D’ of the form

D] D;
1 2
A o' (D) >y ereg i 7|

(— E)

where Dy = A/, ¢'(T") Vg ey i1 7, — 7] and
Dy =A'0'(T') Vg ey 2 7

By applying induction hypothesis to e; we know:

1. W(F,T,e1) = (Ay,01,71,D1)
where D; =Ay,09(I') Vg e; imy

2. There exists a substitution p; such that:
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(a) Va ¢ UV.pi(a) = a
(b) pr(Ar) € A

() 0'(T) = pro(T)

(d) Dy <P Dy

Because ¢/(I') = pyo1(I') and Yoo & UV .p;(«) = o we can apply induction hypoth-
esis to ey with oq(T") yielding:
3. W(F, UI(F)762) = (A27027T2,D2)
where Dy = Ay, 0501(T) Vy ey i1y
4. There exists a substitution py such that:
(a) Va g UV.py(a) = «
(b) p2(Az) C A
(c) /(L) = pao20:(L')
(d) DI <r2 D,

By Def. 5.2.1:

W(F, T eyes) = (A, uoyoy,u(e), D)

where u = mgu(oy(m1), 2 — @)
A= U(O'Q(Al) U AQ)

_ (u02)w(a)(D1) tuoy(ay)(D2)
D= A uoy01(T) >y eqey = ula) (= E)

By 1. and 3. the recursive calls of W terminate. The algorithm may, however, fail
during unification of oy(7) and 7» — «. To prove that W results in the tuple
above we must show that oy(71) and 75 — « are unifiable w.r.t. UV, i.e. that there
exists a substitution u' such that u/(oy(7)) = v/(19 — «). Let «' be defined as:

pi(B) if B € FSV(Dy) \ FSV(02)
u'(f) =1 T if =a
p2(f) otherwise

In the following case analyses we will always omit case [ = «a because « is a new
sort variable and cannot occur in the previous derivations. We show:

u'(o9(71)) D Ty, — T, 1) u' (19 — )
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ad i) u,(0_2 (7_1)) _ Té _ 7_{ 2.(d), ng. 4.3.3

u'(o2(11)) = pi(m1)
& V3 € FSV(mi).u'(02(8)) = p1(B)

Prop<.:§k.0.1 true

adii) v'(n—a)=17—1 < a)u(n)=r and
b) () =7

4.(d), Prop. 4.3.3

)

& VB € FSV(r).d (B) = pa(f)

Prop, A.0.2
=

ad a) u'(m) =1

true
ad b) By definition of u'.

Now it remains to show that there exists a substitution p such that:

i) Ya g UV.pla) =
i) p(A) € A

iii) o/(T') = puoyoy(T)
iv) D' <’ D

By Def. 5.1 mgu computes a most general unifier u for o1(7) and 75 — «, i.e. there
exists a substitution p’ such that v’ = p'u. Let p = p':

ad i) By Def. 5.1 the result of mgu substitutes only sort variables from UV. By
definition of u": Va ¢ UV.u/'(a) = a. Because u' = p'u it holds that Yo &
UV.p'(a) =a.
ad ii) p(uoy(A)UAy)) CA & a) puoy(A) C A" and
) p

u = plu

ad a) p'(u(o2(Ar)) C A’

Prop. <1%.)0.1 *) pl(Al) c A
2.(b)
& true
ad b) pu(A,) C A v u'(Ay) C A
rrep é ) p2(Ay) C A’
4.(b)
& true

ad %) Aj, respectively Ay, contains all instantiated atomic sort formulae of
the applied polymorphic functions. By Def. 3.1.10 all sort variables oc-
curring in the qualifying sort predicates also occur in the body of the
polymorphic sort term. Thus, it follows immediately that F.SV(A;) C
FSV(Dy), respectively FSV(Ay) C FSV(D,).
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ad iii) o'([') = p'uoyoy (T) o' (') = u'oy0, (1)

P209201 (F) = u,0—20—1 (F)

=
& Ve FSV(oyo1(D)).p2(6) = u'(B)
By case analysis:

3 € FSV(Dy) \ FSV(oy):
mB) =m(B) B ) =p
TR () = a(9)
ad x)

[ € FSV(oyo1(T))

and 8 & FSV(oy) } = B¢ C0D(o)

= B € a(l)
PO g e FSV(01(T)).01(8) = pa0a ()

B & FSV(D1) \ FSV(a2): pa(B) = p2(F)
ad iv)

Dll DI2 s (ua2)U(A2)(D1) uUU2(A1)(D2)
A" o'(T) >y eren i 7y (= E) < Ajuoyor (L) >y ejey = u(ar) (= E)

Therefore, by Detf. 4.3.2, 4.3.7, we have to show:

a) For each derivation node r (polyid) occurring in D) and

AT p>ycuT
its corresponding node AT By a0y () (polyid) in (uos)uay) (D)
holds:

(1) 7" = puoy(7")

Dl

and for each derivat. node
AT >y Ax.e] =11 — T1o

(— I,) occurring

o : D" :
in D) and its corresp. node AT By rd, = uoa(rar = 722 (— I,) in
(402)u(aq)(Dy) holds:

(2) T11 = PIUU2(T21)

b) Like a) only for Dy and ye,a,)(D2).

ad a) ad (1)
T = pluO'Q(TH) v <::>p’u 7= U,IO'Q (T”)
£ p1(7") = uwoa (")
& VB e FSV(T").p1(B) = w'o2(5)
Prop. A.0.1

& true
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ad (2) similar to (1)
ad b) ad (1) 7 =pu(r") & 1 =u(7")

{:> p2(7_//) — u/(,]_//)
& V3 e FSV(T").pa(5) = u'(3)
Prop<:>A02 true

ad (2) similar to (1)
Proposition A.0.1 Auziliary Lemma

We prove the following auxiliary lemma:

VB € FSV(Dy).u'oy(B) = pi(B)

Proof: By case analysis:

B¢ FSV(oy): wos(B) = pr(B) 7 E g () = pi(B)
PEIHEL S () = m(9)

[ € FSV(oy) : By case analysis:
pEUV: uoyf) = p(p)

Prop. 5.2.1, 2.(a)
=

w(8) = 5
2(a)d () G

€ UV: All unification variables occurring in FSV(oy) are introduced by
choosing somewhere a “new” sort variable. Because [ already oc-
curs in FSV(Dy) it cannot be introduced in the call of W (F, (), e2).
Thus, # must have been passed by an argument. Because oq(I") is the
only argument containing unification variables / must be an element of
FSV(o1(T)). By 2.(c):

o'(I') = proy(1) 44;9 p20201(L') = pro1(T)
& VYa € FSV(oy(T)).pa0z () = pr(«)

Thus: w'oy(f) =p(B) &  woa(B) = p202(f)
By case analysis:

B & DOM(oy) @ u'oy(B) = paoa(f3) A u'(B) = p2(0)
TEE T 0(8) = ;a(9)
B € DOM(os) : woo(f) = peoa(f) < Vv € ao(B)u(y) = p2(7)
2 vy e n(B)mt) =m0
ad x) 3 € DOM(oy) = v € COD(0y) = v € FSV(02)
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Proposition A.0.2 Auziliary Lemma

We prove the following auxiliary lemma:

V3 € FSV(D,) ' (B) = pa(B)

Proof: By case analysis:

B € FSV(Dy)\ FSV(os) = ' (B) = pa(B8) 8™ pi(8) = pa(B)

By case analysis:
2.(a),4.(a)

BEUV: p(B)=p(B) &7 B=0
€ UV: For the same reason as in Prop. A.0.1 # must be an element of
FSV(o1(T)). By 2.(c):

o'(T) = poi(D) & pyouon(T) = pron(D)
& Va e FSV(oy(T)).pp02(a) = pr(a)

Thus:  p1(3) = p2(5) < p202(3) = p2(B3)
FERGH) 0 (B) = pa(B)

8¢ FSV(D))\ FSV(az) 1 w/(B) = pa(B) "™ pa(5) = pa(3)

e = \x.e;: We have a derivation D’ of the form

D,
A o'(T) >y Aweey i1y — 14

(— L)

where Dy = A',o'(T").a:m), Vx ey o 7{. Let a be a new sort variable, and let
oy = o'.[ry/a]. Then Dy = A/ o} (T.x:a) Vg ey :: 7{ and we can apply induction
hypothesis yielding:

1. W(F,Iza,e;) = (A, o01,7,D)
where D; = Ay, 01(Tz:a) Vyoeg iy
2. There exists a substitution p; such that:
(a) Va ¢ UV .pi(a) = «
(b) pi(Ar) €A
(c) o1(T.a:a) = proy (Ta:a)
(d) Dy < Dy
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By Def. 5.2.1:

W(EF, T, \x.e;) = (Ay,00,01(a) — 1, D)

_ Dy
where D= Ay, o1() >y Arey 2 oq(a) = 1 (= L)

By 1. the recursive call of W terminates. Thus, W cannot fail in this case. It
remains to show that there exists a substitution p such that:

i) YVag UV.pla) =«
i) p(A;) C A

iii) o'(I') = poy(I)
iv) D' <’ D

Let p = p1:

ad i) by 2.(a)
ad ii) by 2.(b)

ad iii) o'(D) = pon(D) “FE" 52 /a)(D) = prov (D)
< o1 (I) = pro1(I)
2 oi(laz:a) = pyoy(Fa:a)
2«&) true

ad x) x ¢ DOM(T) because we assumed that all variables in " are different
from all A-bound variables in e.

ad iv) By 2.(d) D' < D. Thus, by Def. 4.3.2 it remains to show:

B=po(a) & =0l
& 1 =d /o))

& T,=T

e = \x:19.e;: We have a derivation D’ of the form

DI
1
A" o'(T) >y Avimye; 19 — 7

(— 1)

where Dy = A’ o'(T').a:my Vy ey = 7{. As we assumed that Va ¢ UV.o'(a) = «
and because FSV(7)N UV = 0 we know that ¢'(I').x:7 = o/(I".z:72). Thus, we can
apply induction hypothesis yielding:
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1. W(F,T.x:my,e1) = (Ay,01,71,D1)
where D; = Ay, 01(T.2:m) Vg e = ny
2. There exists a substitution p; such that:
(a) Va ¢ UV .pi(a) = «
(b) p1(Ar) C A
(c) o' (T.ximy) = proy(Laimy)
(d) Dy < Dy

By Def. 5.2.1:

W(F,T, \x:y.e1) = (Ay,01,79 — 71, D)

_ D,
where D = AL oiD) By \emer 1o = (— 1Iy)

By 1. the recursive call of W terminates. Thus, W cannot fail in this case. It
remains to show that there exists a substitution p such that:

i) YVag UV.pla) =«
i) p(A) C A

iii) o'(T") = poy(T)
iv) D' <’ D

Let p = p1:

ad i) by 2.(a)
ad ii) by 2.(b)

ad iii) o'(T) = pyoy (T) ° # DM o' (C.aimy) = proy (D)
zg) true

ad iv) Follows directly from Def. 4.3.2 and 2.(d).
e = e;:7: We have a derivation D’ of the form
D}
AodT)>eeiToT

(constrained)

where D} = A, 0'(T') Vy ey :: 7. By applying induction hypothesis we know:

1. W(F,F,el) = (A170—117—11D1)
where D; =A;,01(') Vy e i1y
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2. There exists a substitution p; such that:
(a) Va ¢ UV .pi(a) = «
(b) pr(Ay) C A
(¢) o'(T') = pro1(T)
(d) Dy < Dy

By Def. 5.2.1:
W(F,F,GIIT) = (U(Al)aualvTv D)

where u = mgu(m,7)

D = u@(Dl)

w(Ay),uoy (L) Dy ep:m 0 7T

(constrained)

By 1. the recursive call of W terminates. The algorithm may, however, fail during
unification of 7 and 7. To prove that W results in the tuple above we must show
that 7 and 7 are unifiable w.r.t. UV, i.e. that there exists a substitution ' such
that u'(7) = «/(7). Let v/ = py:

2.(d),Prop. 4.3.3 *)
pr(71) = 7

ad ) Because by 2.(a) Va & UV.p1(a) = a and FSV(r) N UV = (.

Now it remains to show that there exists a substitution p such that:

i) Ya g UV .pla) =«

ii) pu(A;) C A’

iii) o'(T") = puoy(T)

iv) D' <’ D

By Def. 5.1 mgu computes a most general unifier u for 7, and 7, i.e. there exists a
substitution p’ such that v’ = p'u. Let p = p':

ad i) see case e = ejey

ad i) pu(A) CA CTIEIT L (A) C A

ad iii) o'(I') = pluc (T') = =o o' (L) = proy (D)
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ad iv)

Dll s u@(Dl)
ATy e Tt (constr.) < w(Ay),uo(T) >y ep:7 o T

(constr.)

Therefore, by Def. 4.3.2 and 4.3.7, we must show:

polyid) occurring in D] and
(polyid) in ug(Dy) holds:

a) For each derivation node NT oy (

A, T >y enu(r”)

its corresponding node ul

7_/ — plu(TlI) U =puu = p1 7_/ — Pl(T”)
2.(d)
& true
Dl

b) For each derivation node (— I,,) occurring in

AT >y Ax.e] =11 — T1o

"
D} and its corresponding node WA T By )‘5611 T Co—— (— I,)
in ug(D;) holds:

11 = P1(T21)

PEN true

T11 = PIU(Tm)

Proposition 5.2.5 Sort inference algorithm U is sound w.r.t. >’

Let ¥ = ((2,SA), P, F) be a polymorphic signature, and let ¢f be a qualified formula.
If USA P F,qf)=(A,D) then A0 >§qf

and D is a sort derivation ending with A, >4 ¢f.

Proof: We must show that D is a valid sort derivation for ¢f. By Prop. 5.2.3 Dy is a
sort derivation ending with A, () >x f. Thus, it remains to prove the side condition of
rule (ext. qual.), namely:

Jdo: ® — To(P) with
o(a;) =a;,1 <i<nand

A—m l_SA O'(A)
By Def. 5.2.3:
, —_ Prop. 5.3.4 R !
o' =resolve(SA,{A,.},A) = (A, )¢, —(0,0")
Pr0p:.>5.3.1 Am l_SA O'I(A)
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Clearly o'(a;) = a;,1 < i < n because «o; ¢ UV and ¢’ results from mgu calls. O

Proposition 5.2.6 Sort inference algorithm U is complete w.r.t. >%

Let ¥ = ((2,SA), P, F) be a polymorphic signature, and let ¢f be a qualified formula.
If there exists a sort derivation A’, () V'E qf then

1. USA,P,F,qf) = (A, (A0 Vy, qf)) and

2. ALV qf <ADVY qf

Proof: We have a derivation of the form

AD Vs f

2 S t.qual.
A oL Va, A, = f (eat.qual.)

ad 1. By Prop. 5.2.4:
V(P.F.0,f)=(A0,(A,0 >x f))

and there exists a substitution p such that p(A) C A’. Therefore, it remains to
show that resolve(SA, A,,, A) terminates with some substitution ¢”. By the side
condition of rule (ext. qual.) there exists a substitution ¢’ such that:

A bga o'(A) AALE S A, Fsa d'(p(A))
TR (A e) Fu (0.0)
Prop. 5.3.4

=" resolve(SA, Ay, A) =o"

ad 2. A OV qf < ADVsqf PTE 3500 — To(®) with

(b) AI l_SA O'(A)
(¢) AL Vs qf <P AV qf PREE A OV f <7 AD Vs f

By Prop. 5.2.4 there exists a substitution p such that

(d) Ya ¢ UV .p(a) =«

(e) p(A) € A

(f) A" O Vs f <P ADVy f
Let o = p:

ad (a) By (d)
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Proofs

ad (b) By (e) because of monotonicity of - (Prop. 3.1.1)
ad (c) By (f)

Proposition 5.4.1 Algorithm analyze_ax is sound and complete

Let ¥ = ((,SA), P, F) be a polymorphic signature and f € PFy(®) U QFy, be an
arbitrary formula.

1. Algorithm analyze_az is sound, i.e.

analyze_ax(SA, P, F, f) = well-formed = f € SENy

2. Algorithm analyze_ax is complete, i.e.

Proof:

1.

f € SENy, = analyze_ar(SA, P, F, f) = well-formed

e Let f be a non-qualified formula

By Def. 5.4.1 analyze_ax yields well-formed if V/(P, F,0, f) = (A, 0, D) and
resolve(SA, ), AN AFq(0)) = o’. We have to prove:

f € SENg P& A ¢ >y f for some A with O Fgq AN AFq(0)

By Prop. 5.2.3 D = A, Vx f is a sort derivation for f. Thus, it remains to
prove:

0D Fsa AN AFq(0) & D Fsa o' (ANAFG(0))
Tt (AN AFa(). 9L, (0, 0)
Prop. 534 resolve(SA, 0, AN AFq(0)) = o

Let f be a qualified formula
Follows directly from Prop. 5.2.5.

Let f be a non-qualified formula.

If f € SENy, then by Def. 3.2.13 A’ ) >y, f for some A’ with () -g4 A'NAFo(0).
From Prop. 5.2.4 follows that V(P, F,0, f) = (A,0, D) and that there exists
a substitution p with p(A) C A’. Thus, by Def. 5.4.1 it remains to prove that
resolve(SA, 0, AN AFq(0)) terminates with some substitution o”:
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0 bsa A NAFG(0) "5 0bgu p(A) N AFG(D)
=  Dlkgs ANAFG(0)
& Dhga o (AN AF(0))
PRI (AN AFQ(0), )L, (0, 0")
Prog.>3.4 resolve(SA, 0, AN AFq(0)) = o”

e Let f be a qualified formula.

If f € SENy, then by Def. 3.2.13 A’ >y, f for some A’. Thus, by Prop. 5.2.6
USA,P,F, f)= (A, D) and analyze_ax terminates with well-formed.

Proposition 5.5.1 V computes a principal sort derivation

Let f € PFy(®) be a closed formula. If there exists a sort derivation for f then there
exists a principal sort derivation for f and V(P, F,0, f) = (A, 0, D) where D is a principal
sort, derivation for f.

Proof: We show that
1. V(P,F,0, f) terminates with (A, o, D) where D is a sort derivation for f and
2. by Def. 4.3.4 that for each sort derivation D’ holds D' < D.
ad 1. If f is a closed well-formed formula then by Def. 3.2.13 there exists a sort derivation

A Vs fwith 0 Fgqa A'NAFo(0). Thus, by Prop. 5.2.4 V(P, F, ), f) terminates
with (A, 0, (A, 0 Vg f)) and by Prop. 5.2.3 A, Vy f is a sort derivation for f.

ad 2. We have to show A", 0 Vy f < A0 Vs f Delds3 dp: & — Tq(P) with

(a) Yoo € FSV(f). pla) =«

(b) A"Fga p(A)

(C) Alvw VE f Sp A,Q) vE f
By Prop. 5.2.4 we know that there exists a substitution p’ such that

(d) Ya ¢ UV .p/(a) = «

(e) p'(A) C A

(f) A O Vs f<P A D Vs f
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Let p = p':
ad (a) Follows immediately from (d)

ad (b) Follows from (e) by monotonicity of - (Prop. 3.1.1)
ad (c¢) Follows immediately from (f)

Proposition 5.5.2 U computes a principal sort derivation

Let ¢f € QFx be a closed qualified formula. If there exists an extended sort derivation
for ¢f then there exists a principal extended sort derivation for ¢f and U(SA, P, F,qf) =
(A, D) where D is a principal extended sort derivation for ¢f.

Proof: We show that

1. U(SA, P, F,qf) terminates with (A, D) where D is a sort derivation for ¢f and

2. by Def. 4.3.14 that for each sort derivation D' holds D' < D.

ad 1. If ¢f is a closed well-formed formula then by Def. 3.2.13 and Prop. 4.3.11 there ex-
ists an extended sort derivation A’ V5, ¢f. Thus, by Prop. 5.2.6 U(SA, P, F,qf)
terminates with (A, (A, Vi, ¢f)) and by Prop. 5.2.5 (A, § Vs, ¢f) is a sort deriva-
tion for ¢f.

ad 2. Follows directly from Prop. 5.2.6.
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The Concrete Syntax of PolySpec

B.1 EBNF-Notation

The concrete syntax of PolySpec is presented as an EBNF-like grammar. The notations
used are summed up below:

[rhs] rhs is optional.
{rhs}* zero or more repetitions of rhs
{rhs //,}* zero or more repetitions of rhs separated by ,
{rhs}* one or more repetitions of rhs
{rhs //,}* one or more repetitions of rhs separated by ,
rhsy | rhsy  choice
rhs (75} difference: ilements generated by rhs except those gen-
erated by rhs
terminal terminal symbols are given in boldface
<nonterminal> nonterminals are enclosed in angle brackets
<nonterminal> emphasized nonterminals are not defined in the gram-
mar but represent a non-printable letter of the ASCII
character set or are given informally

B.2 Lexical Syntax

<spectext> = {<lexeme> | <whitespace> | <comment>}*

<lexeme> = <special> | <reserved> | <alphanumid> | <num>
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Whitespace

<whitespace> = <space> | <tab> | <line-delim>

<line-delim> = <newline> | <carriage return> | <vtab> | <form feed>
Comments

<comment> = % {<any>}" <line-delim>

Syntactic Categories

<letter> = a|b|c|d|e|f|g|h|i|j|k]|]|m
| nlofplalr|sftfulvw|x[y]z
| A|B|CIDI|E|F|G|H|I|J|K|L|M
| NJIO[P[QIR[S[T|U|V[W|X]|Y]|Z
| alBlylélelCin|d|e|r]lp
| viglm|plo|t|v]elx|¥]|w
<digit> = 0]1]2|3|4|5|6|7|8]|9
<symbol> = = /I > #
| #IC[8|&[?7]@] L
<special> s= () s, ]I —] X
| A=Y 3]=IAlVI=]e
<alphanum> = <letter> | <digit> | <symbol>
<any> = <alphanum> | <special> | <space> | <tab>
Natural Numbers
<nums> = {<digit>}*
Identifiers
<alphanumid> ::= {<a1phanum>}+{<reserved>|<num>}
Reserved Words
<reserved> = cons | sortpred | pred | fun

| sortaxioms | axioms | in | endaxioms

B.3 Context Free Syntax

<spec> = {<sspec> | <ospec>}*
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Sort Specifications

<sspec>

<conslist> n=
<Ccons>

<spredlist>

<spred>

<saxioms>
<svarlist>

<clause>

<atoms>

<atom>

Sort Terms

<asortterm>

<sortterm>

Object Specifications

<ospec>

<predlist>

<funlist>

<functionality> 1=

<axioms> =
<varlist> =
<context> =

<var> =

<conslist>
<spredlist>
<saxioms>

cons {<cons> ;}*
<id> [: <num>]
sortpred {<spred> ;}*

<id> [: <num>]

sortaxioms [<svarlist>] in {<clause> ;}* endaxioms

{<id> //,}*

[<atoms> =] <atom>

{<atom> //,}*
<id> ( {<sortterm> //,})

<id>
<id> ( {<sortterm> //,}T)
( <sortterms> )

<asortterm>
<sortterm> X <sortterm>
<sortterm> — <sortterms>

<predlist>
<funlist>
<axioms>

pred {<id> : <functionality> ;}*

fun {<id> : <functionality> ;}*

<sortterm>

IT <svarlist> . [<atoms> =] <sortterm>

(Basic Sort, Sort Variable)
(Applied Sort Constructor)
(Grouping)

(Product Sort)
(Functional Sort)

axioms <varlist> in {<formula> ;}* endaxioms

[<context>| {<var> //,}*
{<atom> //,}* =

<id> [: <sortterms]



188 The Concrete Syntax of PolySpec

Formulae

<formula> = «<id> (Constant Predicate)
| <id> <term> (Applied Predicate)
| ( <formula> ) (Grouping)
| <term> = <term> (Strong Equality)
| = <formula> (Negation)
| <formula> A <formula> (Conjunction)
|  <formula> V <formula- (Disjunction)
|  <formula> = <formula> (Implication)
|  <formula> < <formula> (Equivalence)
|V <var> . <formula> (Universal Quantification)
| 3 <var> . <formula> (Ezistential Quantification)

Terms

<terms> n= <id>
| ( <tuple>) (Tuple)
| ( <term> ) (Grouping)
| <term> : <asortterms (Sort Annotation)
| <term> <term» (Application)
| A <var> . <term> (\-Abstraction)

<tuple> = <term> , <term>
| <terms , <tuple>

Identifiers

<id> = <alphanumid>
|  <nums>

B.4 Priority of Operators

Fig. B.1 shows the priority of the operators of PolySpec. Operators with higher priorities

bind stronger. In the last column the associativity of operators with the same priority

is shown.
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Priority | Operator | Description Associativity
12 Sort annotation for term left
11 X Carthesian product right
10 Function space constructor | right

9 Prefix-Application left
8 Ax. A-Abstraction
7 = Identity
6 - Negation
5 A Conjunction right
4 \% Disjunction right
3 = Implication right
2 = Equivalence right
1 V. Quantifiers

dx.

Figure B.1: Priority of Operators
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