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ABSTRACT
Service-based software systems are a useful concept recently
developed to support the development of systems offering
functions (the so-called services) which may be interrelated
or may mutually depend on each other. Although ap-
pealing from a practical point of view, the development of
service-based software for security-critical systems is, unfor-
tunately, not well understood. Services may easily interact
with each other in a way which may have unforeseen conse-
quences on the various security properties provided. In this
work, we propose a method for facilitating the development
of security-critical service-based software systems using the
computer-aided systems engineering tool AutoFocus based
on the formal method Focus. We explain our method at the
example of a service-based system from the automotive do-
main.
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D.2.2 [Design Tools and Techniques]: Computer-aided
software engineering (CASE); D.2.11 [Software Architec-
tures]: Domain-specific architectures
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1. INTRODUCTION
The concept of service-based software systems has been

recently developed to support the development of systems
offering services which are functions that may be interre-
lated or may mutually depend on each other.

Security requirements have become an increasingly im-
portant issue in developing distributed systems, especially
in the electronic business sector. Because of the fact that
failures of security mechanisms may cause very high poten-
tial damage (e.g., loss of money through fraud), the correct-
ness of such systems is crucial. Apart from confidentiality,
meaning that sensitive information should not be leaked to
unauthorized parties, and integrity, meaning that unautho-
rized parties should not be able to modify sensitive infor-
mation, the most important security requirements are au-
thentication, meaning that the participants in the system
are correctly identified, and authorization, meaning the cor-
rect process of granting participants access to certain sen-
sitive privileges. All of these security requirements have to
withstand attacks from motivated adversaries, which makes
them notoriously hard to enforce in software-based systems.

Although appealing from a practical point of view, the
development of service-based software for security-critical
systems is, unfortunately, not well understood. Services may
easily interact with each other in a way which may have
unforeseen consequences on the various security properties
provided.

Therefore, the consideration of security requirements has
to be integrated into general systems development. Follow-
ing the idea of model-driven service composition [21], com-
mon modeling techniques used in industry, such as collabo-
ration diagrams, state charts and message sequence charts
may be tailored for that purpose.

In this work, we propose a method for facilitating the de-
velopment of security-critical service-based software systems
using the computer-aided systems engineering tool Auto-
Focus [5] based on the formal method Focus [6]. The goals
of our contribution in this paper are the correct development
of secure service-based system.

We explain our method at the example of a service-based
system from the automotive domain. This work is done in
the context of the project MEwaDis funded by the Bavarian
regional government. The primary goal of the project is
the development of techniques for the analysis, modeling
and validation of reliable, adaptive, context-aware services,
and of process models for their development. The results
are prototypically implemented in the domain of automotive
systems.



We specify security-critical service-based software systems
using state transition diagrams (STDs, similar to UML state
charts). The composition of the various services can then
be automatically checked for security weaknesses using the
model checker SMV connected to AutoFocus to verify that
the overall system provides the desired security properties.
The AutoFocus tool integrates several analysis tools, fa-
cilitating adoption in industry. Since the AutoFocus tool
builds on the formal development method Focus [6], our
approach also supports formal proofs in this framework.

This work is a continuation of that in [12] which consid-
ered the composition of secure services in a specific technical
situation, namely that of layered protocols. Here, we move
up in levels of abstraction, so that “service” is now not nec-
essarily a specific feature of a protocol, but more generally
a functionality of a system sufficiently important to be con-
sidered in its own right. The current work is based on a
formal model for service-based systems proposed in [4] and
can be applied in the context of a model-based development
process for service-based systems proposed in [8].

While there has been successful work on integrating secu-
rity into service-oriented architectures (including [17, 24]),
mostly regarding web-services, our work then aims to pro-
vide a methodological approach to software-engineering tar-
geted to service-oriented architectures, in a general context
(in fact, our case-study given here is taken not from the
web application domain, but from the automotive software
domain).

This paper is structured as follows. In Sect. 2, we explain
general concepts, what we mean by service-based systems
in more detail, and how we specify and analyze security re-
quirements in this context. To apply our formal notation
of a service to a model, we make use of the tool AutoFo-
cus, which we introduce in Sect. 3. In Sect. 4, we give an
overview over the automotive application under considera-
tion, specify a security-critical part and carry out a security
analysis. After discussing related work, we end with a con-
clusion and indicate further planned work.

The main contribution of this work is a soundly-based
methodology for the correct development of secure service-
based systems. For didactic purposes, our main insights and
recommendations with respect to this methodology are, af-
ter being introduced in a general setting in Sect. 2.3, ex-
plained in more detail in the context of a case-study in
Sect. 4, because we consider this to be more illustrative
than an abstract discussion. Note that the results are not
restricted to service-based systems in the automotive do-
main but apply to service-based systems in general, as ex-
plained in Sect. 2.1. Also note that our approach is tool-
independent. We chose a particular tool, AutoFocus, again
only to make the presentation more concrete. The approach
can be easily adapted to similar notations, such as UML.

2. SERVICES AND SECURITY

2.1 Services
In general services are considered as system sub-functions.

They determine the patterns of behaviors to use a system for
specific purposes. Thus, a practical formalization of services
are patterns of interactions [4]. The formal specification
method Focus allows services to be specified in terms of
relations on sequences of messages [6].

In the development of service-based systems, services are

Figure 1: The Service Modeling Unit

used as abstract modeling units. They represent not only
sub-functions encapsulating certain behaviors. A service
is also well suited to handle multiple function interactions
and function dependencies, which are typical for so-called
multifunctional systems [8]. Function dependencies are ab-
stracted by interrelations of services.

Service modeling takes place at an early stage in the devel-
opment process. At this stage neither the system’s structure
(component architecture) nor the internal structure of the
sub-functions matters, yet. The main focus is the interaction
of the system sub-functions and their (black-box) behavior.
Once services are identified and set into relation, input mes-
sages, output messages (see Fig. 1) and requirements on the
black-box behavior describe a service [6].

The behavior of a service is specified formally in an ab-
stract way by relating its inputs and outputs. In addition,
services can have a local state, represented by a number of
local variables.

A service has a syntactic interface which is induced by the
service’s input and output message types. Requirements on
the system’s behavior can be mapped straightforwardly to
service behaviors, since it is sufficient to partially specify the
service interface. A service’s behavior can be defined only
for valid sequences of messages (so-called service domain,
cf. [4]). That is, only the relevant behavior needs to be
specified.

Interacting services are modeled via connecting channels.
That way, they build up an execution scenario, which can
be used as a basis for behavioral verification of security or
safety properties.

2.2 Services in a Practical Context
Services are not only an abstract modeling unit, but also

have a high relevance in practice. Also, service-based sys-
tems are not restricted to web-services. To explain how
the general methodology proposed in this paper lends itself
to application in a concrete practical context, we explain a
concrete practical scenario for service-based systems in the
automotive domain in this section. It is taken from the in-
dustrial application project that provided the motivation for
our research.

In the MEwaDis project, the modeled prototypes are also
implemented in a real environment using the Java language
together with the OSGi (Open Service Gateway Initiative,
see [20]) service framework. OSGi is a specification for a
Java-based middleware for heterogeneous networks (like the
different bus systems in vehicles), to manage services dy-
namically. The OSGi alliance itself is an independent and
non-profit cooperation defining and promoting open speci-
fications for the delivery and management of services to all
types of networked devices in environments like home or ve-
hicles.

To bridge the gap from our formal service model to the
OSGi implementation, we briefly describe how they relate to
each other. To get services running in the OSGi framework,



they have to be encapsulated in so-called bundles, which ba-
sically are Java archive (JAR) files. A bundle contains a
Manifest-file, which describes the import and export inter-
faces. This defines the syntactical interface. The import
interfaces specify the needed services, the export interfaces
the provided services. Furthermore, a bundle contains a
BundleActivator class, which registers and deregisters the
services to the framework according to the Manifest descrip-
tion.

Hardware

Java VM

Operating System

OSGi Framework

Service A
Service C

Service D

Service E
Service B

Service Bundles

Figure 2: OSGi software platform

The notion of an interface is equivalent to our model,
where the typed input and output channels also define the
interface of the service. The behavioral specification of ser-
vices in the formal model, which is done for example with
automatons, is coded in Java to run within the OSGi frame-
work. With the modeling tool AutoFocus (see Sect. 3) we
are able to finally build OSGi bundles via code generation
from the modeled service architecture and use them inside
the framework. To get a strict mapping from our formal
model to the OSGi services, we generate the code in a way
so that we get only one service per bundle.

Fig. 2 illustrates the system structure for the OSGi frame-
work. On the top of the operation system (OS) a Java vir-
tual machine is running, which hosts the OSGi framework.
For embedded systems, like in the automotive domain, the
OS is a real time operating system in general. Finally, the
OSGi framework hosts and runs the bundled services.

As a real-life-application, the German car manufacturer
BMW presented an “OSGi-enabled” vehicle at the OSGi
World Congress 2003 (see [22]). In fact, it is possible to run
the services which we specify, model and which finally code
is generated in a real car. In the Automotive Systems Lab
at the Technische Universität München we run an embed-
ded platform which controls the different bus systems like
MOST (Media Oriented Systems Transport) or CAN (Con-
troller Area Network). Connecting multimedia devices and
devices like haptic controller, ignition lock simulator to the
embedded platform, it is possible to run our services in a
car-like environment.

Hence, services indeed play a role in a practical context.
To put the development of secure services on a firm footing,
we provide in this paper a formal approach to secure the
modeling of services at an early stage of development.

2.3 Security
It is necessary to consider security as early as possible

in the development process and not to treat it as an af-

terthought. [8] describes a methodology to develop service
based systems, in which the consideration of security aspects
is integrated into the development process.

The process consists of the following service-specific
phases: a service identification phase, where services are de-
termined as actors in activity diagrams; a use case modeling
phase where the flows of events of the service functions are
specified in form of use case models; and a service model-
ing phase where the behavior of the services is specified for-
mally as described above. A component design phase follows
where services are mapped to system components. The con-
sideration of security requirements starts with the use case
modeling phase where security objectives are annotated in
a structured way to the use cases. These security objectives
are then mapped to requirements on the formal models of
execution scenarios.

In this paper, we concentrate on security requirements in
the service modeling phase, in particular on enforcing access
control resp. authorization. We leave out the consideration
of the trustworthiness of the communication channels, since
this is not the focus of this paper. However, it could be
integrated into our model using the methods of [29].

The goals of the contributions here are thus to provide a
method for the correct development of secure service-based
system. More specifically, here we concentrate on enforc-
ing the two main important security mechanisms of authen-
tication and authorization in the context of service-based
systems. This is done using a notation that is close to the
industrial modeling notation UML, but is soundly based on
a formal foundation, which allows automated proofs that
the required security properties are actually provided by a
given design.

An important characteristic of service-based systems is
that the information for access control decisions can be dis-
tributed over multiple services (reflected by the s1, . . . , sn
in the authentication predicate below). Enforcing access
control is very difficult in such a setting. In a formal model,
possible violations can be found using verification techniques
such as model checking.

Regarding the authorization requirement the following se-
curity specific development activities are integrated into the
service modeling phase:

1. Specify interactions between services.

2. Threat analysis, that is, identify all services (i.e. ser-
vice variables) which are involved by the authentica-
tion process.

3. Build the authorization predicate and perform model
checking. For model checking, we convert the pred-
icate into a temporal logic expression in CTL (cf.
Sect. 4.4).

4. If there are any errors regarding the last step find nec-
essary service dependencies and modify the communi-
cation links and the specifications of the service behav-
ior accordingly to satisfy the authorization predicate.

Note, here we are not interested in how the authentication
is actually performed. We rather express the fact of success-
fully authenticated users by describing the necessary system
states. These system states characterize the consistency of
identification information, which is crucial for authorization
decisions. The following predicates, an authentication
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predicate and an authorization predicate, respectively, are
used to specify parts of the system’s security policy:

Let tauth = (s1.v1, . . . , sn.vm) be a tuple of the local vari-
ables of the services s1, . . . , sn, that are involved in the au-
thentication process. φ(s1.v1, . . . , sn.vm) is a valuation of
tauth, that is, the tuple of values of the variables v1, . . . , vm
at a unique time. Muser is a certain subset of all valuations
of tauth:
Muser = {φ : φ correct valuation for authenticated user}.

A user is authenticated by the services, if the authentica-
tion predicate

authenticated(user)⇒ φ(s1.v1, . . . , sn.vm) ∈Muser (1)

holds, which is the prerequisite for gaining access to certain
(i.e. critical) operations.

A service grants access to a service function s.f if the
authorization predicate

use(s.f)⇒ authenticated(user) (2)

holds. This means that the service function s.f can only be
used if user is authenticated correctly.

Identifying the security related services for the authen-
tication process is non trivial. However, there exist some
requirements which may help to succeed. Remember that
in service based development data is distributed over a num-
ber of services. Therefore one should have a look at services,
which deal with information, that should be kept consistent
(e.g. like user information). Another hint for identifying se-
curity related services are those which may perform critical
operations like reading from or writing to a database.

As a design pattern for the enforcement of distributed
access control decisions in service-based systems, we intro-
duce additional dependencies between the security relevant
services and possibly extend the corresponding state space.
The additional dependencies ensure that the access control
decision is indeed based on the complete required authenti-
cation information.

The pattern applied in our case is illustrated in more de-
tail in Fig. 3. Fig. 3(a) shows the additional dependency
introduced, signifying that service A is responsible for dis-
tributing authentication information to service B. The de-
pendency leads to a transformed execution scenario with two
additional communication channels between the services and
a modification of their behavior (see Fig. 3(b)). The behav-

ior of A is changed such that each time it receives new au-
thentication information, it propagates this information to
B and waits for an acknowledgment (service A′). Conversely,
B must be prepared to receive such requests, update its in-
formation accordingly and send an acknowledgment (service
B′).

In a model where the described pattern has been applied,
verification of the authorization predicate (2) can be simpli-
fied by splitting it into two properties: one predicate stating
that service s acts correctly based on the information for
access control that is locally available, and one predicate
stating that the information for access control is synchro-
nized correctly. Here, the second predicate is a result of the
correct application of the pattern. In addition, it must be
ensured that access control information is not used when the
system is in a critical state where the authentication infor-
mation could be inconsistent, e.g. during a synchronization.

Let tauth;s = (s.v1, . . . , s.vj) be the local variables in tauth

belonging to the service s (with s ∈ {s1, . . . , sn}) andMuser ;s

be the set of projections of the tuples in Muser to tuples of
the values of s.v1, . . . , s.vj . A user is locally authenticated
in s if the local authentication predicate

authenticateds(user)⇒ φ(s.v1, . . . , s.vj) ∈Muser ;s (3)

holds.
Now, we split the authorization predicate (2) into a local

authorization predicate

use(s.f)⇒ authenticateds(user) ∧ ¬criticalstate (4)

and a synchronization predicate

¬criticalstate ∧ authenticateds(user)⇒ authenticated(user)
(5)

From (4) and (5) logically follows (2). Note we have to
exclude critical states by adding ¬criticalstate to the formu-
las. The predicate to be used for critical states depends on
the actual application of the pattern. See Section 4 for more
detail with respect to our case study.

3. AUTOFOCUS
For modeling and verification of service based systems, we

use the tool AutoFocus [13, 25]. AutoFocus is a CASE
tool for graphically specifying distributed systems. It is
based on the formal method Focus [6], and its models have
a simple, formally defined semantics. AutoFocus offers
standard, easy-to-use description techniques for an end-user
who does not necessarily need to be a formal methods ex-
pert, as well as state-of-the-art techniques for validation and
verification.

Systems are specified in AutoFocus using static and dy-
namic views, which are conceptually similar to those offered
in UML-RT, a UML profile for component-based communi-
cating systems. AutoFocus has been used and adapted to
model security-critical systems in a number of case studies
(see e.g. [12, 16,29]).

To specify systems, AutoFocus offers the following
views:

• System Structure Diagrams (SSDs) are similar to
data flow resp. collaboration diagrams and describe the
structure and the interfaces of a system. In the SSD
view, a system consists of a number of communicating
components, which have input and output ports (de-
noted as empty and filled circles) to allow for receiving



and sending messages of a particular data type. The
ports can be connected via channels, making it possi-
ble for the components to exchange data. SSDs can be
hierarchical, i.e. a component belonging to an SSD can
have a substructure that is defined by an SSD itself.
Besides, the components in an SSD can be associated
with local variables.

• Data Type Definitions (DTDs) specify the data
types used in the model, with the functional language
Quest [23]. In addition to basic types as integer, user-
defined hierarchic data types are offered that are very
similar to those used in functional programming lan-
guages such as Haskell [26].

• State Transition Diagrams (STDs) represent ex-
tended finite automata and are used to describe the
behavior of a component in an SSD. The automata
consist of a set of states (one of which is the initial
state, marked with a black dot) and a set of transi-
tions between the states, where each transition t is
annotated with

– pre(t), a boolean precondition (guard) on the in-
puts and local variables

– input patterns inp(t) = inp1?pat1; inp2?pat2; . . .,
specifying that values are to be read at the ports
inpi that should match the patterns pati (terms
in the functional language that specify values of
data types and can include variables). During
the execution of t, variables in the patterns are
bound to the matching values. For example,
the pattern inp1?openCar(x) matches if the value
openCar(admin) is received on port inp1 and binds
x in the preconditions, output expressions and
postconditions to admin.

– output expressions outp(t) of the form
out1!term1; out2!term2; . . .

– postconditions post(t) of the form

lvar1 = term1; lvar2 = term2; . . .

In the concrete syntax of the STDs, the annotation is
written as pre(t) : inp(t) : outp(t) : post(t). Leaving
out components is interpreted as true for precondi-
tions, and as an empty sequence in the other cases. A
transition is executable if the input patterns match the
values at the input ports and the precondition is true.
At each clock tick, one executable transition in each
component fires, outputs the values specified by the
output patterns and sets the local variables according
to the postcondition. The values at the output ports
can be read by the connected components in the next
clock cycle.

• Extended Event Traces (EETs) finally make it
possible to describe exemplary system runs, similar to
MSCs [14].

The Quest extensions [25] to AutoFocus offer various
connections of AutoFocus to programming languages and
formal verification tools, such as Java code generation,
model checking using SMV, and bounded model checking
and test case generation.

We apply the tool AutoFocus to model and analyse
service-based systems by representing a service as a spe-
cial kind of component in a system structure diagram, dis-
tinguished in the concrete notation by the use of the arrow
symbol (cf. Fig. 1). Further kinds of special components are
other interacting systems (box symbol) and roles for human
actors (stickman). A service can carry annotations, such as
relations to other services (e.g. dependencies) or quality of
service attributes. The behaviour of a service is specified by
a (network of) state transition diagrams. For an analysis,
from a number of interacting services an execution scenario
is built up in form of a system structure diagram consisting
of an appropriately connected network of actors (roles, sys-
tems and services), which must fulfill the constraints implied
by the annotations of the services.

Note that although we had to select a specific tool for the
case study, the general concepts we present in this paper
do not depend on the use of AutoFocus. Its main pre-
requisites are an executable, component-based description
technique and verification support.

4. AUTOMOTIVE CASE STUDY

4.1 The Example
In this section we present an example of the authentica-

tion of a driver with the car key for personal settings and
permissions as well as starting the car. This two-step au-
thentication is useful for several settings like the skinning of
the Man Machine Interface (MMI), accelerating the startup
procedure of the car electronics or, much more important,
security relevant settings. The first authentication step of
the driver simply happens on opening the car with the car-
key (either wireless or in the door lock) with an electronic
code, which represents the profile of the user. The second
authentication step happens when inserting the key into the
ignition lock to release the immobilizer system and starting
the car.

As an example for our scenario we take a car rental agency.
A customer rents a car, but, however, for reasons of economy
and insurance protection, she purchases a license only to
drive in the inland and not to a foreign country. The car
is equipped with a Global Positioning System (GPS) which
locates the position of the car continuously and if the driver
would pass a frontier to another country, the car would slow
down and finally stop (of course, not before warning the
driver insistently and instruct him to turn back). So, the
customer’s identity will be coded in the key, and in the car’s
configuration database the information about the different
drivers is stored.

In the remaining, we refer to the clerk as admin and to
the customer as client, respectively.

4.2 Modeling in AutoFocus

Now we start building a model of our system with the
tool AutoFocus. In [8] we proposed a methodology for de-
veloping service based systems. According to this we start
with the service identification phase, where we’ve discovered
the actors which are relevant for our model: Driver, Au-
tomotiveSystem, CustomizationService, ConfigDBService,
MenuService, GPSService, DisplayService and StartService.
In the use case modeling phase, we built up a sequence dia-
gram and so we can now start to enter the service modeling
phase to build the model in the tool AutoFocus (Fig. 4).
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Figure 4: SSD of Authentication System

The AutomotiveSystem represents the physical car. The
driver can give input to the AutomotiveSystem in the form
of instructions like openCar, startCar, shutdownCar or
closeCar. Here, the identity of the driver will be passed
to the AutomotiveSystem as an argument, e.g. open-

Car(admin). The identity of the driver will be sent to the
CustomizationService, which asks the database for the per-
missions of the driver. Now the permission is distributed to
the GPSService and the MenuService where the user mode
is set. The user mode can be set either to adminMode or
clientMode, or undef by default.

After the openCar(user) message, the StartService will
receive the message startCar(user) from the Automo-
tiveSystem and checks whether the user is allowed to drive
the car (in our case, only client or admin) and sends an
acknowledgment to AutomotiveSystem. If StartService has
received a GPSWarn signal from the GPSService, it will stop
the motor (if it is running) or will prevent it from starting
(in the other case). Of course, stopping the motor would
not happen immediately for safety reasons, but for simplic-
ity, this is modeled in that way. In that situation, even the
admin would be disallowed to start the motor again. This
should only be possible by a special intervention to the car
electronics at this point and will not be modeled here.

The GPSService may receive a warn signal from the envi-
ronment, which indicates that the car is driving in a foreign
country. If the boolean variable FCpermission is set to false,
GPSService sends a message GPSWarn to the DisplayService
and the StartService. DisplayService will show a message on
the console display to inform the driver. The StartService
will cause the car to stop (see below).

The Database ConfigDBService just contains two boolean
variables: adminFC and clientFC, which indicate whether
the user is allowed to drive to a foreign country. By default,
adminFC is set to true and clientFC is set to false. On the
message getPermission(user), ConfigDBService answers
with returnPermission(user, value). value is the corre-
sponding FCpermission of the user.

The MenuService can also be in three different modes: the
adminMode, the clientMode, and undef by default. Only if
the MenuService is in the adminMode, the user can change

the permissions in the configuration database. The input is
given from the environment and has the form setPermis-

sion(user, value), where value can either be true or false.
The MenuService is able only to configure the ConfigDB-
Service, if it has received the IgnitionOn message from the
AutomotiveSystem, that is, the user has received the start
acknowledgment after inserting the key and starting the mo-
tor.

4.3 Threat Analysis
In the threat analysis we now check what can go wrong

in the modeled system. Since every service provides a single
function, we have to check whether the services are secure
as a whole.

For a comprehensive threat analysis we would have to
investigate all possible threats to the system. For this pur-
pose, one can e.g. build up a threat tree for all possible
security attacks against the system (cf. [1]). For this pa-
per, we restrict the analysis to the authentication process of
the driver against the AutomotiveSystem and have a look
at the relevant services for the authentication process. The
setting of the permissions in ConfigDBService is identified as
a security critical operation. The following services are in-
volved in the authentication process: MenuService, which is
customized by CustomizationService with the person which
opens the car and StartService, which is customized by Au-
tomotiveSystem with the person who starts the car. Ideally,
these two persons are identical.

Hence, the question is, whether these services can get in
different modes anyhow and so a critical operation can be
performed? In this case, the critical operation is to change
the permissions in the ConfigDBService. If this could be
done by the driver, she could apply rights to herself to drive
to and inside a foreign country without bearing the conse-
quences.

4.4 Model Checking
In this subsection we describe how to verify a service

model with regard to security properties. For this purpose
AutoFocus generates an input file for the symbolic model
checker SMV which carries out the actual model checking



process, using symbolic model checking based on Binary De-
cision Diagrams (BDDs) [18].

We specify the required properties of the system using the
temporal logic CTL (Computation Tree Logic, see [10]). In
addition, to facilitate the formulation of properties, Auto-
Focus supports the definition of specification patterns (such
as those presented by Dwyer et al. in [9]) appropriate for
the specification domain that are automatically translated
to standard CTL formulas. We make use of the property
implies, which is defined as follows:

implies(s, p) = AG(s⇒ p) (6)

We said that a correct authentication of a user implies
that all related services of the authentication process are in
the same mode, that is, the variable userMode is set to a
unique value, before a critical operation can be performed.

The MenuService only can change the settings in the Con-
figDBService, if it is in the adminMode. In the following test
we show that there exists a possible attack to the system,
where the StartService and the MenuService are in different
modes and the settings can be changed by a driver who is
not the admin.

According to Sect. 2.3 we define the authentication pred-
icate for the user admin. We identified the local variables
of StartService and MenuService (both named userMode) as
relevant for the authentication process. We therefore get:
tauth = (MenuService.userMode,StartService.userMode).
The set of the correct valuations for the user admin is:
Madmin = {(adminMode, adminMode)}.
The authentication predicate is

authenticated(admin)⇒
φ(MenuService.userMode,StartService.userMode)
∈Madmin

(7)

and the authorization predicate:

use(MenuService.setPermission(user , value))
⇒ authenticated(admin)

(8)

Both predicates can be combined to a single implication,
which results in the following AutoFocus/SMV formula:

implies(is Msg(MenuService.menu2config),
(MenuService.userMode == adminMode &&
StartService.userMode == adminMode))

(9)

That means, every time a message is sent on the channel
menu2config, both the StartService and the MenuService
have to be in the adminMode at the same time. Because the
setPermission(...) message is the only one which is sent
via the menu2config channel, it is sufficient to check whether
there is a message sent via the channel at all (is Msg(. . . )).

At the modeled abstraction level, model checking is not
very time consuming and the computation time only takes a
few seconds on modern machines. Just after having started
the SMV run, a moment later we get the result that indeed
the setPermission-message can be sent if the services are
in different modes.

4.5 The Flaw
After exporting the AutoFocus-model to the SMV for-

mat and performing model checking, we get the result that
a driver with a non-admin status could compromise the car
system under certain circumstances.

If a check fails, SMV generates a counter example. Auto-
Focus uses the counter example to produce an EET, which
helps us to understand how the flaw could occur. In Fig. 5
we see in detail what leads to the flaw.

In the following we explain the necessary events for the
client to get writing access to the database:

1. The admin opens the car for the client with his key
(which provides him admin permissions).

2. The client starts the car. Now the StartService is in the
clientMode and the MenuService is in the adminMode.

3. The client is now able to change the permissions in the
configuration database.

4. If the client closes the car, opens and starts it again,
she will get the permissions to drive the car to a foreign
country permanently.

This is the way the client is able to apply the permission
to drive in a foreign country to herself.

The problem arises because two different persons take part
in the whole authentication process: The admin opens the
car for the client. So the system gets configured to the ad-
min’s profile. This, of course, is a good idea in principle,
because the startup-procedure of the car computer can be
started even before the driver gets into the car. But if the
client starts the car after it was opened by the admin, the
system, in particular the MenuService, is still configured to
the admin’s profile. Hence, the client owns the admin’s per-
missions and therefore she is able to change the permissions
in the configuration database.

4.6 Fixing the Flaw
The problem in modeling service based systems is to figure

out all necessary dependencies of the security relevant ser-
vices. For modeling a correct authentication process we have
to make sure that all relevant services are in the same state
before a security critical operation can be performed. Hence,
the authentication process has to be considered as a whole
and therefore we need to insert a dependency of Customiza-
tionService and StartService. In this case we introduced a
connection between the StartService and the Customization-
Service instead of the StartService the MenuService. This is
done in that way, because the CustomizationService propa-
gates the user information to both the MenuService and the
GPSService and helps to reduce the channels between the
services.

According to Sect. 2.3, we have to extend the STDs as
well. In StartService we added a new state “await ack” (see
Fig. 6(b)). In this state, StartService waits for an acknowl-
edgement from the CustomizationService that the new user
information has been set (resp. has been propagated suc-
cessfully to the other services by the CustomizationService
in this case).

If this is done correctly, the problem of independent
mode settings in the StartService, the MenuService and the
GPSService can be avoided and the system is secure.

We can now verify our changes in the model by making
use of the local authentication predicate (cf. (4)) and the
synchronization predicate (cf. (5)). We identify the crit-
ical states as init and await ack. In none of these states
the local authentication process has been finished, so the
state car started remains for the use in the SMV formula.
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driver2auto.driverOpenCar(admin)

auto2cust.op

enCar(admin

)
cust2config.getPermission(admin)

driver2auto.driverStartCar(client)

auto2start.startCar(client)

config2cust.returnPermission(admin,True)

cust2gps.customizeFC(admin,T

rue)
cust2menu.customize(admin)

start2auto.acknowledgeStart

auto2menu.ignitionOn

driver2menu.driverSetPermission(admin,False)

menu2config.setPermission(admin,False)

Figure 5: EET of the flaw

Converted to an SMV notation, for the local authentication
predicate we get

implies(is Msg(MenuService.menu2config),
(MenuService.userMode == adminMode &&
StartService.@ == car started))

(10)

whereby StartService.@ denotes the current state of Start-
Service. The model checker returns true for this formula.

According to this, the synchronization predicate now gets
to

implies(StartService.@ == car started &&
MenuService.userMode == adminMode,
MenuService.userMode == StartService.userMode)

(11)
Again, the model checker reports that no flaw has been

found in the model anymore. Therefore our changes
have been applied successfully regarding the authentication
process to our model. Of course, the original equation (9)
also passed the test successfully.

5. RELATED WORK
There has been successful work on integrating security

into service-oriented architectures, mostly regarding web-
services. For example, [17] provides an Event-driven Frame-
work for Service Oriented Computing (EFSOC) that is
divided into four tiers relating to the events, business
processes, resources tier, and access control. The aim is to
provide an infrastructure that not only integrates business
processes, services and associated support resources, but
also access control mechanisms. [24] presents the trust nego-
tiation framework Trust-Serv which supports policy lifecycle
management for Web services, in a model-based approach.
Furthermore, [2] describe an architectural solution to en-
sure between services. [7] develops security annotations for
web services based on well-known security concepts. A rea-
soning engine is used whether agents and web service offer

consistent levels of security. With respect to Grid service
security, [27] presents the Globus Toolkit whose security im-
plementation uses Web services security mechanisms for ex-
ample to exchange credentials exchange. It makes use of a
least-privilege model and aims to avoid the need for any priv-
ileged network service. Compared to the above-mentioned
research cited, our work does not aim to provide a concrete
architecture, but aims to provide a methodological approach
to software-engineering targeted to service-oriented architec-
tures, in a general context of service-based systems beyond
the concrete situation of web-services. Also, our approach is
based on a formal foundation and thus offers the possibility
of automated proof of security properties.

Model-based engineering of service-oriented architectures
has also been investigated. [21], proposes an approach to
build business processes by composing web services in a
model driven fashion. An approach to the development
of service compositions is used in that context which in-
cludes abstract definition, scheduling, construction and ex-
ecution. [3] gives a usage of UML models for modeling the
architectur of a platform and the application level. The
UML models can be checked for consistency between the
two levels using a formal basis. Both pieces of research are
not concerned with security requirements.

As an example for the treatment of security in the con-
text of general systems engineering, not tailored to service-
oriented systems, [15] presents work towards using the UML
notation in security engineering. Other approaches have
been proposed. For example, [11] presents a method ex-
tending on the Tropos approach with a notion of services
offered (such as handling data, performing a task or fulfill-
ing a goal) and their ownership and applies this to security-
critical systems. AutoFocus has been used for security e.g.
in [28,29].
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&& (denyStart == False))

auto2start?startCar(user)
start2auto!acknowledgeStart
userMode = setUserMode(user)

auto2start?shutdownCar(user)
userMode = undef

gps2start?GPSWarn
start2auto!shutdownCar(system)
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denyStart = True
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start2auto!startForbidden

init
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(a) old StartService

(((user == admin) || (user == client))
&& (denyStart == True))

auto2start?startCar(user)
start2auto!startForbidden

gps2start?GPSWarn
denyStart = True

(((user == admin) || (user == client)) &&
(denyStart == False))

auto2start?startCar(user)

cust2start?acknowledgeCustom(user)
start2auto!acknowledgeStart
userMode = setUserMode(user)

auto2start?shutdownCar(user)
userMode = undef

gps2start?GPSWarn
start2auto!shutdownCar(system)
denyStart = True; userMode = undef

init

car_started
await_ack

(b) fixed StartService

Figure 6: Comparison of both STDs of the StartService
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6. CONCLUSION
This paper presented work regarding the formal analysis

of security-critical service-based software systems using the
computer-aided systems engineering tool AutoFocus. An
example of an automotive application arisen from a project
with a major car manufacturer was modeled and analyzed
for security weaknesses using model checking.

Since the development of service-based software for
security-critical systems is difficult, because services may
easily interact with each other in unforeseen ways, we believe
that a method for facilitating the development of security-
critical service-based software systems is highly needed. Al-
though for space limitations we could only demonstrate our
method at a simple example in the context of this paper,
our experiences from the project MEwaDis on service-based
systems engineering in the automotive domain seem promis-
ing. Having a methodology for the correct development of
secure service-based systems avoids mistakes introduced by
developers that are no security experts. The formal basis
of the method and the associated industrial-strength CASE
tool support even allows efficient automated formal verifi-

cation of the required security properties, which is crucial
since many security properties cannot be established with
conventional testing methods, since they are relative to a
highly non-deterministic adversary.

In further work, to substantiate more fully that our ap-
proach is indeed fit in a general service-oriented setting, we
aim to apply it to more case-studies from different domains
than the automotive domain considered in this paper, in-
cluding secure web-service architectures such as [17]. Fur-
thermore, we will expand our security investigations to other
security requirements which are important in service-based
systems, e.g. confidentiality, integrity and non-repudiation.

To make our results applicable in industrial practice, we
are working on a plug-in to automatically build OSGi ser-
vices directly from the AutoFocus model. On the theoret-
ical side, we will also further investigate conditions on the
secure composition of secure services.
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