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Abstract. In this chapter, we present procedures for checking linear
temporal logic and automata specifications of sequential and concurrent
probabilistic programs. We follow two different approaches: For LTL and
sequential probabilistic programs, our method proceeds in a tableau style
fashion, while the remaining procedures are based on automata theory.

1 Introduction

Randomization techniques have been employed to solve numerous problems of
computing both sequentially and in parallel. Examples of probabilistic algo-
rithms that are asymptotically better than their deterministic counterparts in
solving various fundamental problems abound. It has also been shown that they
allow solutions of problems which cannot be solved deterministically [7]. They
have the advantages of simplicity and better performance both in theory and
often in practice. An overview of the domain of randomized algorithms is given
in [12].

As for any kind of hardware or software system, it is important to develop
formal methods and tools for verifying their correctness, thus also for probabilis-
tic programs. Model checking, introduced independently in [2] and [14], turned
out to be one fruitful approach to automatically verify systems (see [3] for an
overview of model checking in practice). In the model-checking approach, usually
a finite system M, often an abstraction of a real system, and a property, usually
expressed as a temporal-logic formula ¢ or as an automaton describing the com-
putations that adhere to the property, are given. The model-checking procedure
decides whether the set or tree formed of all computations of M satisfy ¢, or,
in other words, whether the given system satisfies the required property. Tem-
poral logics used for expressing requirements are usually linear temporal logic
(LTL) (as initially proposed by Pnueli in [10]) or branching time logics like the
computation-tree logics CTL and CTL*.

* Part of this work was done during the author’s stay at the IT department, Uppsala
University, Sweden. He is grateful for the hospitality and the overall support.
** This author is supported by the European Research Training Network “Games”.
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In the probabilistic setting, one is no longer interested in all but only almost
all computations. Thus, (sets or pathes of trees of) computations with zero
probability are ignored when deciding whether a given property is satisfied.
More general, one is also interested whether a given property is satisfied with
some given probability.

In this chapter, we describe methods for checking whether almost all runs
of a finite sequential or concurrent probabilistic program in the sense of [5] and
[8] satisfy a given LTL formula or all accepting runs of an automaton describing
the underlying property. Thus, we are concerned about quality aspects of a
given probabilistic program rather than in estimating quantity measures for
given properties or in temporal logics allowing to express quantitative aspects
of properties. These issues are addressed in one of the subsequent chapters.

We present a procedure for checking LTL specifications of sequential proba-
bilistic programs, which requires running time that is exponential in the size of
the formula and linear in the size of the program. It can be shown that this is
optimal.

Furthermore, we describe a procedure for checking automata specifications of
sequential and concurrent probabilistic programs. It can be shown that this prob-
lem can be solved in time polynomial in the size of the program and exponential
in the size of the formula. However, to simplify our presentation, we present a less
technical construction based on the same idea, however, with a slightly inferior
complexity than the one with optimal bounds. As LTL specifications can easily
be transformed into automata specifications involving an exponential blow-up
[17], the procedure can also be used to check LTL specifications (in time double
exponential in the size of the formula).

This chapter is mainly based on [4], in which additionally methods for an
extension of LTL—known as ETL [18]—are shown and proofs showing that all
constructions are optimal are given. Since we only want to give an introduction
to the field of verification of qualitative properties of probabilistic programs, we
refer to this paper for a more detailed study of these extensions and proof ideas.

This chapter is organized as follows. In the next section, we introduce the
necessary concepts and notation of automata, linear temporal logic, and prob-
abilistic programs. Furthermore, we recall some mathematical background in
the domain of graph and probability theory. In Section 3, we describe a model-
checking procedure for LTL formulas and sequential probabilistic programs. Sec-
tion 4 studies this question for automata specifications and sequential as well as
concurrent probabilistic programs. We draw our conclusions in Section 5. This
chapter ends giving suggestions for further reading in Section 6.

2 Preliminaries

2.1 Words and Graphs

Given an alphabet X, X¥* denotes the set of finite and X“ the set of infinite
words over X. For a word w = agay ... € X and a natural 4, let w(i) denote
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a;a;y1 - - -, the ith suffix of w. Furthermore, take inf(w) as the infinity set {a; |
{j | a; = a;}| = oo} of letters that occur infinitely often in w.

Given a directed graph G' with nodes V and edges E, we call a node v € V
(a set D C V of nodes) reachable from v' € V if there is a path from v' to v
(to a node contained in D). A strongly connected component (SCC) of G is a
maximal set D of nodes such that every two nodes contained in D are reachable
from each other. A SCC is called bottom if there is no edge leading out of it. We
define G to be strongly connected if V' forms a SCC. Furthermore, G is called
nontrivial if it contains at least one edge. A set D C V is said to be nontrivial if
G[D], the subgraph of G induced by D, is nontrivial. The size of G, denoted by
|G, is defined to be |V| + |E]|.

2.2 Automata

Let X be an alphabet. An w-automaton over X' is a tuple A = (S, So, d, Acc)
where S is its nonempty finite set of states, So C S is the set of initial states,
§: S x X — 2% is its transition function, and Acc is an acceptance component. A
run of A on a word w = ajay ... € X¥ is a sequence of states p = s¢8182 ... € S¥
such that sg € S and, for ¢ = 0,1,..., s;11 € 6(8;,ai41)-

An w-automaton A = (S, So, d, Acc) is called Biichi automaton if Acc is a set
F C S. We then call a run p of A accepting if inf(p) N F # 0.

A Streett automaton (Rabin automaton) over X differs from a Biichi au-
tomaton only in the acceptance component. More precisely, it is a structure
A = (8, So, 6, F) where F is a subset of (2%)2. A run p of A is called accepting
if, for all pairs (U, V) € F, inf(p) NU # 0 implies inf(p) NV # B (there is a pair
(U,V) € F such that inf(p) NU # @ and inf(p) NV = 0).

The language of an w-automaton A = (S, Sy, d, Acc), denoted by L(A), is
defined to be the set {w € X“ | there is an accepting run of A on w}. A
is called deterministic (quasi-deterministic) if both |So| = 1 and |0(s,a)] =1
(|6(s,a)] < 1) for all s € S, a € X. Furthermore, the size |A| of A is defined to
be the size of its (transition) graph.

2.3 Propositional Linear Temporal Logic

In the following, let P be a nonempty finite set of propositions. The set LTL(P)
of (Propositional) Linear Temporal Logic (LTL) formulas over P is inductively
defined as follows: P is a subset of LTL(P), and, for LTL(P) formulas ¢ and %,
X, U, —p, and ¢ V ¢ are LTL(P) formulas as well. An LTL(P) formula is
inductively interpreted over T = w7y ... € (27)“ as follows:

—nmlEpePifpem

—TEpifT e

—-rtEeVYifrEporTEY

7 Xpif n(l) = ¢

— 7 = U1 if there is an ¢ > 0 such that 7 (¢) |= ¢ and, for each j € {0,...,i—
1}, 7() E ¢
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The language of a formula ¢ € LTL(P), denoted by L(yp), is defined to be
the set {m € (27)“ | 7 |E ¢}.

2.4 Probability Spaces and Probabilistic Programs

A nonempty set of possible outcomes of an experiment of chance is called sample
space. Let 2 be a sample space. A set B C 2 is called Borel field over 2 if it
contains (2, 2\ E for each E € 9B, and the union of any countable sequence of
sets from B. A Borel field 23 is generated by an at most countable set £, denoted
by B = (), if B is the closure of £’s elements under complement and countable
union.

A probability space is a triple PS = (2,8, u) where {2 is a sample space, B
is a Borel field over (2, and p is a mapping B — [0, 1] such that p(f2) =1 and
Uiy Ei) = >0, u(E;) for any sequence Ey, Es, ... of pairwise disjoint sets
from 9B. We call i a probability measure. An event E € B is said to occur almost
surely if u(E) = 1.

A concurrent probabilistic program over P, the set of propositions, is a tuple
M=(Q,N,R,A, Py, P,V) where

— ( is its nonempty finite set of states, which is partitioned into sets NV and R
of nondeterministic and randomizing states, respectively,

— A C Q x Q@ is the set of transitions with A(q) := {q' | (¢,¢') € A} # 0 for
each ¢ € Q,

- P :Q — [0,1] and P : {(¢,¢') € A | ¢ € R} — (0,1] are the initial and
transition probability distributions', respectively, where > gsc0 Polg) = land,
for each g € R, 3 i ca¢q) Pa = 1, and

— V:Q — 27 is the valuation function, which is extended to words over @ as
expected.

A concurrent probabilistic program over {p} is shown in Figure 1. Hereby,
the nondeterministic states are represented by circles, whereas the randomizing
ones are given by rectangles.

Fig.1. A concurrent probabilistic program

! We usually write P, . instead of P((g,q")).
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In case that a concurrent probabilistic program M has no nondeterministic
states, i.e., N is the empty set, we call it a sequential probabilistic program
over P and identify M with (Q, A, Py, P,V). M induces a probability space
PSEMm = (2m, Bam, pm) as follows: 2y = {q1g2.-. € Q¥ | Po(q1) > 0 and, for
all i > 1, (¢;,¢i41) € A} is the set of trajectories of M, B, is generated by
{Cm(z) | = € Q*} where Cayq(z) = {z' € 20 | x is a prefix of z'} is the basic
cylinder set of x wrt. M. The measure paq is uniquely given by pa(20) = 1
and, for n > 1, pum(Ca(qr---qn)) = Polq) - Pyiygo - -+ * Pyn_y,q, (Where we
assume Py, .., to be 0if (g;,qi41) € Q).

A scheduler of a concurrent probabilistic program M = (Q, N, R, A, Py, P, V)
over P is a mapping u : Q* N — @ such that u(zq) = ¢’ implies (g,¢') € A.

Fig. 2. A scheduler

Similarly to the sequential case, a scheduler u of a concurrent program M =
(Q,N,R, A, Py, P,V) induces a probability space PSi,u = (2r,u, BM,u, M )
as follows: a1, = {q1g2..- € Q¥ | Po(q1) > 0 and, for all i > 1, (¢; € R and
(gi,qiy1) € A) or (g € N and u(q1-..¢;) = qi+1)} is the set of trajectories of
M wrt. u, Bau = ({Camu() | 2 € Q*}) where Caqu(x) = {2' € Ry | @ is
a prefix of z'} is the basic cylinder set of z wrt. M and u. The measure piaq
is uniquely given by NM,U(*QM,U) =1 a’nda for n > ]-7 HM,U(CM,u(ql . QTL)) =
Pg(ql) . P417q2 L.t Pén—ly‘]n where
0 if (¢i,qiv1) €A
isqi+1 if (Qi>Qi+1) € A and qi € R .

1 if(gi,qit1) € Aand g; € N

! —
Pqi,Qi+1 - Pq



Verifying Qualitative Properties of Probabilistic Programs 129

When we concentrate on topological aspects of probabilistic programs, we
consider a program to be a graph where the states become (nondeterministic or
randomizing) nodes and the transitions become edges. In the following, unless
the context requires, a program will also denote its graph. From this point of
view, we call a state absorbing if it forms a (nontrivial) bottom SCC. Otherwise,
it is called transient.

3 Checking LTL Specifications of Sequential Programs

For a concurrent probabilistic program M over P with valuation function V, a
scheduler u of M, and a formula ¢ € LTL(P), let Lau(p) := {x € Opm,u |
V(z) € L(p)}. Similarly, for a sequential program M with valuation function V,
we define La(p) := {z € 2um | V(z) € L(p)}. It can be shown, using structural
induction, that these sets are measurable:

Proposition 1 ([16]). Given a concurrent (sequential) probabilistic program
M over P and a formula ¢ € LTL(P), we have La,u(p) € Bat,u for each
scheduler v of M (L(p) € Bm).

Definition 1. Given a formula ¢ € LTL(P), a concurrent probabilistic program
M over P is said to satisfy ¢ if, for all schedulers u of M, ppa,u(Lam,u(p)) =1
(we say that u satisfies ). A sequential probabilistic program is said to satisfy

@ if pm(Lm(p)) = 1.

For example, the concurrent probabilistic program M shown in Figure 1 and,
in particular, the scheduler of M from Figure 2, satisfy the LTL({p}) formula
OOp. As usual, Qy is an abbreviation for Trueldp and Oy for ~O—p.

Theorem 1. We can test whether a sequential probabilistic program M satisfies
a formula ¢ in time O(|M|2“"‘), or in space polynomial in ¢ and polylogarith-
mic in M. We can compute the probability of satisfaction ur(La(p)) in time
exponential in ¢ and polynomial in M.

In the remainder of this section, we proof the previous theorem by formulating
a procedure checking whether a sequential probabilistic program M satisfies an
LTL formula ¢. The procedure processes ¢ according to its inductive structure
in a bottom-up manner, eliminating its temporal connectives one-by-one and
transforms M in each step to preserve the probability of satisfiability.

To simplify our presentation, we sometimes say that a state satisfies an LTL
formula instead of saying that all trajectories starting from this state satisfy this
formula.

There are two transformations Ty, and Ty corresponding to the two temporal
connectives U and X. We describe Tz, in detail and list the modifications for Tx.
We illustrate the procedure with the program given in Figure 3.
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Fig. 3. A sequential probabilistic program

Transformation Ty Let pUp' be the innermost subformula of ¢.2 Let W+ contain
all states satisfying p' and W~ contain all states satisfying —p and —p'. Let W5
comprise all states of bottom strongly connected components (of M considered
as a graph) which have no state in W+. Thus, states of W, possibly satisfy p but
no state satisfying p’ is reachable. Let W~ = W, UW, . Clearly, all trajectories
starting in W satisfy plp’ and all trajectories starting in W~ satisfy —(pUp').
For our example (Figure 3), we get W+ = {gs}, W, = W5 = {qs}.

Let Q1 (Q7) be the states g such that for all trajectories starting at ¢ the
first state in WT U W~ is in W+ (W~). Note that W+ C QT and W~ C Q~.
For M of Figure 3, we have Q* = {¢3,¢5} and @~ = {q2,q4}

Almost surely, every trajectory reaches eventually a bottom strongly con-
nected component. Trajectories starting in a state of QT satisfy pl/p' and those
starting in a state of Q~ never reach a state satisfying p' before reaching a state
not satisfying p or never reach a state satisfying p’ at all. Using P, as a short-
hand for the measure of trajectories starting in ¢ satisfying pldp’, we conclude
that P, =1forallge Q" and P,=0forge Q.

Let Q7 comprise the remaining states, so Q° = {q;} in our example. As
q € Q satisfies p but not p’, a trajectory 7 starting in ¢ satisfies pUp’ iff m(1)
satisfies pUp'. Thus, Py = 3, Py ¢ Py. We summarize:

Lemma 1.
Pq:ZPq,q’Pq’ if g€ Q’
ql
P=1 ifqe @t
Pp=0 ifge Q™

This set of equations has a unique solution.

Proof. Tt remains to show that the set of equations has a unique solution. Clearly,
any two solutions can only differ on Q°. Let us form a new sequential probabilistic
program M’ whose state space consists of Q° and one additional absorbing
state ¢ with a transition to itself with probability 1. For pairs of states of Q°,

2 As Boolean combinations of propositions can be evaluated in each state, we simplify
our life and think of p and p’ as propositions.
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the transitions and their probabilities agree with those of M . Furthermore, for
each ¢ € Q7 with transitions to states ¢’ ¢ Q° we add a single transition q to
G with probability qugQ? P, o . The state ¢ forms the only bottom s.c.c.: Since

all states of Q° satisfy p and —p’ any further bottom s.c.c. would be in W, , thus
not in Q°. Hence, every trajectory will reach state ¢ with probability one.

Let T be the matrix of transition probabilities Py 4 restricted to states of
Q’. Furthermore, for T*, the kth power of the matrix T', the entry T} , is equal
to the probability that a path starting in ¢ reaches ¢’ in k steps. Since every
trajectory goes eventually to ¢ (and stays there) with probability one, we get
limg_00 T = 0. For any two solutions a = (aq),eqr and b = (by),eq of the
equation system, we have a — b = T'(a — b), thus a — b = T*(a — b), and taking
the limit as k tends to infinity we conclude that a = b. |

For the example shown in Figure 3, we get Py, = Py, =1 and P, = Py, = 0.
Furthermore, Py, = Py, ¢, Py, + Py, 45 Pz + Py ,qu Pgs = 0.2-P, +0.3-1+0.5-0 = %.
We are ready for the construction of the new program M’ and the new
formula ¢'. M' has a larger state space @' and is defined over the set of atomic
propositions P enriched with £ which serves in ¢’ as a substitute for pldp'. Let

- Q' ={(¢,8q€eQTUQ}U{(¢,§ ¢ € Q- UQ™}.

- V'((¢,6)) = V() U{{} and V'((g,=¢)) = V(g)-

— we define the transitions of M’ implicitly by giving non-zero transition prob-
abilities. & and & stand for € or =¢ and P for 1 — P. We distinguish the
following cases based on the states of M:

e q,¢ € QT UQ . There is exactly one state (g,&1) and (¢', &) in Q'. We
set P(’ v ey = Py gr.
2,61),(¢"€2) 99
e g€ QTUQ, ¢ € Q. There is exactly one state with first component
q and two states with first component ¢'. We set P(’ we(ae) = Paa P

, _ _
and P(q,f;“l),(q’,ﬂ&) = Py¢ Py

e g€ Q7. If ¢ € Q7, we define two transitions by P(,q,f;"),(q’,f;") =P q Py /P,
and I.D(I?,ﬁ.g),(qr,ﬁg) =P Py /P Hq €QF (¢ €Q7), we define a single
transition by P( o o) = Po.q /By (resp. B, o) (1 ey = Pog [ Fy)-

— Py is defined by Fy((¢,€)) = Po(q)F; and F§((g, =€) = Po(q) Py, for all
(4,6),(¢,7¢) € Q".

The new sequential probabilistic program is M' = (Q', A’, P', P§,V') and
the formula ¢’ is obtained by substituting pl/p' by £ in .

For the sequential probabilistic program M of Figure 3 and ¢ = plUp', we
obtain M’ as given in Figure 4 and ¢’ = £.

Let us show that the probability of M satisfying ¢ coincides with the one of
M satisfying ¢'. Therefore, we analyze our construction in more detail.

Let G'T be the subgraph of M’ induced by states (g, &) with ¢ € Q*, G'~ be
the one induced by all states (¢, ~¢) with ¢ € Q. Furthermore, let G'* be the
subgraph induced by states (g,£) and G'~ the one induced by states (g, —¢),
for ¢ € Q7. By construction G't (G'~) is isomorphic to Gt (G), the subgraph
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Fig. 4. A sequential probabilistic program

of M induced by states in Q* (Q~). Furthermore, G'*% is isomorphic to G'*~
and G7, the subgraph of M induced by the states of Q°.

Additionally, every transition from a state of > (G'"~) leading to a state
not in G’ (G'%7), leads to a state in G't (G'~). Thus, if £ holds in a state
of @', almost surely every trajectory will eventually reach a state satisfying p'
and every state in between satisfies p, and, if =&, almost all trajectories satisfy
=(pUp'). In other words, £ = pldp’ holds almost surely in every state of M'.

Let us see how the transition probabilities of M and M’ relate: For every
finite path ¢ . .. g/, in M’, we have by construction that g (q] - .- ¢h,) = Pyi.g0-
coir Py g Py ot g (@t -2 dh) = Poige -+ - Pro_1.gm - Pan, depending on
whether ¢/, = (¢,€) or q},, = (gm, E).

Let g be the mapping that projects a trajectory of M’ to M by projecting
to the first component. If g(q!,) € QT UQ~ then qj ..., is the only trajectory
with projection to g1 ...qm. If g(gm) € Q°, there are exactly two trajectories
with projection gi ... gm: (q1,€) - .. (gm,§) and (g1, =) ... (gm, =)

We conclude that for every measurable set E of trajectories of M the set
{w" € Q" | g(w) € E} is measurable and both sets have the same measure.
This implies that pa (Lar () = pam(La(p)). Since pUp' = £ for almost all
trajectories in M/, we get

Proposition 2.
pmr (L (9')) = paa(Laa(p))

We conclude the presentation of 7y analyzing its complexity. Let us first
consider its time complexity. The construction of the new formula can be carried
out in linear time with respect to |¢|. The information whether a state of M
belongs to @, @, or Q° can be evaluated in linear time, as we show. We
assume that M is given as a graph. Note that a Boolean combination of atomic
propositions can be evaluated in time linear in its size in every state, so that our
treatment of p and p’ as propositions does not change the complexity.

1. Mark every state of M by QT in which p’ holds and by Q~ in which neither
p nor p' holds.
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2. Partition the remaining graph into strongly connected components. Process
those in a bottom-up manner, i.e., when a s.c.c. D is processed all s.c.c. that
are reachable from D have already been processed. Assign the nodes of D in
the following manner:

(a) if there is no edge leading to a state in Q% then add the nodes of D to
Q.

(b) if all edges leaving D lead to states in Q* then add the nodes of D to
Q.

(c) otherwise add the nodes of D to Q°.

It is easy to see that the algorithm is correct. (1) corresponds to identifying
W and W, . It can be done in linear time using a standard depth-first search.
Partitioning a graph into strongly connected components can also be done in
linear time. In (2), the bottom strongly connected components are processed
first, which also finds the states of W, . The further processing is obviously
correct. The classification of every s.c.c. can be carried out in time linear in the
size of the component.

For constructing M’ we have to solve the linear equation system of Lemma 1,
which can be done in polynomial time in the size of M. For checking whether the
formula is satisfied, however, the exact transition probabilities are not important,
but it has to be decided whether they are 0 or > 0. Thus, we need either linear
or polynomial time for construction M’ depending on whether we are interested
in the question of satisfaction or in the exact measure.

Let us consider the space complexity of Tz. First note that checking whether
there is path from a node u to a node v can be tested in space log” | M|. For
every state g of M, we have to check whether (g, £) or (g, —¢) are states of M'.
(g,€) € Q" iff ¢ € QT UQ". This is the case iff ¢ satisfies p’ or there is a node
¢’ reachable satisfying p’ by a path of which every node satisfies p. This can
be checked in space log® |[M|. (¢,€) € Q' iff ¢ € @~ U Q°. This is the case if
q satisfies —p and —p', or satisfies p but not p’ and there is a path by states
satisfying p to a state ¢’ € QT U Q7 (tested as described above). Again, this can
be tested in space log® | M|. The edges of M’ can be constructed using similar
ideas.

Transformation Ty Transformation Ty for an innermost formula of the form
Xp is patterned after the transformation 7;. We first partition the states of M
into three disjoint subsets Qt, @, and @7, defined as follows: Q+ comprises
all states ¢ for which all transitions are into states satisfying p, )~ contains the
ones for which all transitions yield states not satisfying p, and the remaining
states having transitions to states satisfying p as well as transitions to states not
satisfying p are assigned to Q°. Again, we will see that for a trajectory starting
in a state of QT (Q7), it will satisfy X'p with probability 1 (0, respectively). For
trajectories starting in states of Q° both events have a non-zero probability.

As before, let P, denote the probability that X'p is satisfied starting from
state g, which is given as
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Lemma 2.

P, = Z Py ifqeq’
pEV(q")

Py =1 ifqe @t

P,=0 ifq€e Q™

As there is no recursion involved, the previous set of equations trivially has a
unique solution.

The new sequential probabilistic program M’ has a larger state space @' and
is defined over the set of atomic propositions P enriched with & which serves in
' as a substitute for Xp. The state space and the propositions valid in each
state are similarly defined as in the case of Ty;. We define the transitions of M’
implicitly by giving non-zero transition probabilities, as follows:

Let & and & stand for € or =¢ and P for 1 — P. We distinguish the following
cases based on the states of M:

— ¢,q' € QT U Q™. There is exactly one state (¢g,&;) and (¢', &) in Q'. We set
! —
Ploga ) = Faa-
—q€eQtUQ, ¢ € Q7. There is exactly one state with first component g

and two states with first component ¢'. We set P .\ /o = Pqq Py and

/ _ -
P(q’fl),(ql,_‘f) - Pq,q’Pq’-
—q€ Q?.
o If ¢ € Q7 and ¢ satisfies p, we define two transitions by P(’q a6 =

Py,¢ Py /Py and P(Iq,g),(q',ﬁg) =Py Py /Py

e If ¢’ € Q7 and ¢ satisfies —p, we define two transitions by P(Iq,ﬁg), (6 =
Pog Py /Py and Bl o) o ¢y = Py Py /Py

e If ¢ € QT UQ™ and ¢ satisfies p, we define a single transition by
Plyo)ae) = Paar /Py where (¢',&) is the unique state of M’ with first
component ¢'.

o If ¢ € QT UQ™ and ¢ satisfies —p, we define a single transition by
Pl -6 (¢ e2) = Paar /Py where (¢',&2) is the unique state of M’ with
first component ¢'.

The initial distribution P} is defined by P ((g,&)) = Po(q)P, and P§((g, ~€)) =

PO ((I)an for all (qa 6)7 (qa _15) € QI'

The new sequential probabilistic program is M' = (Q', A’, P!, P{,V') and
the formula ¢’ is obtained by substituting Xp by £ in (. Similar as in case of
Tu, we get

Proposition 3.

pip (L (') = pat (Laa(0))

Using similar arguments as in the case of Ty, we learn that 7x can be carried
out within the same time complexity of Ty.
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The overall procedure If ¢ has k temporal operators, we can compute the mea-
sure par(La(p)) as follows: We apply k times the appropriate transformations
Ty or Tx and obtain the sequence @', M, ... % M* where ©* is a simple
propositional formula. Then g (La(9)) = page (Lage(F)), which is simply
the sum of the initial probabilities in M¥* over all states satisfying ¢F.

To conclude the proof of Theorem 1, it remains to show that our proce-
dure can be carried out within the given time and space boundaries. As both
transformations can be carried out in time linear in the size of the program (or
polynomial if we are interested in the exact transition probabilities) and in every
step the state space is at most doubled, we get O(2!¥!|M|) as an upper bound for
checking whether M satisfies . When we are interested in the exact measure,
we need time polynomially in the size of M and exponentially in the size of ¢.
Note that it was shown in [16] that this problem is PSPACE-hard (wrt. the size
of the formula). Thus, it is PSPACE-complete (as in the non-probabilistic case)
and the given procedure is optimal.

It can be shown that the space required to carry out this computation is
proportional to |¢|(|¢|+log? (2!#/|M|)). Thus, the space complexity is in O(|¢|>+
[l log? [ M]).

Note that the presented procedure can easily be extended to deal with past
tense connectives defined in [9]. Using the same ideas, one can achieve also the
same time and space boundaries.

4 Model Checking Probabilistic Programs against
Automata Specifications

Let A be an w-automaton over 2”. Given a concurrent probabilistic program
M over P with valuation function V and a scheduler u of M, we denote by
L pq,4(A), similarly to the case of LTL, the set {z € 2, | V(z) € L(A)}. In
the same manner, for a sequential program M over P with valuation function
V, we define Lq(A) to be {z € 20 | V(z) € L(A)}.

In the following, probabilistic programs will be defined over P while w-
automata will be defined over 27. Tt is a precondition for model checking pro-
grams against automata specifications that languages defined by automata are
measurable. This is the case:

Proposition 4 ([16]). For a concurrent probabilistic program M, a scheduler
u of M, and a Bichi automaton A, L,y (A) € Bat,y-

Of course, the corresponding holds for sequential probabilistic programs.

Given a concurrent probabilistic program M and a Biichi automaton A,
the concurrent emptiness problem (for automata) is to decide whether it holds
UM, (Lat,u(A)) = 0 for all schedulers u of M. In contrast, the concurrent
ungversality problem is to decide whether pipq,(Lat,4(A)) = 1 for all schedulers
u. Sequential emptiness and sequential universality for automata are defined
analogously.
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From the computational point of view, the above problems become easier
to handle in case the automata specification at hand is a deterministic one. So,
the transformation of a Biichi automaton into an equivalent w-automaton that
behaves deterministically forms the basis of forthcoming algorithms.

Theorem 2 (Safra [15]). For a Biichi automaton B over X with n states, there
is a deterministic Streett (Rabin) automaton A over X with 20198 states and
O(n) pairs in the acceptance component such that L(A) = L(B).

4.1 Checking Concurrent Probabilistic Programs

We assume an automata specification to represent undesired behaviour. Thus,
we are interested in solving the emptiness problem for automata.

Let us make some assumptions which make life easier in the following. With-
out loss of generality, we can assume that, in a concurrent probabilistic program
M=(Q,N,R,A, Py, P,V), it holds Q C 2% and, for each ¢ € Q, V(q) = q. This
can be achieved by sufficiently adding propositions to the program (to distin-
guish states) and accordingly adding transitions to the automaton. Then M can
easily be transformed into an equivalent (in a sense described below) concurrent
probabilistic program M’

— that has no longer an initial probability distribution but a (randomizing)
initial state,

— whose transitions are additionally labelled with elements of 27, and

— that can be viewed as a quasi-deterministic w-automaton over 27.

The transformation proceeds as follows:

1. Add a new randomizing (initial) state gap to M and, for each state g of M
with Py(¢q) > 0, add a transition grs — g, for which we set P,, . = Po(q).
2. Including the new ones, label each transition ¢ — ¢' with V(¢').

For an example how to transform a probabilistic program, look at Figure 5 where,
for the sake of clarity, we assume a and b to be (different) sets of propositions.
A trajectory of M’ is no longer a sequence of states but a sequence of tran-
sition labellings V(q) that M’ finds along a path starting at gr. We will freely
use the notation introduced for probabilistic programs also in the setting of
such transformed programs giving them the obvious meaning. Regardless of the
probabilities some transitions are equipped with, M’ can be viewed as a quasi-
deterministic Biichi automaton with single initial state gr¢ and acceptance com-
ponent . The product of M’ and a deterministic w-automaton A, denoted by
M' x A, is defined as usual and at least quasi-deterministic. On the other hand,
preserving the probabilities, we can view M’ x A also as a concurrent proba-
bilistic program where a state is defined to be nondeterministic or randomizing
according to its first component and trajectories are sequences of transition la-
bellings. More precisely, (g,s) — (¢', ') becomes a transition of M’ x Aif ¢ — ¢'
and s — s’ are V(¢')-labelled transitions of M’ and A, respectively. In that case,



Verifying Qualitative Properties of Probabilistic Programs 137

M

Fig. 5. A program, its transformation, and a deterministic Streett automaton

(g,8) = (¢',s") is also labelled V(¢') and, if ¢ is randomizing, equipped with
probability Pé’ o+ The product of the concurrent probabilistic program M and
the deterministic Streett automaton A from Figure 5 with acceptance condition
{({s0, s2},{s1})} is illustrated in Figure 6 (note that, for the sake of clarity, the
probabilities of transitions that go out from randomizing states are omitted).

M x A

Fig. 6. The product of a program and an automaton

Given a probabilistic program M and a deterministic Streett automaton .4
with acceptance component F, we want to mark some SCCs of M’ x A to be good
in some sense. We call a set D of its states accepting if, for all pairs (U,V) € F,
the following holds:

{s] (g,s) € D for some ¢} NU # @ implies {s | (g,s) € D for some g} NV # 0

Otherwise, D is called rejecting. We say that a state (r, f) of a rejecting set D is
rejecting if there is a pair (U, V) € F such that f € U and D contains no state
(¢,s) with s € V.
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The following proposition is crucial in this subsection and immediately leads
to an algorithm that solves the concurrent emptiness problem for automata.

Proposition 5. For a concurrent program M = (Q,N,R, A, Py, P,V) and a
deterministic Streett automaton A = (S, {so}, 9, F), there exists a scheduler u of
M with pp, (L, (A)) > 0 iff there is a set D of states of M' x A satisfying
the following:

(1) (M' x A)[D] is nontrivial and strongly connected,

(2) D is accepting and reachable from (g, So), and

(8) for all transitions (q,s) = (¢',s') of M'x A with (¢,s) € D and (¢',s") & D,
(¢, s) is nondeterministic, i.e., it holds ¢ € N.

Proof. It is easy to see that pag,(Lat,4(A)) > 0 for a scheduler u of M iff there
is a scheduler u' of M’ such that s u (Lt e (A)) > 0.

(<) We fix a path 8 € ((QU {gm}) x S)* through M’ x A from (ga, o)
to a state of D. Let ' be the projection of 8 onto the first component. The
scheduler u' of M’ satisfying pa o (Latr,w (A)) > 0 follows 5’ taking M’ x A
from the initial state to D and, henceforth, forces the trajectory both to stay
within D and to almost surely visit each state of D infinitely often. This can be
accomplished by, for a given nondeterministic state (g, s), alternately choosing
the transitions (g,s) — (q¢',s') of M’ x A with (¢',s') € D (recall that the
history of a trajectory is at the scheduler’s disposal.) Clearly, pat w (Carr o (87))
is nonzero. Given Cay 4 ('), the conditional probability that M', wrt. u’, follows
a trajectory that visits exactly the states of D infinitely often is one. As such a
trajectory is contained in L o (A), we conclude pag o (Lagr ur (A)) > 0.

(=) Note that a trajectory z of M’ wrt. 4’ unambiguously defines a path
Z through M’ x A starting from (g, so). This is due to the fact that A is
deterministic and that a transition of M’ has a unique label. Let D contain the
subsets D of states of M' x A such that (M' x A)[D] is strongly connected.
Furthermore, for D € D, let E(D) := {z € 2/ | inf(Z) = D}. Now suppose
that pagr w (L o (A)) > 0 for a scheduler u' of M'. As

LM’,u’ (-A) = U E(D)7

DeD is accepting

we can find an accepting set D € D that satisfies e o (E(D)) > 0. (Otherwise,
the probability of the countable union L . (A) of events would be zero.) As
D is the infinity set of at least one infinite path through M’ x A starting from
(gqm, S0), it is reachable from the initial state, thus satisfies condition (2), and
forms a nontrivial (strongly connected) subgraph of M’ x A, satisfying condition
(1). Now suppose there is a transition (g,s) = (¢',s') of M’ x A with (gq,s) € D,
(¢',s") € D,and q € R. As, for every trajectory x € E(D), T visits (g, s) infinitely
often (and each time the probability to exit D is nonzero), it will almost surely
leave D infinitely often so that we have pa o (E(D)) = 0 contradicting our
assumption. It follows that D also satisfies condition (3) from Proposition 5,
which concludes our proof. O
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Note that, in the above proof, we explicitly make use of the fact that a
trajectory of M' determines exactly one corresponding run of M’ x A starting
from (g, so) (recall that A is deterministic).

Let us fall back on the example contributed by Figures 5 and 6, respectively.
There is an accepting set D = {(g1,51), (g2, So)} of states of M’ x A that is
reachable from (gaq,s0) via 8 = (gm, S0)(q1,51) and forms a nontrivial and
strongly connected subgraph of M’ x A. The only transition leading from a
state of D to a state outside of D is (q1,s1) — (q1,s2), thus, arises from a
nondeterministic state. In fact, for the scheduler u' of M’ with u'(z) = ¢ for
every x € (QU{qam})* that ends in a nondeterministic state (i.e. in g1), it holds
B (LM’,u’ (A)) > 0.

Based on Proposition 5, we now provide an algorithm that solves the concur-
rent emptiness problem, i.e., decides, given a concurrent probabilistic program
M and a Biichi automaton B, whether there is a scheduler u of M such that

/"M,u(LM,u(B)) > 0:

1. From B, build a deterministic Streett automaton A with L(A) = L(B).
2. Compute (the graph of) M’ x A, remove those states that are not reachable
from (g, So), and let G denote the resulting graph.
3. Repeat
(a) Determine the sets AC of nontrivial and accepting and RC of nontrivial
and rejecting SCCs of G, respectively.
(b) For each C' € RC, remove the transitions going out from rejecting states.
(c) For each C' € AC, do the following:
i. Find the set H of states (¢g,s) € C with randomizing ¢ from where
there is a transition leaving C'.
ii. If H is the empty set, then return “Yes” (thus, halt with success).

Otherwise, remove the transitions going out from the states of H.
until ACURC = 0.
4. Return “No”.

Obviously, the algorithm terminates. Furthermore, it returns the answer
“Yes” iff there is a scheduler u of M such that par,u(Lat,(B)) > 0. Let us
discuss its complexity in the following. Starting from a Biichi automaton with n
states, construct an equivalent deterministic Streett automaton with 20(nlogn)
states and O(n) pairs in the acceptance component. Assume that M’ has m
states. The number of states of M’ x A is not greater than m - 20("1987) Thys,
steps (a), (b), and (c) are repeated at most m - 20("198™)_times, respectively.
Determining the SCCs of G can be done in time linear in the size of M’ x A.
Overall, the algorithm runs in time O(m?-2°0("1°87)) je. it is quadratic in | M|
and exponential in |A].

Theorem 3. Given a concurrent probabilistic program M and a Biichi automa-
ton A, the concurrent emptiness problem can be solved in time O(|M|? -20UAD),

The complexity of the above algorithm can be improved by constructing,
instead of a (fully) deterministic w-automaton, a Biichi automaton that is deter-
ministic in the limit [4], i.e., that behaves deterministically as soon as it reaches
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a final state. Such an automaton only requires 2°(") states and finally leads to
an O(m? -29(")-complexity of the algorithm. But as it does not provide further
insights in the principles of probabilistic model checking, we omit the corre-
sponding construction. Courcoubetis and Yannakakis furthermore show that to
decide the concurrent emptiness problem requires exponential time in the total
input size |[M| + |A]| [4].

The concurrent universality problem for automata can be solved analogously,
but, from the computational point of view, it seems to be more appropriate to
construct a deterministic Rabin automaton from a Biichi automaton. Accord-
ingly, we call a set D of states of M’ X A accepting if there is a pair (U, V) from
the acceptance component of A and a state (r, f) € D such that f € U and D
contains no state (g, s) with s € V. Otherwise, we call D rejecting.

Proposition 6. Given a concurrent program M = (Q,N,R, A, Py, P,V) and a
deterministic Rabin automaton A = (S, {so},d,F), there is a scheduler u of M
with pau(Lamu(A)) < 1 iff there is a set D of states of M' x A satisfying the
following:

(1) (M' x A)[D] is nontrivial and strongly connected,

(2) D is rejecting and reachable from (gu, so), and

(8) for all transitions (q,s) = (¢',s') of M' x A with (¢q,s) € D and (¢',s") ¢ D,
it holds ¢ € N.

Proving Proposition 6 mainly applies techniques used to prove Proposition
5. The algorithm for the concurrent universality problem as suggested by Propo-
sition 6 runs in time O(|M|? - 20UAD).

However, to solve the concurrent universality problem, our algorithm cannot
fall back on using w-automata that are deterministic in the limit for the fol-
lowing reason: We then cannot be sure that a path leading to D does not have
an “accepting” counterpart elsewhere. In [4], it is mentioned that the concur-
rent universality problem for Biichi automata that are deterministic in the limit
requires exponential time.

4.2 Checking Sequential Probabilistic Programs

Sequential probabilistic programs were defined as a special case of concurrent
ones. Thus, the above algorithms carry over to the case the probabilistic program
has no nondeterministic state. Let us formulate an algorithm explicitly for this
case. Two basic properties wrt. a sequential probabilistic program M and a
deterministic w-automaton A will play a crucial role in both qualitative and
quantitative analysis:

— Almost surely, a trajectory of M’ will take M’ x A to a bottom SCC.
— Almost surely, a trajectory of M’ that leads M’ x A into a bottom SCC D
will visit each state of D infinitely often.
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Wrt. the emptiness problem, a sequential probabilistic program does not
satisfy its automata specification (and thus contains undesired behaviour), iff,
within the product of the transformed program and the specification, one can find
an accepting bottom SCC that is reachable from the initial state. The following
characterization immediately follows from Proposition 5.

Proposition 7. Given a sequential probabilistic program M and a deterministic
Streett automaton A, it holds pur(La(A)) > 0 iff there is a reachable (from the
initial state) and accepting bottom SCC of M' x A.

Thus, after having computed a deterministic w-automaton and a product
automaton, the algorithm for solving the sequential emptiness problem only
needs to determine whether there is an accepting bottom SCC that is reachable
from the initial state. This can be done in time linear in the size of the product
automaton. The algorithm works in time O(m? - 20(*1°8 1)) where m is assumed
to be the number of states of the program and n the number of states of the
Biichi automaton. Again, the usage of w-automata that are deterministic in the
limit reduces the time complexity to O(m? - 20(").

Checking universality wrt. sequential programs is closely related to checking
emptiness.

Proposition 8. For a sequential probabilistic program M and a deterministic
Streett automaton A, we have pr(La(A)) = 1 iff all the reachable bottom SCCs
of M' x A are accepting.

PT‘OOf. Clearly, MM (LM(.A)) =1iff MM (LMI (.A)) =1.

(<) Almost surely, a trajectory of M’ will lead M’ x A into a bottom SCC.
Let z be a finite sequence of states of M’ that takes M’ x A from the initial
state to a bottom SCC D. As D is nontrivial and accepting, pae (Lar(A) |
Cam(z)) = 1. Overall, we get papy (Lar(A)) = 1.

(=) Assume that g (L (A)) = 1 and suppose there is a reachable bottom
SCC D of M' x A that is rejecting. We can find a finite sequence z of states
of M" with pae (Carr(z)) > 0 that takes M’ x A from the initial state to D.
As D is rejecting, par (Lar(A) | Car(z)) = 0. Thus, with nonzero probability,
M will produce a trajectory that is not contained in Ly (A), contradicting the
assumption. O

For example, the product of a (transformed) sequential probabilistic program
M'" and a deterministic Streett automaton 4 may have the structure as shown
in Figure 7 where the bottom SCCs {g,} and {g;} are both assumed to be ac-
cepting. As {g,} and {g;} are the only bottom SCCs, it follows from Proposition
8 that pua (Lam(A) =1.

4.3 Quantitative Analysis

So far, we provided algorithms for checking probabilistic programs against qual-
itative properties, i.e., that do not compute the exact probability of satisfaction.
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Fig. 7. A sequential probabilistic program

We have seen that the algorithms amount to simple graph analyses as satisfac-
tion of qualitative properties does not depend on exact probabilities but only
on the topology of the respective program and its specification at hand. In the
following, we generalize the above results.

Proposition 9. Given a sequential probabilistic program M and a deterministic
Streett automaton A, ur(Lag(A)) is equal to the probability that a trajectory of
M' takes M' x A from the initial state to an accepting bottom SCC.

To determine paq(Laq(A)), we compute, starting from M’ x A, a new se-
quential probabilistic program abs(M' x A) by

— removing all states that lie in a bottom SCC D and do not have an immediate
predecessor outside of D,

— removing all transitions inside a bottom SCC, and

— adding, for each remaining state (g,s) of a bottom SCC, a transition from
(g, s) to itself, which is equipped with probability 1, respectively.

The resulting program abs(M' x A) is absorbing, i.e., each of its bottom SCCs
consists of a single absorbing state. Employing the fundamental matrix N of
abs(M' x A) [6], we can easily compute the probability that a trajectory of
abs(M' x A) ends in an absorbing state. Suppose {gy,..-,G,_;} is the set of
states of abs(M' x A) with only initial state g,. Without loss of generality,
{To---3m_1} is the set of transient states for a natural m < n. Let T =
(tij)i,jeqo,....,n—1} be the transition matrix of abs(M'x A), i.e., t;; is the transition
probability of going from g; to g;. It is of the form

_(Q R
T= (0 |n_m)

where |,,_,, is the (n—m) X (n—m) matrix that has 1’s on the main diagonal and
0’s elsewhere, 0 is the matrix of dimension (n —m) X m that has all components
0, the m % (n —m) matrix R gives information about the transition probabilities
of going from a transient to an absorbing state, and Q is of dimension m x m and
contains the transition probabilities exclusively respecting the set of transient
states. For example, assume abs(M’' x A) to be partly shown in Figure 7 (note
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that, in fact, abs(M' x A) is absorbing) and suppose the only state that emanates
from an accepting bottom SCC is g,. Its transition matrix is given by

o1 0 0 0 O

0 0 06 04 0 O
T = 0 0 0 0 0.8 02
0 06 0 0O O 05
o 0 0 o0 1 0
o 0o o0 o 0 1

The fundamental matrix of abs(M' x A) now arises as follows:

—1

N = (n4)ijeqo,...m-1} = (Im — Q)

Hereby, n;; tells us how often a trajectory of abs(M' x A) starting at g; is
expected to be in g; before absorption. In our example,

01 0 0 1 -1 0 0
0 0 06 04 0 1 —06 —04
Q=19 0 0 o | "=Q=|g o 1 o |-ond
005 0 0 0-05 0 1
1 125 075 0.5
e |0 125 075 05
N=WL-Q7 =1, 1 0
0 0625 0.375 1.25
Finally,

B = (bij)icfo,....m1},j€{0,..n-m—13 = NR
contains the probabilities b;; that abs(M' x A), starting at g;, reaches the ab-
sorbing state ;- Let A be the subset of {m,...,n — 1} such that g; is an
absorbing state of abs(M’' x A) that emanates from an accepting bottom SCC
of M' x Aiff j € A. If A is empty, upr(La(A)) = 0. Otherwise,

M(Lp(A) =D boGj—m)-

jeA
To complete our example,
1 125 075 0.5 0 0 0.6 04
B = NR = 0 125 0.75 0.5 0 0 _ | 06 04
a I 1 0 08 02 ] | 0.8 02
0 0.625 0.375 1.25 0 05 0.3 0.7

lets us come to the conclusion that the probability the underlying sequential
probabilistic program will produce a trajectory accepted by the automata spec-
ification is 0.6.

Under consideration of the matrix operations, we get an algorithm that de-
termines the exact probability of satisfaction in time single exponential in the
size of the Biichi automaton B and polynomial in the size of the sequential
probabilistic program M:
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. Construct a deterministic Streett automaton A4 with L(A) = L(B).

. Build M’ x A and determine its accepting bottom SCCs.

. Compute abs(M' x A) as well as its fundamental matrix N.

. Compute B = NR and, within the first of its rows, sum up the probabilities
that belong to states respectively emanating from an accepting bottom SCC

of M' x A.

=N =

We can summarize the above observations as follows:

Theorem 4. For a sequential probabilistic program M and a Biichi automaton
A, sequential emptiness and sequential universality can be solved in time O(|M|-
20UAD) | respectively. Furthermore, we are able to determine the exact probability
pm(La(A)) in time single exponential in the size of A and polynomial in | M|.

Note that both sequential emptiness and sequential universality for automata
are PSPACE-complete in the size of the automaton ([16], [4]).

5 Conclusion

In this chapter, we presented procedures for checking linear temporal logic spec-
ifications and automata specifications of sequential and concurrent probabilistic
programs. The complexities of these problems are summarized in Table 1. We
followed two different approaches: For LTL and sequential probabilistic pro-
grams, our method proceeded in a tableau style manner, while for the remaining
problems, we followed the automata theoretic approach.

LTL formulas w-automata
sequential programs | O(JM| - 2°0¢D) [O(JM] - 2004D)
concurrent programs |O(|M|? - ZQO(M)) O(|M|? - 2004D)

Table 1. Complexity of model checking problems

To gain further insight of probabilistic programs, one might be interested
in specifying boundaries for the probabilities of properties. These extension to
temporal logics are studied in the next chapters.

6 Bibliographic remarks and further reading

Initial papers studying temporal logics for probabilistic programs are [8] and [5].
Concurrent probabilistic programs were first studied in [16].

Our chapter is mainly based on [4]. The model checking procedure for LTL
and sequential probabilistic programs (Theorem 1) is presented in [4]. PSPACE-
hardness (wrt. length of formula) of this problem was first shown in [16]. Our al-
gorithms for checking automata specifications are presented or at least suggested
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in [4]. Note that for solving the sequential emptiness problem, the authors make
use of a slightly different kind of product construction. First complexity results
were achieved by Vardi [16] and extended by [4].

A different approach to study probabilistic systems is to understand ran-
domness as a kind of fairness. Let us reconsider the example shown in Figure 1,
and recall, that nondeterministic states are denoted by circles while probabilistic
states are drawn as squares. Intuitively, nondeterminism abstracts that it is not
known which possible transition the system under consideration takes. For ex-
ample, it is possible that the given system chooses to move to state g3 whenever
it is in state q;. For random states, however, we know that the system chooses a
transition with a fixed probability. For example, with probability 0.3, the tran-
sition from g3 to ¢; is taken. This implies that it is unlikely (with probability
0) that the system will choose transition g3 to ¢ infinitely often. In almost all
runs, the system will be fair and eventually take the other possible outcome in
state g3 and move to state g5 (if it moves to state gz at all).

The idea of using concepts of fairness to study probabilistic systems first
appeared in [11] where the notion of extreme fairness was introduced. In [13],
a-fairness was defined to deal with checking a restricted version of linear tempo-
ral logic (but extended with past-tense modalities) specifications of concurrent
probabilistic programs.® A notion of y-fairness is introduced in [1] to analyze
parameterized probabilistic systems.
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