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Abstract. The concept of algebraic state machine has been introduced
in [BW0O] as a state transition system the states of which are each defined
as an algebra, and that communicate through channels.

To make efficient use of this concept, one needs a formal semantics, as
well as notions of composition and refinement, which are provided in the
present work. To demonstrate their usefulness for an application area of
major interest, we show how to extend algebraic state machines with data
types modelling cryptographic operations and with an adversary model
to reason about security-critical systems. As an example we consider a
cryptographic protocol proposed in the literature.

1 Introduction

Algebraic state machines (AlgSMs) [BW00] (based on Abstract State Ma-
chines [Gur95]) are state transition systems, the states of which are rep-
resented by algebras and which can communicate through channels. It
is motivated by the need to abstract away from low-level states when
describing large systems by state machines. In this work, we extend this
work in several aspects:

— We give a formal semantics for AlgSMs as stream-processing functions.

— We define the composition at the level of algebraic state machines.
We prove that this composition satisfies useful structural properties
(associativity) and that it is preserved by the interpretation as stream-
processing functions (in the sense that the composition of the interpre-
tations of two AlgSMs gives the interpretation of their composition).

— A well-known paradigm of system development is that of stepwise
refinement: One starts with an abstract specification and refines it in
several steps to a concrete specification, which is finally implemented.
We define refinement of AlgSMs wrt. the interfaces defined by their
communication mechanisms.
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— To demonstrate their usefulness for an application area of major inter-
est, we show how to extend AlgSMs with data types modelling cryp-
tographic operations and with an adversary model to reason about
security-critical systems. We define a notion of secrecy. To demon-
strate usefulness of our approach, we formally analyse a security pro-
tocol proposed in the literature (a variant of the Internet protocol
TLS, which is a successor of SSL), exhibit a flaw, propose a correc-
tion, and prove it secure.

For space reasons, proofs of the results as well as a discussion of related
work has to be omitted from this extended abstract but can be found in
the long version.!

2 Algebraic State Machines

The idea of connecting abstract state machines using the communication
concept of [BS01] has also been pursued under the name of “interactive
ASM” in [Jir02b, Jir02a, Jir03].

We fix a set D of data values that can be exchanged between AlgSMs.
For a set C' of channel names we write C!*! for the set of functions v :
C — D* where D* is the set of finite sequences in D. Thus v assigns a
finite communication history to each of the channels in C.

An algebraic state machine (AlgSM) is a state machine where the
states are algebras and which is connected through channels with its
environment through which it exchanges inputs and outputs: An AlgSM
A is given by

— a set Alg of X-algebras (for a signature X), which is the set of states
of A, also written as State.

— sets I resp. O of input resp. output channel names,

— a state transition function A : Alg x T — P(Alg x Ol¥),

— and a set of initial states Alg’CAlg.

An AlgSM is executed as follows:

— one of the initial states is chosen non-deterministically,

— the following step is iterated: the state transition function is applied to
the current state and the current channel valuation; from the resulting
set, a pair (S,v) € Alg x O™l is chosen non-deterministically.
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As a new contribution, we give an interpretation of AlgSMs as stream-
processing functions.

For a set C of channel names we write C™ for the set of functions v :
C — D*)¥ (the valuations of the channels in C' by infinite communication
histories; X is the set of infinite sequences ¢ : N — X). Given ¢y € C [+]
and ¢ € C7, we write ¢g.c € C™ for the channel valuation such that
for each € C, ¢y.c(x) is the sequence the head of which is ¢g(z) and
the tail of which is e¢(x). Also, given a set C of channel names, a subset
DCC, and a (finite or infinite) communication history v € CFlUC™, the
communication history v, € DFUD™ is defined by |, (d) = v(d) for
each channel d € D (the restriction of v to the channels in D).

An AlgSM A with sets I resp. O of input resp. output channels and
state transition function A : Alg x 1) — P(Alg x O] is interpreted as
a function [A] : I7 — P(O7), a stream-processing function from the
input channels in I to the output channels in O, as follows.

We define f1 < fo for fi, fo : Alg — (I77 — P(O7)) if and only if
fi1(s)(2)C fa(s)(2) for all s € Alg and ¢ € I7. Then we define [.] : Alg —
(I7 — P(O7)),s > [s] to be the largest function that satisfies

[s](i0.5) & {00.0 .35 € AIg.((s’,oU) € A(s,ig) Ao € [[s']](i))}
for all s € Alg and ip.2 € I, with respect to the following relation: Here
ip.%2 denotes the sequence with head iy and tail 2. Then for ¢ € I, we

define [A](6) < U,cnigols1(6).

3 Composition

We define (delayed) composition for two AlgSMs A; and As. It assumes
that the communication between components incurs a time delay. The
definition is new; it has as counterpart the canonical definition of com-
position of stream-processing functions, in a way that ensures that the
mapping from AlgSMs to stream-processing functions preserves the re-
spective compositions (in the sense that the composition of the interpre-
tations of two AlgSMs gives the interpretation of their composition; see
below). Suppose we are given two AlgSMs A; = (X}, Alg;, I;, O;, A;, Alg?,)
(for i = 1,2) where X; = (S;, F;, fet;), and with O1NOy = [1NI5 = (0, and

IA1 = |42 for the carrier sets of each channel [ € L % (01U02)N(11UIy).

We define their delayed composition A1 ® Ao def (X,Alg, 1,0, A,Alg°) as

follows:

-3 d:ef (Sl WSy Sg,Fl WFy W F3,fCt1 W fcty W fctg) where



f
o 53 L {loclAl@A2 : | € L} where the sort locftl@A2 has the same
carrier set as [ = [A2,

o Y {feed; : [ € L} and

e fcts(feed)) def (locfh@“‘b)* forl € L.

— Alg X 1A WA, W As A € Algy A Ay € Algy A As € Alg(Z3)} where

23 = (533 F3, fCt3)'
1Y (1,UL)\ (01U0,) and O & (0,U0:)\ (I UL) with cA1042 = A
for c € L;UO; (for i € {1,2}).

For i € I, the state transition function is defined as

A(Ar W Ay 0 Ay, ) {(B1 W By W B3, 80) : 6 € (O1U0)*

/\3; € (Ilu.lg)[*](Z = ;LI A (BI,OLOI) S Al(Alangl)

A(Ba,0lo,) € Ay(Ag,ily,) AVL € L.(i(1) = feed,* A feed,®> = o(l))) }

— Alg® (A WA WA A € Alg®, A Ay € Alg%, AVE € L.feed, ™ = e}

where € is the empty sequence.

Here the set of states of Ay ® A is the cartesian product State; X
States X Alg(X3) of the sets of states State; of Ay and States of As, and the
set of X3-algebras where X5 consists of constants feed; storing the con-
tents of each of the local channels [ € L. The transitions are constructed as
in the case of instantaneous composition, except that the inputs from the
local channels are taken from the feed; before the transition is fired and
the outputs to the local channels are written to feed; after the transition
is fired. This introduces a delay of one time step into the composition.

Composition is associative if there is no confusion between the sorts
and channels:

Theorem 1. Suppose we are given AlgSMs A; = (%;, Alg;, I;, O;, A;, Alg°,)
(for i = 1,2,3) where X; = (S;, F;, fet;). Suppose that for i,j € {1,2,3}
we have O;N0; = LNI; = 0 and 14 =14 for the carrier sets of each
channel | € (O;U0;)N(L;UI;). Then (A1 © A2) © A3 = A1 © (A2 © As3).

For our result that the mapping from AlgSMs to stream-processing
functions preserves composition, we first define delayed composition of
stream-processing functions. Given stream-processing functions f; : I,7 —
P(O;?) (for i = 1,2) with O;N0y = I1NI, = (), we define the delayed

composition f1 @ fo : I7 — O~ where I def (ILUI) \ (01UO02) and



oY (01U0y) \ (IUIy) as follows. For ¢ € I, we define

f10 fa2() {53 Ji € (ILUI) 7,01 € fi(ily,), 02 € fa(ily,).

(3= A 6= (01U02)l0 AV € Lii(l) = £.(01U02)(1)) }

where ¢ is the valuation that maps each channel to the empty sequence.
Again, the implicit assumption is that producing an output from an input
induces a time delay.

Theorem 2. For all AlgSMs Ay, Az, we have [A1 ® As] = [A1] ® [As2].

4 Refinement

A useful paradigm of system development is that of stepwise refinement:
One starts with an abstract specification and refines it in several steps to
a concrete specification which is implemented.

We define a notion of refinement that allows to proceed from abstract
to more concrete specifications in a well-defined way. We also define a
notion of timeless refinement, which is a relaxation of refinement allow-
ing delays to be inserted. It allows a more flexible treatment, while still
offering convenient structural properties.

Definition 1 (Refinement). Suppose we are given AlgSMs A and A'.
We say that A’ refines A if for each input valuation © € I, we have

[AT()S[A]()-

Theorem 3. Composition of AlgSMs and interpretation of AlgSMs as
stream-processing functions is preserved by refinement.

For timeless refinement we define the time abstraction |e| € C¥ of
a stream ¢ € C by |¢p.c| o ¢p”|e| (where * denotes concatenation of
sequences). Then for any stream-processing function f : I77 — P(O7)
we define the time abstraction |f[: I* — P(O¥) by |f|(%) o {1f(@)]:7 €
I7 AJi| =1}

Definition 2 (Timeless refinement). Suppose we are given AlgSMs A
and A'. We say that A’ refines A timelessly if for each © € I¥, we have

[[ATI @) SITADIE)-

Theorem 4. Interpretation of AlgSMs as stream-processing functions is
preserved by timeless refinement.



5 Security

In the long version of this paper, we demonstrate how one can apply
AlgSMs to security analysis.

We consider a variant of the TLS protocol proposed in [APS99]. We
demonstrate that this protocol contains a flaw and propose a corrected
version which can be informally specified as follows.

C—S: N;, KC,Siganl(C i Kc)
S—C: {SignKs_l(kj N KC)}KC’SiganAl(S i Ks)
C—S: {Si}kj

We use AlgSMs to prove the following theorem about the corrected
version.

Theorem 5. Suppose we are given a particular ezecution of the corrected
protocol, a client C, and a number I with S = Sy (where S; is the server
communicating with C' in the ith execution round), and suppose that the
server S is in its Jth execution round in the current execution when C
i its ITth execution round initiates the protocol. Then this execution pre-
serves the secrecy of C.s; against adversaries whose previous knowledge
K, fulfills the following conditions (where we use prefizing of values by C
and S as in object-oriented notation to specify the instance of the client
or server a value belongs to).

— we have
({Cusr, Kt K5 YO{Sks 5§ > T}
U{{Siganl(X 2 C.Nr:Ko)tg,: X € Keys}) NKh =0,

— for any X € Exp, SignKal(C i X) € KB implies X = K¢, and
— for any X € Exp, SignKaA(S’ i X) € KB implies X = Kg.

More details can be found in the long version of this paper.
6 Conclusion
The general context of this work is the need to abstract away from low-

level detail and to modularize system models when describing large sys-
tems. Towards this aim, [BW00] introduced the concept of algebraic state



machines. To make efficient use of this concept, one needs a formal seman-
tics, and composition and refinement, which are provided in the present
work. As a major application area, we showed how to extend AlgSMs with
data types modelling cryptographic operations and with an adversary to
reason about security-critical systems. As an example we considered a
cryptographic protocol proposed in the literature.

To conclude, the example from the application domain of security-
critical systems indicates that AlgSMs are quite a flexible and expressible
formal method, which allows to structure a specification in a convenient
way using the concept of channels. The added concepts advance the de-
velopment of the notion of AlgSMs in that they allow composition and
refinement at the level of AlgSMs.

Due to the possible high degree of abstraction provided by algebraic
state machines, this formalism seems to be suitable to consider larger
parts of systems beyond security protocols (such as protocol contexts),
as planned for future work.
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