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Abstract

In this thesis refinement relations for the logic HOLCF are defined. We compare refine-
ment relations defined by theory interpretations and by model inclusion. We use these
refinements to implement abstract data types (ADTs) with LCF domains and continuous
functions. Therefore, the implementation of ADTs may be applied to the implementation
of interactive and distributed systems specified in HOLCF.

The implementation of interactive systems is embedded into the deductive software deve-
lopment process. Every development step corresponds to a refinement in HOLCF. A de-
tailed classification of different situations in the development of interactive and distributed
systems is given. For all possible development situations concrete refinement methods are
described. This allows us to prove the correctness of development steps by verifying the
refinement relation in HOLCF. The refinement relation is compositional and in some sit-
uations the methods improve the known methods for interaction refinement by requiring
less, and more concrete, proof obligations and by a stronger compositionality result.

For the implementation of abstract data types in HOLCF two type constructors are added
to the Isabelle proof system. The subdom type constructor conservatively introduces a
subdomain of a LCF domain that is again a LCF domain. The quot type constructor
conservatively defines flat quotient domains with respect to an arbitrary partial equivalence
relation (PER). PERs are also the basis for a higher order predicate allowing us to express
observability of (higher order) functions in HOLCF to characterize congruences. Both type
constructors are supported with methods and examples for the introduction of continuous
functions.

A standard library of ADTs is defined and the implementation of a WWW server is taken
as an example and some critical development steps are verified with the Isabelle proof
system.
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Chapter 1

Introduction and Concepts

In this chapter the motivation for the implementation of interactive systems by refinement
in the logic HOLCF is presented. The deductive software development process is sketched
and a classification of different situations in the development of interactive and distributed
systems is presented in Section 1.2. We call the concrete methods for formally developing
these situations implementation of interactive systems, because we extend the methods for
the implementation of abstract data types (ADTs) to interactive systems. In Section 1.3
we look at the ideas of the implementation of ADTs and collect the requirements for the
refinement relation in Section 1.4. The use of HOLCF is explained in Section 1.4.4, goals
and structure of this thesis are given at the end of this chapter.

The main structure of this work is influenced by the implementation of ADTs. There
are two different implementation steps (quotient step in Chapter 4), restriction step in
Chapter 3) for ADTs and we develop two refinements techniques (theory interpretation
and model inclusion) for each of them and compare them by the criteria from the deductive
software development process. The proposed method (Chapter 5) for the implementation
of ADTs is a combination of these two refinements and is applied (and extended) to the
implementation of interactive systems in Chapter 6. Chapter 7 defines a standard library
of ADTs and uses it for case studies on a WWW server.

1.1 Motivation

Hardware becomes smaller and systems are growing. This trend is caused by the miniatur-
ization and integration in the development of computer chips. Having smaller and more
efficient hardware allows us to build more complex systems. An additional source of system
complexity is communication. The development of fiber optics and satellite channels are
examples for the improvement in communication technology. This allows us to connect
computers worldwide to build efficiently interacting systems. The internet is an example
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of this development. The number of WWW servers in the internet doubles approximately
every year [Pax94].

In the expanding market of software systems, product quality is an important marketing
strategy. Quality has many aspects ranging from a friendly interface, good service and
documentation to adequate problem solutions. Correctness of the system is the basis for
quality, since for example a wrong documentation, an aborting system or an inadequate
software program are not acceptable in a market with competition. Apart from the market-
ing aspects of correctness there are critical systems which have to be correct, since errors
are very intolerable. For example avionic systems, medical systems, and access control
systems in confidential environments have to fulfil their requirements.

In traditional software development reviews and tests are the methods to increase the
correctness and the quality of systems. The software development process starts with an
specification specification of the behaviour of the system. The development process refines
these documents by incorporating design decisions. For fixed input values tests are used
to show that a sequential program fulfils its requirements. Due to the high complexity
of distributed systems, tests can only cover small parts of the system and therefore, they
cannot ensure correctness, in general.

Formal methods give the possibility to prove the correctness of systems. Using them re-
quires to formalize the system requirements into a specification and to give formal seman-
tics to the system. Apart from the possibility to prove the correctness of a system such
a formalization may detect errors and inconsistencies of the requirement specification. A
calculus allows us to prove the correctness of the system by showing that the specification
of the system refines the requirement specification. There are two notions of refinement. In
the software development it means the design of the system, in formal methods it denotes a
logical relation, which can be verified by a deduction in a calculus. Formal methods apply
the logical refinement to verify the refinement of systems.

The advantage of the formal methods is that they are abstract and hence applicable to
every kind of systems. However, the drawback is that the calculus does not provide any
methods for structuring the correctness proof. One possibility to structure this proof
is to give a concrete formal method that develops the proof step by step together with
the stepwise realization of the system. Deductive software development is the result of
integrating formal methods into the software development process.

Large systems are composed of components. For the development of interactive systems it
is important that the components can be developed independently in a modular way. The
correctness of the system should also be provable in a modular way. A refinement relation
is called compositional, if the correctness of the system can be derived from the correctness
of the components. Hence, the most important basis for a modular development of correct
interactive systems is a compositional refinement relation, which is integrated into the
software development process.
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1.2 Deductive Software Development

Deductive software development includes formal methods into the process of software deve-
lopment. It aims at a software development process that allows us to deduce the correctness
of software with respect to the specification, that describes the required behaviour of the
system.

For deducing the correctness of a program it is necessary to have formal semantics for the
specification and the program. Methods and tools are needed to show that the program is
correct with respect to its specification. In Section 1.2.1 a sketch of a traditional software
development process, as it is state of the art (in industry) is given. In Section 1.2.2 it is
briefly described, how the software development process of interactive systems could look
like, if formal methods were integrated. In this work we concentrate on the foundations
for the deductive software development process by developing a refinement relation, which
allows us to prove the correctness of all steps in the development of interactive systems.

1.2.1 Traditional Software Development

There are many traditional methods for the development of systems. Many of them are
influenced by a certain programming paradigm or are tailored to a special application
domain. One programming paradigm are the structured methods [GS77, Dem78]. They
use data flow diagrams to model the system. More recently the object oriented design
methods appeared [RBP*91, Jac92, Boo93]. There are basically two application domains
for which the given methods were specialized. One are technical systems with real time
aspects. See [WM85, HP87] for extensions of the structured techniques and [SGW94] for an
object oriented method for technical systems. The other application domain are database
systems with a large amount of data modelling [Che76, DCC92, AG90, Den91].

All traditional methods use mainly testing to ensure the quality and the correctness of
the system. The following coarse scheme describes traditional software development. It
emerges from the waterfall model [Roy70], and graphically displayed it looks like a V, and
therefore, it is called V model in [Dav90].

1. The development starts with a specification of the requirements of the system. This
specification may be informal and coarse, but it is, in general, easy to understand.
Usually these specifications contain text and diagrams, describing the behaviour of
the system. In the first sketch these requirements are loose and have to be worked
out. They fix only the requirements of the system, but not the structure or other
details of the system.

2. During the design phase this requirement specification is developed step by step
by incorporating decisions concerning the architecture of the system. Splitting the
system into components requires a splitting of the requirements, with each component
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having its own requirements. The combination of the components must preserve the
system specification.

3. The functions are implemented by programming some algorithms or by choosing
pieces of hardware for their realization. This is done until all parts are completely
designed.

4. Testing shows whether the system fulfils the requirements or not. First the basic
components are tested, then their integration is checked. If a test contradicts the
requirements, some wrong design or implementation steps will be revised and the
development will continue at this point.

During the specification and the design of the system some behaviours of the system are
fixed, and during the integration phase it can be tested whether the system has these
behaviours. In this scheme, and, therefore, in every traditional software development
method errors can only be detected by testing!. For small components such a try and error
development can be manageable, but in large systems, where the first design decisions are
justified by the final integration test, early errors have fatal consequences: the development
has to be redone, starting from the point where the wrong step was made?. Such a process
is very expensive and difficult to control for the management. Sources of early errors are
misunderstandings due to ambiguity of the informal requirement specification.

Graphical descriptions are an important part of traditional software development methods
(for example E/R-diagrams, SDL, statecharts, SSADM), since they help us to visualize
and communicate complex structures. Their disadvantage is that they often lack precise
semantics and, therefore, they are an additional source of errors.

1.2.2 Formal Methods in Software Development

The use of formal methods allows us to deduce the correctness of programs with respect
to their specifications. See [GM85, Bro96, Hoa96] for overviews of formal methods, [Dil94]
for Z or [AI91] for VDM, some very popular formal methods and [BDD92, Bro93, SS95]
for a functional method for developing distributed systems. Formal methods are the basis
of deductive software development. They provide precise syntax and formal semantics,
based on mathematics and logic, for specifications and programs, a definition of refine-
ment between specifications and programs, and deduction methods and tools to prove this
refinement relation.

1To reduce the number of design and implementation errors reviews and code inspections are practiced.
2The V model [Dav90] is such a process model describing the development of large systems.
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Deductive software development is the result of integrating formal methods into software
development. The basic concepts of deductive software development are:

e to use the traditional development process (requirement, design, implementation),
e to use the same logic in all phases of the software development to specify components,

e to use implication as basis for the refinement relation, since there are a lot of theorem
provers which support implication proofs, and

e to use graphical description techniques with formal semantics.

A transitive refinement relation allows us to divide the deductive software development pro-
cess into several development steps. Every development step corresponds to a refinement
step on the semantic level .

Having the same logic in all phases requires the formal language to include abstract and
understandable requirement specifications as well as executable specifications. The advan-
tage of using one logic in all phases is that there are no transitions between different logics
and that the developer has to use only one logical formalism.

Executable specifications can be executed by an interpreter (prototyping) or can be trans-
lated into a programming language. If this generation (or interpretation) is correct, there is
no need of coding and testing in the development process, since the programs are generated
correctly out of executable specifications. If executable specifications correspond directly
to programs, as in [HR94, Hot95], code generation will be only a syntactic translation and
no formal correctness proof will be needed. There are other formal methods allowing us to
extend the definition of executable specifications, for example to define an interpreter and
to prove its correctness [BHN'94]. However, since functional programming languages are
quite expressive we define executability with respect to these languages and do not worry
about the correctness of their realization.

We use the following notations for the deductive software development process:

Definition 1.2.1  Deductive Software Development Basis

A deductive software development basis DSWDB = (£, M, k>, h~ ) isa quadruple

where:

e L is a specification language and

e M is the semantic domain of the language, containing the (set of) formal mod-
els, and
M]] : £ — M assigns the semantics to a specification. All executable specifi-
cations have (at least) one model.
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e k> C M x M is the semantic refinement relation between models such that
for A,C € M : A k=> C denotes that C (concrete) is a refinement of A (abstract),
we require RR>> to be transitive, and

e [~ C L x L is a syntactic refinement relation for which a calculus and tools
should exist. For the correctness of the calculus it is required that for all A,C €

L : A k> Cimplies M[A] k> M]C]

We will use the term refinement polymorphically. If we consider formal models, we
mean RAZ>> , if we are talking about specifications A,C € £, we mean A p» Cor M[A]
ra> M]C]. We will even use the term refinement for components or functions, and
will mean the refinement of the specifications describing the functions.

The intention is that we develop the abstract requirement specification into a concrete,
and executable specification and require that we can prove this development step by step
with our deductive software development basis. Although these notations will be filled
with concrete definitions later on, they suffice for example to define consistency:

Definition 1.2.2  Consistency

Let (£, M, r=>, p~ ) be a deductive software development basis, then a specifica-
tion A € L is called consistent, if

o M[A] # 0.

Otherwise A is called inconsistent.

In this introduction we collect the requirements for the method for the implementation
of interactive systems (the result is described in Section 1.4). Every refinement step from
an abstract specification A to a concrete specification C will be correct, if M[A] rr> M[C]
holds. In the deductive software development process the resulting proof obligation is A
C. Since the refinement relation is transitive, a correctly developed executable specification
will be a refinement of the requirement specification.

There have been many projects in the field of deductive software development, providing
semantics, calculi and refinement relations for the deductive software development process,
especially for sequential software systems [BBB*85, BJ95]. For interactive and distributed
systems the methods are in a more theoretical form, i.e. their description is less detailed
(see Section 1.5).

There are two main approaches to formal software development: transformational and
deductive software development. Both have a deductive software development basis, but the
process of the formal development is different: In transformational software development
(for example in the CIP-Project [BBB*85]) correct transformation rules are applied to a
requirement specification until the development is finished. The correctness of the rules
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Require ) Design

e

Base

Figure 1.1: KORSO Development Graph

has to be proved before they are applied to a development situation. In deductive software
development (as in many parts of the KORSO project [BJ95]) the developer proves the
correctness after each development step. In order to simplify these proofs, it is allowed,
and desired to reuse some general theorems. Deductive developments allow us to delay
correctness proofs®. We will view transformational software development as a special case of
deductive software development and we will not use transformation rules in our notations.

1.2.3 Graphical Description Techniques

As in traditional software development graphical description techniques are an important
part of the deductive software development process. In the deductive software development
graphical description techniques have a fixed formal semantics, i.e. they are only nice
abbreviations for complex formulas. In this work we will use only two different graphical
description techniques:

e (KorS0) development graphs, and

e (Focus) system diagrams.

Development graphs are used to represent the logical structure of the specifications and
their development. System diagrams show the structure (architecture) of the system.

Development Graphs

The development graphs we use here were introduced in the KORSO project [PW95,
BW95]. One result of the KORSO project was the method for software development.
A graphical representation for specifications was used to visualize the development. This
representation was called (KORSO) development graphs. These graphs have specifications
as nodes (depicted as boxes), and two important relations:

3Proofs should not be delayed too long, since they may reveal errors.
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inl o] outy : fB1

in, : ay, out,, : Bm

Figure 1.2: Black Box System Diagram

e The semantic refinement relation k3>, called is_refinement_of in KORSO, and
depicted as double arrows (reverse implication arrows*), and

e a syntactic structure relation, called is_based_on and depicted as simple arrows®.

A simple example is given in Figure 1.1. It shows the refinement from a requirement
specification Require, based on a module Base by a design specification Design, which is
also based on Base. The specifications Require and Design are both syntactic extensions
of the specification Base.

System Diagrams

In the Focus method [BDD 92, Bro93] system diagrams are used to visualize the structure
of distributed systems, or components of a system. System diagrams are hierarchical,
i.e. every component of the system may be described by another system diagram. An
distributed, interactive system (or a component), receives messages on input channels and
sends messages on output channels. FOcus system diagrams may be used in two different
specification styles:

e as black box specifications, and

e as glass box specifications

The black box specifications graphically describe the interface of a system. Black box
specifications contain the name of the system, the names of the input and output channels,
and the types of the messages. The specifications of the system describes the behaviour of
system. The system diagram in Figure 1.2 specifies the interface of a system F. It has n

“In KorSo M[A] k> M]C] has been model inclusion M[C] C M[A] and A h» C has been logical
implication: C=—A

°In the KORSO specification language SPECTRUM [BFG'93a] is_based on was used to denote the
syntactic enrichment of specifications.
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in: o e} out : «

Figure 1.3: Glass Box System Diagram

input channels, named in; of type o; and m output channels named out; of type 3;°.

The glass box specifications contain the same information as the black box specification and
in addition they show of which components a system consists and how they communicate.
This is a special form to describe the behaviour of a system. The system diagram in Figure
1.3 specifies the interfaces and the structure of system A. It consists of two subsystems A,
and A, communicating over an internal channel of type . Because we have directed (and
typed) channels, a restriction of the communication within a glass box specification is that
the types of the channels have to fit and that no input channel is connected with another
input channel and no output channel is connected with another output channel. Glass box
specifications allow us to describe recursive systems.

We use only system diagrams, development graphs and textual specifications in our deve-
lopment process. There are many other useful graphical description techniques (see Section
1.2.1), but since we focus on a refinement relation these diagrams suffice”.

1.2.4 Development of Interactive and Distributed Systems

In interactive and distributed systems communication is an important aspect. We decided
to work with an asynchronous communication model that models every communication
with a channel. Interactive systems communicate by sending messages over channels.

The term interactive system refers to the fact that the system has interaction with its
environment. A distributed system is a system which may consist of several components,
which can be at different places. The components of a distributed system communicate by
sending messages over channels. A distributed system with communication between the
components is therefore also an interactive system and hence interactive systems enclose
distributed systems. Since both kinds of systems communicate over channels we will not

6To simplify formulas, we omit the ranges from indices if they are clear from the context. In this case
they are: 1 <i<mand1<j<m.

TOur refinement relations can be used as basis for defining graphical refinement steps for further gra-
phical description techniques of interactive systems that have a semantics in HOLCF.
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further differentiate between these systems and use the terms interactive and distributed
synonymously.

The development of distributed systems encloses the development of sequential systems.
Therefore, the refinement requirements for the refinement relation ga>> should also sup-
port development of sequential programs. The requirements for the development of se-
quential systems are mainly those, arising from the implementation of ADTs (see Section
1.3). This section describes the different situations which are typical for the development
of interactive systems. The refinement relation ka3> has to be able to express all these
steps as refinements. Concrete methods are needed to support the refinement of these
situations with the calculus po .

We assume that we are working with a deductive development basis (£, M, r=>, h ).
We call the specification of the abstract system A € £ and the specification of the designed
system C € L. The requirements for the refinement relation are that it has to be possible
to support every development situation. Of course whether M[A] k> M[C] holds or not
in the concrete development depends on the specifications A and C. In Chapter 6 we will
give concrete methods for refining the specifications, arising in the development situations
of this section.

We give a short overview of the different types of development situations. A similar classifi-
cation is in [Bro93|. As was mentioned in Section 1.2.3 we use two forms of system diagrams
to specify the structure of interactive systems: black box specifications and glass box spec-
ifications. Therefore, we have two groups of development situations in the development of
distributed systems.

Behavioural Development

In the development of interactive systems one typical situation is that an arbitrary system
A, (possibly specified as a black box) is developed into another system C with the same
interface by giving a more concrete specification of the system. The specification of the
refined system C has all behaviours specified for the abstract system A. This situation is
called behavioural development. One example is the development of a component with
a sorting algorithm out of its requirement specification. Many development steps are
behavioural®. Behavioural development is quite well known. There exists a lot of functional
refinement techniques to support behavioural developments®. We will focus more on other
development steps and try to express them as special behavioural developments.

Communication Channel Development

In the development of distributed systems one typical situation is that we develop one
single message channel. This situation is independent from the structure of components

8And a lot of different development steps will be reduced to behavioural development.
9Therefore we call behavioural development sometimes functional development.
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and hence also a black box development situation. The messages on the two channels'® are
isomorphic in this situation and therefore, they may be easily translated into each other.
Looking closer at these translations we can distinguish two kinds of translations:

e schematic translations, and

e individual translations.

In schematic translations every message of one channel corresponds exactly to one message
of the other channel. The translations between the two channels can be constructed by
applying element-wise translations to all messages of the channels. With individual trans-
lations we may transform every single message on the abstract channel into many concrete
messages, possibly on many concrete channels.

An example for a schematic communication channel development situation is the deve-
lopment of a character channel into a byte channel. The messages in the channels are
isomorphic. An example for an individual communication channel development is the
development of one byte channel by eight parallel bit channels.

Restricted Communication Channel Development

A more general situation is that we have two non-isomorphic channels. A possible reason
is that not all values in one channel are used. Therefore, we need to formulate restrictions
on the values of a channel.

Again we have schematic and individual translations. In the schematic restricted commu-
nication channel development the restriction for the channel is just a conjunction of the
restrictions of all single messages of the channel. In individual restricted communication
channel development arbitrary restrictions are possible. An example of an individual re-
stricted communication channel development is the development of a byte channel into a
sequential bit channel. In this case the restriction for the bit channel is that the number
of elements in the channel is divideable by eight (see page 193).

Interface Simulation

Another situation is the development of an arbitrary black box specification with simu-
lations translating the inputs from the abstract specification into inputs for the designed
system and translating the output of the designed system back!!. The idea is that the
translations and the concrete system simulate the abstract system.

10These two channels refer to two specifications of one channel: one abstract requirement specification
and one concrete design specification.
1This corresponds to U simulation in [Bro93], and Section 6.3.
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Again we have schematic and individual interface simulations. An example for an individual
interface simulation is a protocol where strings are translated into packets, then the packets
are sent over a packet channel and then the packets are put together to a string. This
protocol simulates a string communication on the abstract level (see page 213).

Structural Development

Structural development is the border between black box development situations and glass
box situations. It develops a black box specification into a glass box specification by
defining the internal structure of the system (sometimes also called architecture). An
example is a development where a component is defined as a network.

State Development

In glass bock specifications states are an important technique to specify systems, especially
in abstract specifications. Many software development methods use graphical description
techniques to specify state dependent components. We will call state dependent compo-
nents automata. Automata have with state transition diagrams nice graphical representa-
tions (for example in [LT89, Har87]).

In the development of state-based systems it is often required to add or to remove state
transitions from an automaton. Adding and removing of state transitions can be treated
with behavioural development techniques, since it does not change the interface of the
automaton'?.

Adding or removing states of automata changes the signature of the automata'?, and,
therefore, corresponds to the development of the ADTSs of the states. These situations can
be developed by our method for the implementation of ADTs.

An interesting question is to relate two state-based specifications of the same components
with different state spaces, and to find out whether they specify the same behaviour.

State Elimination

In sequential programs states may be explicitly used as data types. We regard states in
interactive systems as abstract views of input histories, i.e. those messages on a channel,
which arrived until now. In the development we have a situation where we need to eliminate

12 Adding a new state transitions, adds new behaviour to the systems, which is a trivial refinement step,
but for the elimination of state transitions the context has to be analyzed and it has to be proved that the
removed state transition was superfluous.

13We will use functions from states to components to specify of state-based components.
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Figure 1.4: Developed System Diagram

states'®. If we use executable simulations for state elimination we are able to execute the
abstract automaton.

State elimination removes the states from the specification of the system. It is a develop-
ment step between two different description styles of system, and, therefore it is different
from removing a single state from the state space of a description, which is described in
the previous section.

The introduction of states will not be treated separately, since it can be done by defining
states as predicates on the input histories (see for example [Spi94]).

Dialog Development

Dialog development is a situation, where (at least) two components, communicating over
(at least) one channel are developed together. This can only be done if the abstract system
and the concrete system are specified by glass box specifications. Consider for example the
system A in Figure 1.3 as abstract requirement specification and the system C in Figure 1.4
as designed specification where C; is a refinement of A;. The general dialog development
may also be regarded as interface simulation, but the relation between A; and C; is more
concrete: C; is called downward simulation!® of A; if the result of applying the downward
translation before C; is a development of the composition of first applying A; and then doing
the downward transformation.

Again we have schematic and individual dialog developments, depending on the form of
the translations.

Dialog development is the behavioural development of glass box specifications. It allows us
to use restrictions arising from the environment of a component. In our example we may
develop the internal channel between A; and A, into the internal channel between C; and
Cy with a restricted communication channel development, since we know that all values of
the internal channel are sent by Cj.

4 The elimination of states comes from our FOCUS view of interactive systems. We regard systems as
(stateless) functions processing streams of messages (see Chapter 6).
15Gee page 181 for a formal definition of downward simulation.
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An important requirement for the translations, used in many development situations, is
their executability. For a logical embedding (for example an isomorphism) no executable
translations are needed. With executable translations we can extend our (executable)
system model from stream processing functions (see Chapter 6) to more abstract models.
For example an executable elimination of states allows us to simulate automata on the
basis of messages in a system.

Our goal is to have a refinement relation which supports all these development situations.
In Chapter 6 we will define concrete methods for every development situation presented in
this section.

1.3 Implementation of Abstract Data Types

This section gives an idea why the implementation of ADTs is an important part of the
implementation of interactive systems. If we are able to implement ADTs in a deductive
development basis which is adequate for the development of interactive systems, then we
will be able to give concrete methods for the development situations of Section 1.2.4.
Therefore, the implementation of ADTs is a central topic in this work.

First the concept of ADTs is presented together with two different refinement steps: func-
tional refinement and the implementation step. The implementation step is informally
presented in Section 1.3.2. Section 1.3.3 illuminates this presentation by presenting an
implementation step of sets by sequences in a simple equational logic.

1.3.1 Abstract Data Types

ADTs are a well known concept [Hoa69, EM85, EM90, EGL89, Wir90] and an accepted
basis for the deductive software development process. The basic idea of abstract data types
is to describe data types abstractly (without referring to the later implementation) by spec-
ifying the basic functions operating on them. In first approaches initial semantics [EM85]
were chosen, but since loose semantics [BW88b] leave more room for implementations they
fit better to the deductive software development process.

A loose specification characterizes the behaviour of the functions, without determining the
programs for their realization. Therefore, an ADT may have different implementations.
Algebraic specifications [EGL89, Wir90] use axioms, written in a certain logic to specify
ADTs. The most popular logic for ADTs is equational logic. It allows us to write univer-
sally quantified, positive conditional axioms to specify the functions of an ADT. A notion
of refinement is needed to make ADTs suitable for the deductive software development
process.
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There are two different development steps for ADTs. Both should be supported by the
refinement relation R=>> .

e functional refinement (also called property refinement or behavioural refinement) and
the

e implementation step (also called data refinement).

Functional refinement does not change the signature of a function. In functional refinement
the specification of a function is developed into a more concrete specification. With this
refinement step functions, described by some axioms that characterize their behaviour quite
abstractly, may be refined by more concrete functions. This refinement step can be repeated
until the functions are executable in a certain programming language. Since refinement is
transitive, the executable function is a refinement of the first required function. This topic
is very well understood in formal methods literature, and will not be elaborated further in
this work.

The other step in the development is the implementation step. Of course this refinement
should also be compatible with functional refinement. Compatibility is ensured if the
refinement relation is transitive and includes also the implementation step. More details
on the implementation step are presented in the following section.

1.3.2 Implementation Step

In the development of ADTs the implementation step allows us to replace one type in the
ADT by another. The implementation provides methods to define the functions working on
the replaced type by functions working with the new type. The goal of the implementation
of ADTs is to hide the representation of the data type and to characterize the type only
by axioms for the functions working on it.

Depending on the relation between the replaced type and the new type we consider two

different forms of implementation, which of course may also be combined.

e a restriction step, which builds a subtype and

e a quotient step, which allows us to identify different elements.

Implementing an abstract ADT with type A with a restriction step by a concrete ADT
with type C' means that A is isomorphic to a subtype of C' (a subset of values of type C).
The subtype is characterized by a restriction predicate.

Implementing an abstract ADT with type A with a quotient step by a concrete ADT with
type C' means that A is isomorphic to a quotient of C' (a set of equivalent values of type
(). The quotient is characterized by an observable equivalence relation.
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The implementation step is split into these two steps, because they may occur indepen-
dently in the development process and because it is easier to treat them one by one. In
the literature many implementations cover both steps (see for example [EKMP82]). The
concepts of the implementation of ADTs go back to [HoaT72].

To implement an abstract ADT we will define a sort implementation which relates the
abstract sort to the concrete sort. A constant implementation is defined to relate the
operations of the abstract ADT to the corresponding operations. These terms become
clear in the following example.

1.3.3 Example: Sets by Sequences

In this section the implementation is presented in an equational logic framework on the
example of implementing sets by sequences. Equational logic is chosen for two reasons:

e it is easier to get into the topic (compared to a higher order logic),

e the idea of using an explicit abstraction function is not new in the equational frame-
work (see eg. [PBDD95]), but has not been totally worked out, especially the explicit
proof obligations to ensure the correctness were missing.

Refining sets by sequences is a good example since it is small and contains all relevant
details like subtypes and quotients. The refinement proofs of the example and the general
description of the method are in [Sl095]. The method is integrated into the CSDM system
[Stadd].

The chosen representation of sets by sequences is the following:

e Every sequence without duplicates represents a set.

e Two sequences represent the same set if they contain the same elements.

For the notation of signatures and axioms the syntax of the specification language SPEC-
TRUM [BFG193a] is used since it supports the description of axioms in a convenient way.
For example the definedness of a function 0 (x) =6 (£ (x)) is abbreviated by “f total;”.
The strictness of some functions (£(L)=1) is a requirement for specific functional pro-
gramming languages (like ML, see [Pau92]).

Sets:

The abstract sort Set is specified polymorphically'®. Axioms {set4} and {set5} require
some sets to be identified. Sets are generated by empty and add.

16G0rt, classes to control the polymorphism are omitted here for readability.
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SET = { strict; —— all functions are strict
sort Set «; —— sort declaration
empty: Set «; —— constant signature
add: o X Set a — Set «; —— function signatures
has: o X Set oo — Bool;
has total; add total; —— attributes
Set o generated by empty, add; —— generation constraint
axioms V x,y:«, s:Set a in —— SET axioms:

{set1} — (has (x,empty)) ;

{set2} has (x,add(x,s));

{set3} —(x=y) = has(x,add(y,s)) = has(x,s);

{set4} add(x,add(x,s)) = add(x,s);

{set5} add(x,add(y,s)) = add(y,add(x,s));
endaxioms;

Sequences:
The concrete sort is Seq. The data construct defines the sequences together with con-

structor functions and some implicit axioms which make the definition equivalent to the
datatype declaration of ML.

SEQ = { strict;

data Seq a = eseq —— executable sort

| cons(w,Seq ) ; —— with induction rule
isin: o X Seq a — Bool; —— function signatures
subset: Seq o X Seq a« — Bool;
axioms V x,y:«, p,q:Seq « in —— SEQ axioms:
{isinl} isin(x,eseq) = false;

{isin2} isin(x,cons(y,q)) =
if x=y then true else isin(x,q) endif;
{subs1} subset(eseq,q) = true;
{subs2} subset(cons(x,p),q) =
if isin(x,q) then subset(p,q) else false endif;
endaxioms;

After the selection of SET and SEQ the following specifications are used to represent
the development of the implementation step (see Figure 1.5). The combination of an
is_refinement_of arrow with an is_based_on arrow is the graphical form in which proof
obligations are depicted in the development graph. In SPECTRUM the semantic refinement
relation M[A] k> MJ[C] is model inclusion M[C] C M[A] and A p» C is logical
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SET by SEQ € SET

l

SEQ.EQ <———— SET _cong

SEQ_REP I SET.inv
SEQ_ext
SEQ SIG(SET)

————)  is_refinement_of

is_based_on

Figure 1.5: Development Graph for Sets by Sequences

implication (C=A). For example, on the basis of SEQ_EQ the axioms of SET_cong have
to be derived (SEQ_EQ is a refinement of SET_cong).

In the following, the contents of these specifications are listed, together with the necessary
user'” inputs for the definitions of the corresponding functions, the restriction predicate,
and the congruence.

Extension of Sequences for Sets:

In this specification the corresponding functions are specified.

SEQ_ext = { enriches SEQ;
—— Step 0 (scheme): Define corresponding functions:
empty_x: Seq «;
add x: a X Seq o — Seq «; add_x strict;
has x: o X Seq o — Bool; has_x strict;
—— Step 0 (user): Specify the functions:
axioms V x:a, q:Seq « in

17The term user refers to the user of the method.
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{construct 1}  empty x = eseq;
{construct 2}  add x(x,q) =
if isin(x,q) then q else cons(x,q) endif;
{function_1} has x(x,q) = isin(x,q);
endaxioms;

Restriction of Sequences for Sets:

The representation predicate is modelled by a function is_Set:Seq a — Bool;

SEQ REP = { enriches SEQ ext;
—— Step 1 (scheme): Add the representation predicate:
is_Set:S8eq o — Bool; is_Set strict total;
—— Step 2 (user): Specify the representation predicate::
axioms V x:a, q:Seq « in
{repl} is_ Set(eseq);
{rep2} is_Set(cons(x,q)) = (—isin(x,q) A is_Set(q));
endaxioms;

Homomorphism and Equality:

The homomorphism is modelled by a partial function abs:Seq o — Set «, whereas the
congruence relation for the equality on sets is defined as a partial function eq_Set:Seq «
X Seq a — Bool . Both have to be defined only for elements that fulfil the restriction
predicate is_Set.

SEQ_EQ = { enriches SEQ_REP + SIG(SET);

—— Step 3 (scheme): Define the (partial) homomorphism:
abs: Seq o — Set «; abs strict;

—— Step 4 (scheme) :Give the source of the partial homomorphism abs:
axioms V q: Seq « in
{partial} 0 (abs(q))=is_Set(q);
endaxioms;

—— Step 5 (scheme) :Define the homomorphism:
axioms V x:a, q:Seq « in
{hom1} empty = abs(empty_x);
{hom2} is_Set(q) =  add(x,abs(q)) = abs(add-x(x,q));
{hom3} is_Set(q) =  has(x,abs(q)) = has x(x,q);
endaxioms;



20 CHAPTER 1. INTRODUCTION AND CONCEPTS

—— Step 6 (scheme): Add a congruence predicate:
eq-Set: Seq o X Seq o — Bool; eq.Set strict;
—— Step 7 (user): Specify the congruence predicate:
axioms V p,q:Seq « in
{eq} is_Set(p) A is_Set(q) =
eq-Set(p,q)=(subset(p,q) A subset(q,p));
endaxioms;

Generate Sets by Sequences:

This specification is the most important one: it instantiates the equality to the congruence
and adds the new generation principle.

SET_by_SEQ = { enriches SEQ_EQ;
—— Step 8 (scheme): axiom to instantiate equality to the congruence:
axioms V p,q:Seq « in
{instant} is_Set(p) A is_Set(q) =
(abs(p)=abs(q)) = eq-Set(p,q);
endaxioms;
—— Step 9 (scheme): Add the generation principle for sets:
Set o generated by abs;
}

Invariance of the Restriction Predicate:

This specification contains all proof obligations for the invariance of the restriction predi-
cate. It is required that all corresponding functions are preserving the predicate is_Set.

SET_inv = { enriches SEQ.REP;
—— invariance of the corresponding functions (proof obligation 2)
axioms V x:a, q:Seq « in

{invari} is_Set (empty x);
{invar2} is_Set(q) — is_Set(add x(x,q));
endaxioms;

Congruence of the Equality for the Corresponding Functions:

This specification contains all proof obligations for the congruence of the equality for the
corresponding functions.
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SET cong = { enriches SEQ_EQ;

—— the axioms for a congruence (proof obligation 3)
axioms V x:a, p,q,r:Seq « in

—— equivalence relation

{refl} is_Set(p) = eq-Set(p,p);

{sym} is_Set(p) A is_Set(q) —
eq-Set(p,q) = eq-Set(q,p);

{trans} is_Set(p) A is_Set(q) A is_Set(r) A

eq-Set(p,q) A eqSet(q,r) —
eq-Set(p,r);
—— substitutivity for observable functions

{cong_add x} is_Set(p) A is_Set(q) A eq-Set(p,q) —
eq_Set(add x(x,p),add x(x,q9));

{cong_has_x} is_Set(p) A is_Set(q) A eqSet(p,q) —

has_x(x,p) = has x(x,q);
endaxioms;

Here we use an explicit axiomatization of the congruence eq_Set. We will define a predicate
is_Cobs on page 128 to express this in a more elegant way.

Proofs:

All is_refinement_of relations of the development graph have to be proved by theory
inclusion of all axioms.

1. SET h~ SET by SEQ
2. SET_inv p~ SEQ_REP

3. SET_cong p SEQ-EQ

The consistency of is_Set and the executability of eq_Set can (automatically) be seen from
its syntactic form. The proofs of this example have been carried out with the Isabelle proof
system [Pau94b] in [Slo95]. All axioms of the three proof obligations were proved. The
structure of the specifications provides a structure for the proofs. Most proofs are simple
rewrite proofs. Some proofs were done by induction on sets. Therefore, it has been helpful
to first deduce an induction rule for sets (Set « generated by empty, add;) from the
axiom Set « generated by abs; which allows induction on the constructors empty and
add instead of abs.
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In the example the implementation is fixed by:

A sort implementation: Set ~ Seq

Constant implementations:

— empty ~ eseq
— add ~» add_x

— has ~» isin

A restriction predicate: is_Set

e A congruence: eq_Set

The equivalence relation has to be a congruence. This means that it has to be substitutive
for all observable functions. In the example abs is not an observable function, but add
and has are observable. For code generation, this means that abs must not be exported.
Hidden functions allow multiple concrete representations for the same abstract element.

Since equational logic (with arbitrary types) does not suffice for the development of inter-
active systems'® we need a more expressive logic. HOLCF is expressive enough, but has
no appropriate notion of refinement to cover the implementation step.

1.4 Refinement Requirements

This section defines the requirements for the refinement relation pa2> of our deductive
software development basis (see Definition 1.2.1). Furthermore, it is explained why we use
HOLCEF as logic and how the requirements may be specialized for HOLCF.

The method for the implementation of interactive systems is a collection of different meth-
ods, one for every development situation. All methods are based on the refinement relation
ra> and have to fulfil the requirements.

1.4.1 Consistency

Consistency (see Definition 1.2.2) is a very important aspect in the deductive software
development process. Therefore, one requirement to the refinement relation gaz> is that
it should be consistency preserving.

80Of course we may also specify the systems in HOLCF only with equations, but we have types with
cpo structures and continuous functions in HOLCF, which ensure the existence of least fixed points for the
adequate description of components with feedback.
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Given an arbitrary requirement specification of a system, we do not know whether it is
consistent. If it is inconsistent, the system specification is wrong and the system cannot
be implemented. It is difficult to ensure the existence of a model at the beginning of the
development!®.

Definition 1.4.1 Consistency Preserving

If (L, M, >, k) is a deductive software development basis, then ka3> is called
consistency preserving, iff

e forall A,Ce £ with A r=2>> Cand C is consistent implies that A is also consistent.

Our way to ensure the consistency of the requirement specification is to require k3> to
be consistency preserving.

Note that this property does not prevent us from refining a consistent specification by
an inconsistent one (for example by adding a wrong axiom), but the property ensures
that if we arrive, during the deductive development, at an executable specification, then
our requirement specification will also be consistent. To summarize transitivity of kx>
ensures that the executable specification is a refinement of the requirement specification
and a consistency preserving Ra>> ensures that the requirement specification is consistent.

Of course, we prefer refinements that cannot introduce inconsistencies (like conservative
extensions in Section 2.1.4) and we require from our methods that they do not introduce
inconsistencies.

1.4.2 Modularity

For the development of large systems a modular development has to be supported, such
that many teams can work simultaneously on different parts of the system. This leads to
an additional requirement for our refinement relation k> .

The idea of modularity is to allow the refinement of arbitrary modules of a specification
and to require that the specification with the refined module is a refinement of the original
specification. The modules are syntactic parts of the specification and do not depend
on the system structure. A module has to be a specification. The module structure is
not necessarily related with the structure of the system. For example two (distributed)
components can both base on the same specification module. The module of strings is
used in many specifications.

The initial approach to specification assigns a model to every specification, but in the case that
true = false this model is useless.
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System System'

A(Mod1) 3 A(Mod2)

a:b a:b
Mod1 Mod2
a:Nat :> a=0
b:Nat b=1

Figure 1.6: Development graph with Modules

Definition 1.4.2 Modularity

Let (£, M, r=>, b~ ) be a deductive software development basis, then ra> is
called modular, if

e forall S, T € L with M[S] k> M[T] and for all modular specifications A(z)?
€ L the following holds: M[A(S)] k> M[A(T)].

o If M[A(S)] and M[T] are consistent, then AM[A(T)] is consistent.

A modular specification A(x) is a specification based on z. It may also be regarded
as a parametrized specification (see [EGL89]).

The development graphs of Section 1.2.3 are used to present the module structure of the
specification.

Modularity is a very strong requirement, since it requires to split a specification into
arbitrary modules, to develop them independently and then the result of the combination
of the modules should be a refinement of the splitted specification. Modularity includes
consistency. This may lead to troubles. Assuming we have the possibility to express
equations in £, then we may look at the example in Figure 1.6. It shows a system System
consisting of a modular specification A(Mod1) using the module Mod1l. This module is
refined by the module Mod2, and the system A(Mod2) is a refinement of A(Mod1), The
problem in this example is that even if Mod1, Mod2 and A(Mod1) are consistent, A(Mod2)
is not.

20We chose the notation A(z) as generalization of all constructs, which allows us to structure specifica-
tions. For example in SPECTRUM [BFG193a] one possibility to express that the specification A textually
includes the specification z € £ is A = { enriches x; ..}. In Isabelle we have the + operation to
structure specifications.
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There are two possibilities to weaken the requirements of modularity:

e Restrict the specification language L, for example by excluding equations.

e Restrict the form of the Modules A(z), for example by allowing only specific compo-
sition operators.

Conservative extensions (see Section 2.1.4) are a restricted specification language and en-
sure conservativity for arbitrary modules and, therefore, support simultaneous development
of large systems.

Modularity is called horizontal compositionality in [CZdR92], whereas vertical composi-
tionality means transitivity. If a refinement relation is horizontally compositional, the
development of the modules may be done independently and in parallel. In Focus the
emphasis lies on the composition of interactive systems from components. The composi-
tion operators are sequential (;), parallel (||) and feedback (1) composition. Therefore, the
form of modularity (from Definition 1.4.2) is not needed in Focus and compositionality
with respect to the main composition operators suffices. We call compositionality with
respect to arbitrary structuring operators modularity and compositionality with respect to
5, || and g compositionality (see Definition 6.1.7).

1.4.3 Development

In addition to consistency and modularity (or compositionality) we require that R=>
supports the development of interactive systems in all possible development situations.
This includes the possibility to express the following development steps as refinements:

e all development situations in Section 1.2.4,
e implementation of ADTs,

e functional refinement, and
for our methods we require that we have
e executable constructions or code generation.

Of course we require Ra>> to cover all development situations. This includes the im-
plementation of ADTs (see Section 1.2.4) and functional refinement. The requirement of
executability or code generation is practically relevant. Here we see the influence of practi-
cal requirements on theory: Theoretically a semantic embedding would suffice, for example
the semantic definition of automata in terms of stream processing functions is a sufficient
foundation for proving some properties about automata, but an executable translation, and
an executable translation back from stream processing functions representing automata to
automata allows us to construct tools that simulate automata on distributed systems.
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1.4.4 Logic and Language

This section describes the requirements for the logic used and the specification language
and it shortly explains why we decided to use HOLCF.

The requirements for the logic M and the language £ we use in the deductive software
development process are simply that it should be possible to express all development sit-
uations as refinements and to formulate all proof obligations in the language. Therefore,
the requirements are:

e Express requirement, design and executable specification in the same logic,
e specify interactive systems with feedback channels, and

e support an adequate characterization of executability.

Having the same logic and language for requirements, design and executable specifica-
tion preserves us from using and learning several languages and from worrying about the
correctness of the changes between the languages and logics.

In the deductive software development we need to be able to characterize requirement
specifications of interactive systems. If we would restrict us to operational semantics, then
we would have a very concrete view of systems. Using denotational semantics gives us
more flexibility by allowing abstract behavioural specifications of systems [Hoa96].

The second requirement sounds trivial, but our general model of interactive systems re-
quires to express components and communication channels, messages and their types in
the language (and to have the corresponding semantic concepts). Since we allowed almost
arbitrary composition of components to systems (see Section 1.2.3), we need semantics
(and syntax) for feedback composition (components that use their own output channels
as input). To model interactive systems with recursive structures functionally, requires to
assign semantics to feedback compositions. Fixed points are used to denote their semantics
and the underlaying domains should have an order to express that the denoted fixed points
is the least one. HOLCF provides fixed points and cpo structures. Therefore, we model
interactive systems with HOLCF.

Executability needs an adequate characterization in the logic, otherwise our results are not
of practical relevance (see Section 1.4.3).

HOLCEF is described in Section 2.1. The reader not interested in the technical argumenta-
tion why we selected HOLCF may accept our choice and skip the rest of this section.

HOLCEF is a higher order logic and offers the possibility to express abstract requirement
specifications, more concrete specifications and executable specifications. HOLCEF allows us
to give denotational semantics to systems. HOLCEF also includes executable specifications,
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therefore, HOLCF is one logic for abstract requirement specifications and for executable
systems. With a powerful refinement relation HOLCF is a good basis for the deductive
software development process.

The specification of interactive systems is supported with the lazy data type of streams
to represent communication histories and stream processing functions for the components
(see Definition 6.1.2 or [SS95]).

The feedback rules are defined with a fixed point construction. To ensure the existence
of fixed points the functions are required to be monotone with respect to an order on the
domain of streams. HOLCF provides ordered domains.

HOLCEF contains LCF, the logic of computable functions and it is therefore, adequate to
characterize executable functions, including aspects like partial functions and underspec-
ification. HOLCF has continuous functions, that work on c¢po structured domains. Fixed
points of continuous functions may be approximated by computing Kleene-chains. The
domain construct of HOLCF allows us to conservatively introduce free data types with cpo
structures.

The refinement requirement of executability may be formulated in HOLCF as:

e continuous functions have to be implemented by continuous functions and

e cpo structured domains have to be implemented by cpo structured domains.

The only disadvantage of HOLCF is that it has no support for introducing subtypes and
quotients (needed in the implementation of ADTs and interactive systems) with epo struc-
tures and continuous functions on it. Therefore, the main technical part of this work is a
conservative definition of such constructs in HOLCF.

1.5 Related Work

A different approach to the correctness of programs is the transformational approach
[Bro82, BBB"85, HKB93, KB94]. Its aim is a transformation of the requirement spe-
cification to an executable specification by applying correctness preserving transformation
rules instead of showing the correctness of every development step deductively. However,
transformational development restricts us to use a set of correctness preserving rules. A
theorem prover is needed to derive some application conditions of some rules; furthermore,
the correctness of every new rule has to be established deductively. On the other hand,
we want the deductive software development to have some schemes that may be applied
without excessive use of theorem provers, for example for the refinement of automata. The
approaches are approaching each other and the more interesting aspect is the logic they
use.
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For both approaches there exist many specializations for certain classes of systems or pro-
gramming languages. An important criterion is whether the specification is state-based,
which corresponds to imperative programming languages, or whether the system specifi-
cation is not state based and realized by functional languages. Since imperative program-
ming languages (Algol [Rut67], Pascal [Wir72]) have a longer tradition than functional
language (ML[Pau92], Haskell [HJW92]) the first specification languages where devel-
oped for those state oriented languages [Hoa69, Hoa72, Bac78, Bac88, MV94] together
with appropriate refinement relations even for distributed systems and nondeterminism
[Nip86, Nip87, Han80, WB94]|. The notion of state is quite complicated in distributed
systems and is usually refined by simulation and bisimulation techniques [Mil83]. Even the
first papers of refinement in sequential settings deal with variables and states and tackle
the initialization of variables for refined systems.

Interactive systems may be described with different semantics. Operational, algebraic and
denotational semantics are the most used ones. See [Hoa96| for an overview. Opera-
tional semantics are used if the emphasis is on the execution of programs, for example
for automata or CCS [Mil83]. If we are interested in algebraic manipulations as transfor-
mations of distributed programs, we may use process algebras with algebraic semantics,
like CSP [Hoa84|, to describe our systems. For the specification of interactive systems
denotational semantics are best suited, since they give semantics to recursive predicates
describing the observable behaviour of the system (see [SST1] for the foundations). For
simple programming languages these semantics can be shown to be equivalent, but for the
abstract specifications of requirements denotational semantics are preferable.

Functional languages allow us to model states explicitly. An imperative procedure may
be seen as functions on the state with the state as input and output parameter. The
refinement calculus [MV94] describes procedures together with read and write access to
the state in order to simplify proofs for the non affected variables. This is quite close to the
functional view. The possibility of abstracting from states makes functional descriptions an
elegant way in modelling distributed systems abstractly. Since in the software development
process the most important criterion is to have a compositional refinement relation, some
models (for example traces) are enriched with additional structures just to make them
compositional. For functional system descriptions those tricks are not necessary. This
makes them quite appropriate for the deductive software development process.

Abstract specifications may be quite understandable especially when graphical description
techniques are used. This requires them to have formal semantics in terms of HOLCF or
HOL (which is a part of HOLCF). HOLCF builds a basis for many description techniques:
State automata are formally founded in [NS95], E/R diagrams are defined in [Het95] and
structuring diagrams for distributed systems are embedded into HOLCF in [SS95]. Even
for Statecharts, a graphical specification widely used in praxis [Har87], there exist formal
semantics [NRS96]. With these user oriented description techniques the specification of
systems is mathematically founded and user friendly. For the development with such
graphical specifications techniques the basic refinement steps have to be applied. They
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can either be applied on the level of HOLCF or, more user friendly, there should be some
graphical refinements defined, based on the refinements of HOLCEF.

[BDD"92] defines several methods for structural refinement that allow us to decompose
the system. In [BDD"92, Bro93| the refinement relations of Focus are defined in a quite
abstract way. Abstraction and representation functions are used, and conditions are given
for compositionality. In the deductive software development process these conditions will
be put to the developer as proof obligations. However, these conditions are very general
and hard to prove without a supporting method. This work refines these conditions by
some necessary conditions (for example invariance), which guide the developer to design
implementations and the proof obligations are helpful lemmata for the abstract proof
obligations.

To summarize the related work we can say that there has been a lot of work in the area of the
specification of interactive systems and also a lot of work in the area of the implementation
of ADTs, but no work combines the advantages of both approaches. In this work the
implementation of ADTSs provides concrete methods for the implementation of interactive
systems, which improve the general methods from Focus by some specific results.

1.6 Goals

The technical goals of this work stem from the motivation of giving a practicable method for
the implementation of interactive systems on the basis of ADTs in HOLCF. This requires
to solve the following tasks:

e Conservative implementation of subtypes with cpo structures and continuous func-
tions.

e Conservative implementation of quotients with cpo structures and continuous func-
tions.

e Give concrete methods for different development situations in the development of
interactive systems.

To solve these tasks in a practicable way we decided to work with HOLCF and we have to
ensure that:

e simple proof obligations are generated to guarantee the correctness of the implemen-
tation,

e all proof obligations are expressible in HOLCF,

e methodical help for the proof is provided,
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e the methods are constructive, such that code generation is possible,

restriction predicates and congruences are formulated in HOLCF, and that

the methods are integrated into the deductive development process.

To ensure that the proof obligations are simple, two different techniques for the defini-
tion of refinement relations (theory interpretation and model inclusion with conservative
extension) are compared. Technically the most interesting results are:

A conservative definition of subtypes in LCF and its implementation in Isabelle’s
logic HOLCF.

A constructive method for defining coercion functions (between the abstract elements
and the corresponding terms) for polymorphic and higher order terms.

A higher order theory interpretation that preserves continuous functions.

A conservative definition of quotients in HOLCF, including equivalence classes and
methods for the definition of continuous functions.

A definition of observability in a higher order logic on the basis of partial equiv-
alence relations (PERs), and a flexible class eq for the specification of observable
congruences.

Refining Focus using ADTs.
Improving compositionality of downward simulation for invariant functions.

A simulation of an automaton, based on stream processing functions.

Besides many small and medium sized examples in this work some critical aspects of a
WWW server are taken as case study in Chapter 7.

1.7 Structure of the Thesis

The structure of this thesis is influenced by the different implementation steps and by the
two applied techniques to define the refinement relation. We decided to compare two tech-
niques, since model inclusion did not fit to our definition of executability, whereas theory
interpretation, which is the more general technique seamed to generate more complicated
proof obligations. Having compared both methods for the implementation of ADTs ex-
plicitly, we know that our method is the best solution for our requirements.
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The development of interactive systems requires to have a refinement relation that supports
all development situations of Section 1.2.4. These situations include the implementation
of the ADTs of messages in the system. The implementation (of ADTs) is studied since
[Hoa72] in many, different logics (see [ONS96] for an overview). The implementation
consists of two important steps:

e The restriction step which builds a subtype and

e the quotient step which allows us to identify equivalent elements.

Since we decided to use HOLCF for the implementation, we start with the presentation
of the parts of HOLCF, which are relevant for this work. The two refinement techniques
theory interpretation, and model inclusion with conservative extension are presented in
Chapter 2. In Chapter 3 two methods, based on the two different refinement relations (one
for model inclusion and one for theory interpretation) for the restriction step are compared,
where Chapter 4 does the same comparison for the quotient step.

The reader not interested in a higher order theory interpretation that preserves continuous
functions may skip Section 3.2. The credulous reader, believing in the deficiencies of model
inclusion in the treatment of multiple representations may skip Section 4.3.

Chapter 5 combines the conservative extension of Section 3.3 with the theory interpreta-
tion of Section 4.4 to a compositional method, which is well suited for the implementation
of interactive systems. As we mentioned in the previous sections the implementation of
interactive systems uses the implementation of ADTs in two different ways: in schematic
translations and in individual translations. In schematic translations interactive systems
are implemented by applying the implementation of ADTs to every single message. In indi-
vidual translations the methods for the implementation of ADT's are extended to implement
arbitrary systems, but they still use the same concepts of abstraction and representation
functions which were already introduced by Hoare.

In Chapter 6 we show that this method for the implementation of ADTs is well suited
for the schematic implementation of interactive systems and we extend it to a method for
the individual implementations of interactive systems. These methods are applied in the
case study of implementing some critical aspects of a WWW server in Chapter 7. This
work is the basis for many future research activities, which are described in the concluding
Chapter 8. At the end an index and a list of definitions are added to find occurrences of
important terms.



Chapter 2

Refinements in HOLCF

In the software development process a coarse requirement specification is developed step-
wise towards a realization of the system. The deductive software development process
models each correct development step as refinement and requires to prove the correctness
of every development step. This avoids incorrect development steps. For this process it is
important to have an appropriate refinement relation, which supports the verification of
all desired development steps.

We decided to compare two techniques, since model inclusion did not fit to our definition of
executability, whereas theory interpretation, which is the more general technique seamed
to generate more complicated proof obligations. Having compared both methods for the
implementation of ADTs explicitly, we know that our method is the best solution for our
requirements. Theory interpretations are needed for the translation of equivalence classes
into representing elements. Theory interpretations are described in Section 2.3, model
inclusion for HOLCEF is defined in Section 2.2.

First, a short introduction to the used parts of HOLCF is given (see [Reg95] for a short
overview of HOLCF), and the the specifications of ADTs in HOLCF are presented.

2.1 HOLCF

The logic HOLCF [Reg94] is a conservative extension of the higher order logic HOL [GM93]
by the concepts from the logic of computable functions LCF [Pau87]. It is well suited for the
specification of interactive systems, since it has fixed points and cpo structured domains.
Furthermore, its supports the development from abstract requirement specifications to
concrete designs. It has a higher order logic for formulating abstract and expressive re-
quirement specifications, but also a continuous function space and a domain construct,
which are adequate for formulating executable recursive functions. This is the basis for
code generation.

32
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This section gives some definitions of HOLCF from [Reg94]. In order to cut down termi-
nology some definitions are simplified at points where the complete formal definitions are
not important for this work, for example type classes and type inference. The notions of
data type, abstract data type, free data type, and executable data type are also defined for
HOLCF. An interesting aspect in the following chapters is the executable implementation
of subtypes and quotients, which are non-free data types.

2.1.1 HOLCF Terms

HOLCEF terms are HOL terms. In HOLCF there are a lot of additional constants, types,
classes and arities, but since they are introduced conservatively it suffices to focus on HOL
terms. HOL is a higher order logic and, therefore, we have to signatures (2 and ¥), one
for the type terms, and the other for the terms.

HOL is strongly typed, i.e. every term has a type. Types are type terms over a type
signature with type constructors and type variables.

Definition 2.1.1 Type Term

The set of type terms TQ(E) over a type signature 2 := {tcj}, a set of type constructors
with type variables o € =, is defined by:

e TYP_VAR: a € Tgz) fora e =
o TYP_APP: ' € Tog) for 1<i<n = te,(t, .., t") € Ty for tc, € Q

Type constructors have an arity, which we sometimes write as an index. tcq are type
constants, and n-tuples as (t1,..,t,) are abbreviated by ¢;. In Isabelle the arity is
declared together with the definition of the type by the types statement (see for
example page 41)%.

Some examples of type terms in HOL are:

e bool, nat (type constants)
e o list, nat set (type terms with postfix constructors of arity 1)

e nat = bool (type term with infix constructor of arity 2)

The well typed terms in HOLCF are defined as the set of all untyped A-terms (which in
[Reg94] are called raw terms), which are type correct.

ITn Isabelle there is also an arities statement. It is used to declare the type classes of a type constructor
or type constants.
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Definition 2.1.2 Raw Term

Let Q be a type signature and let C = {¢,d,..} be a set of constants, then (for
¥ = (Q,0)) the set RTy,y) of raw terms with variables from W is the set of untyped
A-terms over V¥, defined by:

e RTERM_CON: c € Rlxw) force C

e RTERM_VAR: r € Rlxw) forv € ¥

e RTERM_APP: t1,t9 € RTg(q;) = (tl tz) € RTg(q;)

e RTERM_ABS: t€ Rlyw) = M.t € Rl forz € ¥

Every raw term ¢ may be annotated by a type term 7€ Tz by 2.
The set of raw terms is reduced to type correct terms by the following definition.

Definition 2.1.3 Term
The set of terms Ty,y) over a signature ¥= (€2, (') with variables from W is the type
correct subset of RTxy), which is defined by:

e for every term ¢ € Tx(y) there exists a type context I' and a type term 7 with
I' bt

See [Reg94, Section 2.3] for the definitions of type context and a calculus for the type
inference relation .

For this work an intuitive understanding of type correctness suffices. A classification of
polymorphic type systems can be found in [Naz95]. We assume type correctness of the
terms, since the implementation of abstract data types makes only sense for type correct
ADTs.

Some examples of constants in HOLCF are:

e | TT, FF ::tr
e not::bool=-bool,V

e V:bool=bool

x=TT and x=FF are abbreviated in the following by [x] and |x] respectively. In HOLCF
the distinction between the types bool and tr is important. bool is two-valued and used
in the predicate level to express properties of specifications and operations. tr is three-
valued and represents the truth values of operations in the specification, which may not

2Even typed A-abstraction is used: Az::7.t .



2.1. HOLCF 35

terminate (expressed by L::tr). With L partial functions may be modelled (see [MS96]
for an overview).

In addition to these real HOLCF constants we use some schemes as abbreviations for
concrete constants. This allows us to give more readable definitions for the treatment of
data types with arbitrary types and constructors. Instead of writing n-tuples (z1, .., x,) or
x1—..—x, we also use X; in Isabelle formulas as abbreviation. The following abbreviations
are also used:

e and,:tr — tr with and,=A %¥;.and(x,, and(..,x,)..)°

e or,:tr — tr with or,=A ¥.or(x,,0r(..,x,)..)

e cases,:tr—a — tr — « with cases,, = A cond; x;.
If cond; then x; else If ..
.. If cond,, | then z,, | else x, fi.. fi

2.1.2 HOLCF Type Classes

This section informally describes the type classes of HOLCF and explains their application.
For a formal definition of type classes see [Reg94, Section 2].

Type classes are used to control polymorphism. In ML [Pau92] there only exist two type
classes (a and a-) to distinguish polymorphic functions that do not permit equality tests
from those that do.

As in other type systems (Haskell/Gofer [HJW92, Jon93] or Isabelle [Pau94b]) HOLCF
allows type classes to be defined with a subclass hierarchy. Type classes consist of poly-
morphic characteristic functions and constants, available on every monomorphic type that
“belongs” to the class and characteristic azioms describing properties of the characteristic
constants.

The characteristic constants are defined polymorphically, but are only available on types
that belong to the class. Therefore, before applying them to a value of a concrete type,
it must be assured that this type belongs to the class. This is called instantiation. It
is done by showing that some terms (mostly constants) on the concrete type satisfy the
characteristic axioms of the class. Such proofs are called witnesses for the fact that the
concrete type belongs to a class. If such a witness exists, the characteristic constants
may be instantiated to the concrete constants by defining them to be equal to the term,
satisfying the characteristic axioms. The type checker needs an arity declaration to check
the new instance correctly?. Instantiating a type into a class requires to instantiate it first
into all superclasses of the class (see Section 3.3.1 for an example).

3Since we have in HOLCF two function spaces, we need two different lambda for the abstractions. We
use A for the full function space and A for the continuous function space.
4The introduction of new arities is fully treated in [Reg94].
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‘ class ‘ subclass of ‘ constants | axioms ‘

po term C refl_less xCx
antisym less [ xCy; yCx | = x=y
trans_less [ xCy; yCz | = xLCz
pcpo | po 1 minimal 1Cx
cpo is_chain S=—Jx.range S<<|x

Figure 2.1: Type Classes of HOLCF

Figure 2.1 shows the type classes used in HOLCF. If we declare the type of a polymorphic
constant in a type class, we may append the type class, separated by “:” to the type of
the constant. For example the type of L is L ::«::pcpo. The type class pcpo describes
cpo structures, and especially the proof of the axiom cpo for subdomains is an interesting
aspect in Section 3.3.

Axiomatic type classes [Wen94| allow us to declare the characteristic axioms for a type
class and axiomatic type classes provide a syntax for a safe instantiation into type classes.
This safe instantiation rule checks the witnesses for the characteristic axioms before it
declares the arity to the type checker. Because axiomatic type classes formulate axioms
over arbitrary constants, they do not allow us to introduce a characteristic constant for a
type class in one step.

Introducing an axiomatic type class with a characteristic constant, available only on this
class requires two steps: The first step is to define a general constant, which is available
on all polymorphic types of the class term (or any other superclass of the defined class).
With this general constant the new type class is axiomatized. The second step is to define
the characteristic constant only available on the new class and to define it to be equal
to the general constant. With this two step method the type checker tests whether the
characteristic constant is applied to a term which resides in the new class.

Example 2.1.1 Axiomatic Type Class per

Consider the theory PERO as an example for such a two step definition.

PERO = Set + (* axclass per with characteristic constant ~ x)
consts (* general constant )
Meonott :: «::term = «a = bool (infixl 55)

axclass per < term
(¥ characteristic axioms for per x*)

ax_sym_per X ~v~ y — y ~~ X
ax_trans_per [x ~~ y; y ~~ z] = x v~z
consts (¥ characteristic constant for per x)

~ i1 a:i:per = a = bool (infixl 55)
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defs ax_per_def (op ~)::|a::per,a|=bool) = (op ~~)
end

Since this is our first Isabelle specification, we explain the used syntax briefly: PERO
is the name of the specification, it bases on the specification Set from HOL. consts
introduces constants and declares their types. (infix1l 55) assigns a priority to an
infix operator. axclass is the keyword for the introduction of axiomatic type classes,
per is the name of the defined class. It is a subclass of the general class term. The
axiomatic type class is introduced with characteristic axioms, which start with a
name and are followed by the rule. defs can be used to define operations in Isabelle.
defs requires to use the definition symbol =.

The first step after the definition is to derive the characteristic axioms for the char-
acteristic constant (by a simple simplification). We get the following theorems:

trans_per [x ~y; y~z] = x~ z

From now on all further theorems for per use ~. Only for the definition of PERs on
other types we need the general constant ~~. For example we define ~~ on bool to
be the identity by:

bool_per ((op ~~)::[bool,bool|=bool) = (op =)
The safe instantiation of bool into the class per is performed by:
PER = PERO +
instance (x proofs of the characteristic axioms x*)
bool :: per (bool_sym_per,bool_trans_per)

end

The instance syntax allows us to provide theorems, which are witnesses of the char-
acteristic axioms. Before the above instantiation we proved the following witnesses.

bool_sym_per (x::bo0l) vy = yrorux
bool trans per [(x::bool)~r~y;y~rz] = x~v~z

This example shows the conservative definition and instantiation of type classes in the
[sabelle system. All proofs are simple and are only mentioned here to show that the
witnesses for the instantiation into the class have been proved.

Using axiomatic type classes without this two step declaration has the disadvantage, that
type inference sometimes infers a too general type. For example the types of x and y in
y~~x=—y~~x are inferred to a: :term. Therefore we can not prove the property, which
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we could have proved if x and y are of type bool. Sometimes this might be confusing.
Even more confusing is the fact that —#1=(#0::dnat) is type correct®. Using the two
step declaration of characteristic constants would allow the type checker to reject those
strange terms. Therefore we use the two step instantiations in this work®.

The formal semantics of type classes are not used in this work. The informal treatment
of type classes leads to a simplification of the semantics, since type classes and resulting
restrictions as regularity, coregularity, downward completeness and some others are not
mentioned here. See [Reg94] or [Nip91] for the treatment of these aspects.

2.1.3 HOLCF Models

The models of HOLCF in [Reg94] are defined in two steps: first, the models of HOLC
(HOL with classes) are defined; then, HOLCF is syntactically constructed on top of HOLC
by introducing new constants, types, classes and arities. Since these introductions are
conservative, HOLCF models are constructed along this syntactic extension. This method
is called conservative extension method. Some examples of conservative extensions can be
found in Section 2.1.4.

Thus the models of HOLCF are based on the models of HOLC. A difficult problem in
HOLC is the semantic modelling of type classes with characteristic constants. Complex
models that include a class structure of models for the characteristic constants are used
to define the semantics for HOLC in [Reg94, Section 2.4]. We may omit type classes from
the structure of the HOLCF models, since for this work an informal understanding of type
classes suffices. And besides it would only be a repetition of [Reg94], and notations are
simpler without them. Therefore, this definition of models is based only on the simple type
models for type terms.

Definition 2.1.4  Simple Type Model
A (simple) type model TM = (PU,TC) for a type signature €2 consists only of:

e a set PU of nonempty carriers, closed under nonempty subsets, products and
total functions (—) and with a choice function ch that chooses an arbitrary
element of any carrier (for X € PU : ch(X) € X).

e The set TC = {tcI™} of interpretations for all type constructors tc, € €.

SHere — denotes an operation of a class minus, in which dnat is not instantiated.

6 A further advantage of the definition with two constants is that it allows us to adopt theories, which
are defined without axiomatic type classes (like HOLCF in its current version) easily to axiomatic type
classes. The method is to introduce a second constant for every characteristic constant and to derive the
old characteristic axioms in the first step. Then all other theorems can be adopted without further change.
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Some examples of simple type models in HOLCF are:

e (PU,{boolIM}) with {T,F} € PU
e (PU,{tr{M}) with {TT,FF, L} € PU

o (PU,{ = TM}) with for all A, B € PU: A—B € PU since PU is closed under 5.

To define an interpretation of type terms a type variable assignment v : = — PU is
needed. With this mapping the interpretation can be defined:

Definition 2.1.5  Type Interpretation
Let T'M be a type model for a type signature {2 with type variables =, then the
interpretation TM[]? of a type term 7 € Tqz) is simply defined by:
o TM[a]? = TM[v(a)] for a € 2, where v :: =—Tgq ) is a variable assignment

o TMJtc,(t)]? = tcI™ (T M[t;]2) for te, € Q.

n v

Compared to the semantics of type terms in [Reg94] this is a much simpler semantics of
type models. In the following we omit the type variable assignment v in the index, since
it is not needed because we treat type classes and polymorphism informally.

With these semantics of type terms, models for terms may be defined:

Definition 2.1.6  Model
A model M = (TM,I) for a signature X = (€2, C) consists of:

e a simple type model TM for €2 and

e aset I = {cM} of interpretations for all constants ¢ € C.

The interpretation of terms depends on a variable assignment 1 : ¥ — X where X € PU
and WV is a set of variables.

Definition 2.1.7 Term Interpretation

The interpretation in a model M = (T'M, I) and I = {¢™} of a ¥-term is defined by:

e INT_Con:  M[c]; =cM force S and M e T

e INT_VAR:  M[z]} = n(x) for z € ¥, where n: ¥ — X is a variable assign-
ment and W is a set of variables

o INT_APP:  M[(t1to)]y = (M[t:]7)(M[ts]3)) for t1,t, € Ty
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e INT_ABs:  M[Az:u.t]y = f forx € ¥, u € Tg and t € Ty where f is the
(by extensionality) uniquely defined function

Additional requirements for 1 (and v), which arise from the restriction to type correct
terms, are omitted here and may be found in [Reg94].
Some constants have to be in every model and their interpretations are:

F ifblzTandbng

e SEM_IMP: :>M(bl)(b2) :{ T else

T ifblzTOI'bQZT

e SEM_OR: VM(bl)(bZ) :{ F else

T if @ and b are equal

e SEM_EqQ: ="(a)(b) :{ F else

e SEM_EpPs: &M (p:(a = bool)) chooses an arbitrary, fixed z = ch(TM[a]®) with
M[[p(a:)]]% = T . This operator is called Hilbert operator an may be used to specify
nondeterministic operations, for example the choice function of an equivalence class
on page 228.

With this interpretation, the semantics of terms are defined. Based on the syntactic notion
of a theory, satisfaction can be defined for axioms and theories.

Definition 2.1.8  Theory
The theory Th = (X, Azx) is a pair where

e Y is a signature and

o Ar = {ax;:bool} and ax; € Ty
The axioms Ax describe properties of the intended model.

Theories are often called specifications when they are used to specify requirements or
realizations of a system.

Definition 2.1.9  Satisfaction
A model M satisfies a formula p€ Ty, of type bool (M [ ) if

e M[g]; =T for all variable valuations 7.

The notion can be extended to theories Th = (X, Azx) by M = Th if
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e M [ ax for all ax € Ax.

The axioms Ax are closed boolean terms, and therefore, they are independent from
the assignment 7.

In this definition of satisfaction the type environment I and the type assignment v are not
needed, since type correctness of terms (and variables) is assumed.

2.1.4 Conservative Extensions

Conservative extensions are a method to safely extend HOL theories, see [GM93]. They are
called conservative, since models of the extended theory can be constructed in terms of the
basic theory and it does not affect the basic models (persistent construction). Refinements
between a theory its conservative extensions are consistency preserving, since conservative
extensions explicitly construct a model, and they are modular since the extended model
may be reduced to the concrete one (see [Reg94, Section2.6]). Since HOLCF is a conser-
vative extension of HOL, and since HOL has a model, the semantics of HOLCF is well
defined. Realizing this conservative embedding was a challenge to Franz Regensburger in
his thesis [Reg94].

In [Reg94, Section 5.3] a special form of conservative extension to introduce free data types
is presented. This introduction ensures that the constructed type resides in the class pcpo.
This has been implemented in form of the domain construct (see [Ohe95] or on page 50).
For the implementation of interactive systems it is important, that the types reside into
the type class pcpo since on functions between types of the type class pcpo the fixed point
construction denotes the semantics for recursive functions. In order to guarantee that types
are in the class pcpo, the methods presented in the following chapters provide techniques
which ensure this without requiring the user to provide a partial order or to prove chain
completeness, which are the characteristic properties of the class pcpo.

In this section the HOL method for the conservative introduction of new types is repeated
from [GM93] and the introduction of free data types is presented as in [Reg94, Ohe95].

The following example (from the implementation of HOLCF [Reg94, page 172]) shows the
conservative introduction of the continuous function space in HOLCEF"

Example 2.1.2  Continuous Functions

Continuous functions become a conservative extension of HOL, constructed by build-
ing a subset of values from the full function space from HOL. The first restriction of
the subset excludes all structures which are not chain complete. This is expressed
by the use of the type class pcpo. The second restriction allows only continuous
functions between types with cpo structures. This is expressed by the predicate
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cont:: (a::pcpo=[3::pcpo)=-bool’. The set of all continuous functions is denoted
by the infix type constructor —. To ensure the well-definedness of this definition the
conservative extension method uses an abstraction function and a representation
function.

Cfunl = Cont +

types — 2 (+ declares the arity of the type constructor x*)
consts
Cfun i: (a = () set (x subset x)
fapp (o = f=(a = F) (x rep *)
fabs (= H=(a — B) (x abs x)
rules
Cfun_def Cfun = {f. cont(f)}
Rep_Cfun fapp fo € Cfun
Rep_Cfun_inverse fabs (fapp fo) = fo
Abs_Cfun_inverse f € Cfun — fapp(fabs f) = £
end

To show that this definition is conservative, it is necessary to show that the new type
is not empty (otherwise the choice function would be undefined and cause inconsis-
tencies). This is done by proving that there exists a function £ with cont f. This
function is the witness for the correctness of the type definition. The abstraction
function fabs is written as the binder A and the representation function fapp is ab-
breviated by ¢. For applying the 3-reduction of a continuous function it is necessary
to prove that the function is continuous. This is expressed by the following theorem:

e beta_cfun cont ¢ = (Ax.c x)‘u =c u

We sometimes call continuous functions operations.

In HOLCF there exist conservative extension methods for introducing new classes, arities,
types and constants (see [Reg94, Section 2.6]). For classes it is necessary to give a witness
that fulfils the class axioms, for arities a witness for the characteristic axioms is needed
(see Section 2.1.2). The conservative introduction of a constant requires that the constant
is defined by a term that denotes its meaning.

Some examples for the introduction of new constants in HOL are the formulation of
Henkin’s definitions [Hen63] for the quantors in [Reg94, page 86]:

e V_DEF: Y = AP.(P=()\x.True))

e 1 DEF: 4 = MP.P(ex.P)

In LCF [Pau87] cpos and continuous functions form the basis of the logic for computable
functions. In this thesis ADTs are based on data types over cpo structured domains.

"From [Reg94]: cont f=V Y.is chain Y—srange(Ai.f(Y i))<<|f(lub(range Y))



2.1. HOLCF 43

2.1.5 Data Types

This section defines different notions of data types, and shows that for the specification of
ADTs in HOLCF a type classes eq is useful.

Data types represent the values on which functions are working. To ensure the well-
definedness of recursive functions definitions it is necessary to define them with a termina-
tion ordering. Another way is to define recursive functions with the help of a fixed point
operator, denoting the least fixed point. The basis for this construct are the domains with
chain complete partial orders and continuous functions. A central aspect in HOLCEF is the
existence of types with such order structures. In Isabelle’s logic the fact that a type has
a certain structure is expressed by declaring that the type is a member of a type class.
For example the class po has a partial order for the definition of monotonicity and is a
superclass of pcpo, the type class with pointed complete partial orders. pcpo provides a
continuous function space and a fixed point operator fix: : (a¢—a) —« for the denotational
semantics of recursive functions and interactive systems.

Therefore, all data types used in specifications in the deductive software development
process should reside in pcpo, the type class of pointed complete partial orders. Data
types are specified in theories.

Definition 2.1.10  Data Type
A data type T = (1,Con), specified in a theory Th = ((Q2,C), Ax) is a type charac-
terized by a set of constructor functions Con = {con,, ..., con,, } with
o 7 € Tg=), and 7 resides in the type class pcpo,
e Con CC,

e all con; are continuous functions of type a;—7 or constants of type 7. In the
case of multiple arguments: the type o;—7 = @;;—7 which is an abbreviation
for oy —.. =y, —T7, and

e a typical induction rule IND € Az for admissible predicates® depending on the
type of the constructors:

IND: adm P AN P LA(Vxij.5(zi5) A P(77;)==P(con;‘wy")) = P(x:7) where
the type dependent schemata P(z:t) = P(z) , if t = 7 and else true, and
§(z) = z#£L, if the constructor is strict in the argument at position ij and else
true.

The induction rule is an important part of a data type. It allows us to deduce admissible
properties over all values of the type. In addition, it characterizes the constructor functions.

8From [Reg94]: adm P = VY. is_chain Y — (Vi. P (Y i)) — P (lub (range Y))
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A data type without induction rule would only be a specification containing a type and
some functions on that type.

There are two different kinds of data types: finite data types and infinite data types.
Infinite data types may have infinite elements. The best known example is stream (see
page 164 for a definition of streams). Mathematically this is expressed by allowing the
data type constructor to be lazy, i.e. by not requiring it to be strict. For finite data types
all constructor functions have to be strict:

e CONSTRICT: con‘l = |
This is equivalent to the requirement that all selectors of a data type be total:
e SELTOTAL: x#1 — sel‘x #.L

In this work we first focus on finite data types. After being able to implement finite ADT's
we extend our methods to the implementation of infinite ADTs (see Chapter 6).

Note that the admissibility of the predicate in the induction rule is only needed for data
types with infinite elements. Since the formulation of the induction rule is quite complicated
(even without admissibility) there exists an abbreviation for it in HOLCF (see [Ohe95]).
The rule may be specified in HOLCF with the generated by construct by:

generated 7 by con; | .. | con,

The definition of a data type is shown on the example of lists:

Example 2.1.3 Data Type List

The data type list: DLIST = (a DList, {dnil,dcons}) can be specified in HOLCF
in the following theory:

DLIST = HOLCF +
types DList 1
ops curried

dnil :: « DList

dcons:: o — « DList — « DList
rules
DList-Ind [P L;P dnil;

Va d.[a#l;d#1;P d] = P(dcons‘a‘d) | = P x

end
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The data type constructor DList is specified and the axiom describing the induction
rule which fixes the set of constructors and allows us to deduce properties about lists
is given. The name DList is used, since in HOL list is already defined. With the
generated finite by construct (the keyword finite is used if no admissibility is
needed) the induction rule for DList may be specified by:

generated finite DList by dnil | dcons

A central idea of abstract data types is to give a small set of functions that characterize the
properties of the data type. These functions can be used for the definition of all complex

functions based on the data type. The basic functions can be divided into three groups
[BW82]:

e constructor functions, whose result type is the constructed data type. They may be
recursive in this type (for example succ:: Nat—Nat).

e selector functions select components from the relevant sort (for example fst:
<a,f>—a).

e discriminator functions are used to discriminate between variants of data types (for
example is_empty:: Set — tr).

On finite data types we require in addition that

e there exists a continuous equivalence relation =, ::7—7—tr to compare the elements
of the type 7. This comparison should be

— reflexive (on defined values), symmetric and transitive,
— strict,
— total,

— =, should be a congruence, i.e. for all constructor, selector and discriminator
functions f::a—/f it should hold that [x =,y]| implies if f‘x#1 and fy#L
then [f‘x=gf ‘y| where =, and =4 are the continuous equalities fitting to the
type of £°

We call =, continuous equality.

A helpful function, which should be available for every data type constructor, is the map
functional. It applies functions to every element of the type (the best known is Map_List::
(a—p) — List a — List [). If 7=tc(ty,..,t,) , then the map functional Map, takes
n functions f;:t;—s; and has the type (t;—s1)—..—(t,—s,)—tc(ty, .., tn)—=tc(s1, -, Sn)-

In Section 4.2.4 we introduce a predicate to express this property.
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If the data type constructor is of arity 0 (for example Nat), then the map functional is the
identity. The map functionals are needed to define the implementation of terms of type 7
list where 7 is the implemented type. The general map functional was also proposed for
the datatype construct in HOL (see [V6195]).

This leads to the following definition of ADTs:

Definition 2.1.11  Abstract Data Type

A data type T = (7,Con) specified in Th = ((Q,C), Azx) is called an abstract data
type, if there exist selector functions Sel = {sel;;j::7—a;;} C C, discriminator func-
tions Dis = {dis;:T — tr} C C, a map functional Map, € C, and (on finite ADTS)
a continuous equality =, € C, so that the following rules are in Az:

e DISCRIM:x# L =>[dis;'(con;‘(z))] forall1 <i<n
e CONSEL:[dis;‘(z)] =con;‘(sel;;*(x)) =x forall 1 <i,j <n

o MaPCON:|dis;' (z)| =Map,‘f'z = con;'(Map,' f*(selj;'x)) forall1 <i,j <n
where Map, is the appropriate map functional of the component or the identity
if the type of sel;;‘(z) is basic and f* C f° are the arguments of the map
functional, according to the type of the components.

e =, has to be a strict and total equivalence relation. This is expressed by the
following rules:

EQSTRICTL: L= x=1

EQSTRICT2: x=,1=1

EQToTAL: x# L A y#1L — x=,y #1

EQREFL: x#1 — [x=,X]

EQSYyM: x=,y = y=;x

EQTRANS: [x=,y] A [y=,z] = [x=,z]

EQOBs;:[x =,y] = f;‘x#LAf; ‘y#L—[f; ‘x=pf,;‘y] for all £;::a—0
€ ConU Sel U Dis

The existence of a continuous equality may be required by specifying the type
to reside in the class eq (see page 234), and by the explicit specification of the
observers. Our class eq (see Section 4.2.5) provides the predicate is_Cobs to
express observability in HOLCF.

In the following we write T" = (7,Con, Sel, Dis, Map, =) for a finite abstract data
type, and T' = (1, Con, Sel, Dis, Map) for an arbitrary ADT.

This definition of ADTs has all features known from classical ADTs and (besides the
powerful higher order logic of computable functions) it incorporates the notion of map
functionals, which is very useful for higher order data types (see our methods in Sections
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3.3.1, 3.3.2) and actually is integrated into Isabelle HOL logic [V6195]. In addition our class
eq (see Section 4.2.5) gives us the possibility to characterize congruences with predicates.

This definition is illustrated again with the example of lists:

Example 2.1.4  Abstract Data Type List

The ADT list: DLIST = («a DList, {dnil, dcons},{dht, dtl}, {is_dnil, is_dcons},
Mapa prist, €q-DList) can be specified in HOLCF in the following theory:

DLIST = EQ +
types DList 1
ops curried
(x constructor functions x*)

dnil :: « DList

dcons :: o — « DList — « DList
(x discriminator functions x*)

is_dnil :: «a DList — tr

is_dcons :: «a DList — tr
(x selector functions x)

dhd :: o DList — «

dtl :: o DList — « DList

(* Map on DLists x)
Map DList :: (o — 3) — « DList — [ DList
(* continuous equality for DList x*)
eq-DList :: «::eq DList — a DList — tr
rules
(* Induction rule x)
DList Ind [P L ;P dnil;
Va d.[a#1;d#1;P d] = P (dcons‘a‘d)] = P x
(x discriminator rules )
is_dnil  [is_dnil‘dnil]
is_dcons dcons‘x‘y#l=—>[is_dcons‘(dcons‘x‘y) |
(* selector rules )
dcons_app [is_dcons‘t] = dcons‘(dhd‘t)‘(dtl‘t) =t
(x Map rules x)
Map_dnil [is_dnil‘t] = MapDList‘f‘t = dnil
Map_dcons [is_dcons‘t]| = Map DList‘f‘t =
dcons¢ (f¢(dhd‘t))
(Map DList‘f‘(dtl‘t))
(¥ definition of the continuous equality x*)
eqDListl [eq DList‘dnil‘dnil]
eq-DList2 dcons‘x‘y#l=—>|eqDList‘dnil‘(dcons‘x‘y) |
eq DList3 dcons‘x‘y#1l=—>|eq DList‘(dcons‘x‘y) ‘dnil|
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eq DList4 eqDList‘(dcons‘x‘s) ‘(dcons‘y‘t) =
x=y andalso eq DList‘s‘t
end

The continuous equality for DList is based on the continuous equality of the base
type. A proof that eq_ DList is a continuous equality would justify the instantiation
of DList into the class eq. In some requirements specification the existence of a
continuous equality is required. This can be specified by requiring the type to be
of the class eq and by specifying some observers for = (see Example 2.1.5). The
definitions of eq DList would allow us to deduce that it is a continuous equality.
The observability can be expressed by the predicate is_Cobs from Section 4.2.4:

e is_Cobs dcons
e is_Cobs is_dnil
e is_Cobs is_dcons

e is_Cobs dhd
e is_Cobs dtl

The following general theorems for ADTs are obvious and will be used in some proofs in
Section 3.2:

e Di1sCASEs: [dis;‘x| for some i

e MAPID: Map'Ax.x'z = z

In programming languages, especially in functional languages data types are free. This
means that constructors are distinct, and different arguments lead to different results of
the constructor functions. This is captured by the following definition:

Definition 2.1.12  Free Data Type

Let T = (1, Con, Sel, Dis, Map, =) be an ADT specified in Th = (3, Az). This ADT
will be called a free data type, if the following rules are in Azx.

e DISTINCT:|dis;'(con;'(x))] for all 1 <i#j <n

e INJECTIVE: (con;‘z = con;'y) =>(x =y) for all 1 < i <mn,

This is (without the observability) an initial characterization of the solution of the recursive
domain equation for the data type. It is unique up to isomorphism.
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This definition is illustrated again at the example of lists:

Example 2.1.5 Free Data Type List

The ADT DLIST from Example 2.1.4 is specified as a free data type in the following
theory:

DLIST = EQ -+
types DList 1
arities DList (eq)eq (x provides = on DList x*)
ops curried
(* constructor functions x)

dnil :: « DList

dcons :: a — «a DList — « DList
(¥ discriminator functions x*)

is_dnil :: «a DList — tr

is_dcons :: «a DList — tr
(x selector functions x)

dhd :: a DList — «

dtl :: o DList — « DList

(x Map on DLists %)
Map DList :: (o — 3) — « DList — [ DList

rules (x Induction rule x)
DList_Ind HP 1 ;P dnil;
Va d.[a#l;d#1;P d] = P (dcons‘a‘d)] = P x
(¥ discriminator rules x)
axioms (* further axioms )
defvars f x y s t in
is_dnill [is_dnil‘dnil]
is_dnil2 [is_dnil‘(dcons‘x‘s)
is_ dconsl [is_dcons‘(dcons‘x‘s)]
is_ dcons2 |is_dcons‘dnil|
(* selector rules )
dcons_app [is_dcons‘t]| = dcons‘(dhd‘t) ‘(dtl‘t) =t
(x Map rules x)
Map_dnil [is_ dnil‘t] = Map DList‘f‘t = dnil
Map_dcons [is_dcons‘t| = Map DList‘f‘t =
dcons‘ (f‘(dhd‘t))
(Map_DList‘f‘(dtl‘t))
(x injectivity of constructors x)
injective (dcons‘x‘s = dcons‘y‘t) = (x=y A s=t)
end
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axioms defvars x in P x is an Isabelle/HOLCF abbreviation for x#1 =P x in
the following axioms.

From the monotonicity of the discriminators one can deduce that the constructors
are distinct (here: dnil # dcons‘x‘t).

Since such a description of free data types is very long it is helpful to have shorthands for
their specification. In the specification language SPECTRUM [BFG193a, BFGT93b] a data
construct has been introduced that allows us to deduce these axioms. In HOL there exists
a data construct as well.

In [Reg94] the introduction of free data types was defined and justified by the colimit
construction. In [Ohe95] this introduction of free data types is implemented with the
domain construct. With this, the free data type of lists may be specified by'°:

DLIST = eq +
domain « DList = dnil | dcons (dhd::«) (dtl::« DList)
arities DList (eq)eq
rules
eq-obs is_Cobs dcons A is_Cobs is_dnil A

is_Cobs is_dcons A is_Cobs dhd A is_Cobs dtl
end

Since the characterization of all observer functions may not be required for some data
types, we define a class EQ in Section 4.3, in which all total and continuous functions are
observers'!. This will allow us to specify DLIST by:

DLIST = EQ +

domain « DList = dnil | dcons (dhd::«) (dtl::a DList)
arities DList (EQ)EQ

end

So we have seen that we could also need a subclass EQ of eq with some stronger properties.
The class EQ corresponds to the class EQ of SPECTRUM. The class eq offers more flexibility
in the implementation of abstract data types (we see this in Chapter 4). The differences
between eq and EQ are discussed in Section 4.2.4, where these types classes are formally
defined.

10The domain construct defines constructor, selector and discriminator operations, but in its current
implementation not the map functional.

1Gince is_Cobs works also with higher order functions another possibility would be to require the when
functional to be an observer instead of the selector and discriminator functions. The when functional is
an internal (higher order) functional from the domain construct which is used to define the selector and
discriminator functions.
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Data types specified by the domain construct can be directly translated into datatype
declarations in a functional programming language as Haskell or ML. The precise syntax
and features of the domain construct are contained in [Ohe95].

The data types used in most functional programming languages are free data types. Some
experiments with non-free data types were made (see [Tur85, Tho90]), but did not become
part of functional programming languages. However, in specifications non-free data types
are used frequently, especially sets are a standard specification technique (Z [Dil94] is
based on sets). Since non-free constructs (restrictions and quotients) are necessary for the
implementation of ADTs and hence for the development of interactive systems a support
for the implementation of non-free data types in HOLCF is needed. Another motivation
is the lack of the type classes eq and EQ in HOLCF2,

2.1.6 Executability and Pattern Matching

In the development towards functional programs, executability is a characteristic property
of specifications which informally states that we may directly generate program code from
the specifications or execute them with an appropriate interpreter. Usually code is gener-
ated, since this is easier and more useful (most of the time only syntactic translations are
needed) than to build an interpreter for executable specifications.

The following definition of executability also includes some non-free data types, provided
that all functions are executable. This leaves some freedom for the implementation of data
types. However, on the non-free data types pattern matching is not supported.

Definition 2.1.13  Executable Data Type

A abstract data type T = (7, Con, Sel, Dis, Map, =) is executable, if all functions in
Con, Sel, Dis, Map, and = are executable.

A function is executable if
e it is a constructor function of a free data type (over executable data types'?),
or
e if it is conservatively introduced by a continuous term, built of executable sub-

terms.

If the data type is in a subclass of pcpo, all characteristic operations for that class
have to be instantiated by executable functions (Consider the instantiation of the
continuous equality = in Section 4.2.5 as an example).

2In some HOLCF extensions there exists a class, which provides a so called weak equality with
[x=y]|—x=y. However, this does not allow us to specify observer functions.

I3This excludes the type (a—/3) list. The function space is not a data type since there is no induction
rule for it. Specifying an induction rule for it, as in [M6187], would not be conservative.
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For example an executable definition of the map functional on DList would be:

DLIST = HOLCF +
domain « DList = dnil | dcons (dhd:: «) (dtl::« DList)
ops curried
Map_DList :: (@ - ) — « DList — b DList
defs
Map DList_def Map DList = fix‘(AMap f 1.
If is_dnil‘l

then dnil
else dcons‘(f‘(dhd‘1))‘ (Map‘f‘(dtl‘l))
fi)

end

Note that executability does not imply termination. For example g=fix‘(Af x.f‘x) is
executable, but does not terminate.

Using the fixed point constructor fix may lead to unreadable definitions and does not use
the full power of functional languages, since there are more elegant notations with the same
meaning. As in functional languages, pattern matching with non-overlapping and complete
constructor patterns are allowed to increase usability (See [Har86, Rea89, Pau92, HR94]
for a more formal definition of patterns).

Definition 2.1.14  Executability with Pattern Matching
A specification Th = (¥, Az) of an ADT T with pattern matching is executable, if

e the data type T is free and

e in the axioms Az the patterns are complete (defined for all values except 1)
and disjoint.

This allows us to translate a function defined by pattern matching into an executable
definition by a A-term.

The requirement that the patterns have to be complete comes from the difference between
underspecification and L. From underspecification (no axioms for f) we cannot deduce
f=_1. However, from the developer’s point of view it is acceptable, if for all undefined
patterns dummy patterns defined by L are inserted by the code generator. This is realized
in the ML code generator of executable SPECTRUM specifications in [HR94].

Example 2.1.6  Ezecutable Data Type List
An executable definition with pattern matching for the data type DList is:
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DLIST = EQ +

domain « DList = dnil | dcons (dhd::«) (dtl::« DList)
arities DList (eq) eq

ops curried

Map_DList :: (o - ) — « DList — [ DList
eq DList :: a::eq DList — « DList — tr
axioms

defvars f x y s t in
Map_DList_defl Map DList‘f‘nil = nil
Map DList_def2 Map DList‘f‘(dcons‘x‘s) = dcons‘x‘(Map_DList‘f‘s)

eq DList1l [eq DList‘dnil‘dnil]
eq-DList2 dcons ‘x‘s#1=—>|eq DList‘dnil‘(dcons‘x‘s) |
eq DList3 dcons ‘x‘s# 1 =—>|eqDList‘ (dcons‘x‘s) ‘dnil]|
eq-DList4 eq DList‘(dcons‘x‘s) ‘(dcons‘y‘t) =

x=y andalso eq DList‘s‘t
inst DList_eq (op =) = eq.DList (* needs a witness x)
end

The instantiation into the class eq is essential. It requires to prove the class axioms
of eq for eq_DList.

ML does not offer the possibility to instantiate the equality. It uses the canonical definition
of the equality. In Haskell the equality may be instantiated by an arbitrary function, which
may lead to incorrect programs. Our method gives us the possibility to characterize an
observable equality for any data type (see Chapter 4), and to prove that the instantiation
is correct.

In [BC93] a method which allows pattern matching over non-free data types is presented.
It works with two different kinds of constructors: one for the construction the values and
another for destructing them with pattern matching.

2.1.7 Predefined Type Constructors

Many data types that are used for specification and programming are based on primitive
type constructors as sums, products, pairs etc. Therefore, we now define selector functions,
discriminator functions, map functionals, and a continuous equality to construct arbitrary
complex data types, which base on these predefined type constructors. For type construc-
tors with an arity greater than one (pairs) the map functional has to take more than one
function as arguments and apply them to each component.

For the introduction of constants with a type that involves type constructors, the Mapr
functionals together with discriminator functions and selector functions are needed. For
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type constructors introduced with the domain construct there exist such functions. The
map functional may easily be defined for such types by pattern matching or by the when
functional.

For the predefined data type constructors of HOLCF discriminator, and selector functions,
and the map functionals can be defined as follows:

PREDEF = EQ +
(¥ all predefined data type constructors in HOLCF in pcpo are :x)

(x @ :: (pcpo,pcpo)pcpo strict Sum x)
(% ® :: (pcpo,pcpo)pcpo strict Product )
(% X :: (pcpo,pcpo)pcpo cartesian Product )

(* now Selectors and map—functionals are defined x*)

consts

selSs1 :: a @ [ — «

selSs2 :: a® B — O

disSs1 :: a & [ — tr

disSs2 :: a d [ — tr

mapSs r (a—=y) = (f—=0) — a®f — vPo
eqSs ir ai:eq @ fB:rieq = abf — tr
selSpl :: a ® f = «

selSp2 :: a ® B —

disSpl :: a ® [ — tr

disSp2 @ a ® [ — tr

mapSp  :: (a—=7y) — (=) — a®B — Y®6
eqSp it aiieq ® Birieq = a®f — tr
selCpl a X = «

selCp2 a x [ —= 0

disCpl :: a X [ — tr

disCp2 :: a X [ — tr

mapCp :: (a—7v) — (=) — axf — yxo
eqCp ir ai:eq X fiieq = axf — tr

defs

selSs1_def selSsi1
selSs2_def selSs2

As. sswhen(Ax.x) ‘1 °‘s

As. sswhen‘l ‘(Ax.x)°‘s

disSsil._def disSsil As. sswhen‘(Ax.TT) ‘ (Ax.FF) ‘s

disSs2_def disSs2 As. sswhen‘(Ax.FF)‘(Ax.TT) ‘s

mapSs_def mapSs = Af g. sswhen‘(sinl oo f)‘(sinr oo g)

eqCp-def eqCp = Ax y.selSsi1‘x=selSsi1‘y andalso selSs2‘x=selSs2‘y
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selSpl_def selSpl
selSp2_def selSp2
disSpl._def disSpl As. sswhen‘(Ax.TT) ‘ (Ax.FF) ‘s

disSp2_def disSp2 As. sswhen‘(Ax.FF)‘(Ax.TT) ‘s

mapSp.def mapSp = Af g x.(f(selSpl‘x),g‘(selSp2‘x))

eqSp-def eqSp = Ax y.selSpl‘x=selSpl‘y andalso selSp2‘x=selSp2‘y

sfst
ssnd

cfst
csnd

selCpl_def selCpl
selCp2_def selCp2
disCpl_def disCpl As. sswhen(Ax.TT) ‘ (Ax.FF) ‘s

disCp2_def disCp2 As. sswhen‘(Ax.FF)‘(Ax.TT) ‘s

mapCp_def mapCp = Af g x.<f‘(selCpl‘x),g‘(selCp2‘x)>

eqCp_def eqSp = Ax y.selCpl‘x=selCpl‘y andalso selCp2‘x=selCp2‘y

(x instantiations *)

arities
@ ::(eq,eqleq
® ::(eq,eqleq
x ::(eq,eqleq
rules

inst Ss_.eq (op =) = egSs
inst Sp.eq (op =) = eqgSp
inst_Cp_eq (op =) = eqCp
end

As can be seen from these examples, the definitions of the selectors and constructors are
schematic and can easily be defined by the when functional, which is provided by the
domain construct.

2.2 Model Inclusion in HOLCF

This section defines a basis for the deductive software development using model inclusion
in HOLCEF'. The refinement relation we use is model inclusion. Many of the development
situations in Section 1.2.4 can be expressed by conservative extension and model inclusion.
Another deductive development basis will use a special theory interpretation as refinement
relation. Theory interpretations are a generalization of model inclusion and are presented
in Section 2.3. Chapters 3 and 4 will compare these two bases for the deductive software
development on the implementation of the restriction step and the quotient step.

The first notion of refinement in HOLCF is model inclusion, and it can be proved by theory
inclusion. In this section we use the notion of HOLCF model from Definition 2.1.6 together
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with the satisfaction relation = from Definition 2.1.9 as a loose semantics for theories as
in [BW88a]. The next section contains the ideas of theory interpretation which will be
worked out for the task of implementation of ADTs in HOLCF in the next chapters.

Model inclusion is based on a loose semantics:

Definition 2.2.1  Loose Semantics of Theories
Let Th = (X, Az) be a theory, then the set of all models M’ of all Th' = (¥, Ax')
with ¥CX? and AzC Az’ is the loose semantics of Th, if
o M'=Ax

We write MOD(T'h) to denote the loose semantics of a theory.

This definition reflects the intuition that models with more features (functions and types)
as required in the specification are in the semantics of the specification. With these loose
semantics of HOLCF specifications we define a specific deductive software development
basis.

Definition 2.2.2 Model Inclusion Basis
The four tuple (Lyp,,MOD(Th), D, <=) is called model inclusion basis, if

L7y, is the set of all specifications,

MOD(Th) are the loose semantics,

D is set inclusion on the models, and

<= is logical implication for HOLCF theories Th® Th® € L), defined by:
Tho«=ThC iff Th% C Th¢" where * is the reflexive closure under the syntactic
deduction relation » (see [Reg94, Section 2.5]). This logical implication is often
called theory inclusion.

In the following we write C=-A instead of A<—=C and S C T instead of T D S.

The method to prove theory inclusion is to derive all axioms of Th® from Th® with a
theorem prover. We sometimes write C = A for theory inclusion. We now prove that our
model inclusion basis is a deductive software development basis by showing the properties
of Definition 1.2.4.

e Executable specifications are consistent, since HOLCF is consistent and executable
specifications are defined conservatively.

e Set inclusion C is transitive,
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e C=>A is correct, since the syntactic deduction relation » is correct [Reg94, page
81].

In addition we have:

e C is consistency preserving, and

e C is modular, if the theories are introduced by conservative extensions (see Section
2.1.4).

This simple notion of refinement has an obvious disadvantage: It does not relate models
and theories with non-including!* signatures . In many books on algebraic specifications
like [EGL89, EM85, Wir90] the standard solution for this problem are homomorphisms.

Definition 2.2.3 Homomorphism

Let Th® = (3% Az®), Th® = (€, Az) be theories. Then a homomorphism 5 is a
mapping from Tsq to Tyc if

e Homo:  for all f¢ € £% and all t; € Tya holds: h(f%(t;)) = h(f*)(h(t;))

This definition extends in the many sorted case to a family of mappings in the
standard way.

A homomorphism is a mapping that respects structures, but the use of homomorphisms in
software development has serious disadvantages. If we use homomorphisms to relate our
theories we have to prove that the equations HoMO hold. For proving this we need the
axioms of both theories Az? and Az, since both theories are involved (h :: Tya —Txe).
If the abstract axioms Az® contain a contradiction, Th® is inconsistent and if Th® is
consistent we may prove the refinement (with Homo) of Th® into Th®. Therefore, this
refinement relation is not consistency preserving, since we refined an inconsistent specifi-
cation by a consistent one. Therefore, homomorphisms cannot be used in this form for the
deductive software development process (without requiring extra consistency proofs).

In equational logic the proof of HOMO is avoided by constructing the specification A_by_C
as a homomorphic extension with the explicit abstraction function abs of the concrete
specification and requiring that it refines the abstract specification behaviourally. However,
the axiom {instant} (see on page 20) would not be conservative in HOLCF. Therefore,
the method for the implementation of ADTs in HOLCF has to ensure consistency for this
step'®.

Another drawback of homomorphism is that they are a concept of first order logic, and
therefore, they are not defined for higher order terms. Theory interpretations can be
regarded as the homomorphisms for higher order logics. We focus on them now.

MNeither ¥ C X¢ nor ¢ C 1%,
5There are further requirements from the implementation of interactive systems that make the use of
equational logic inadequate. For example: fixed points, cpo structures and continuous functions.
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2.3 Theory Interpretations

This section presents the concept of theory interpretation, a technique to define further
refinement relations's. In [Far94b] there is a theory interpretation defined for a higher
order logic. This section shortly presents theory interpretation, and shows why it cannot
be applied to the implementation of ADTs for interactive systems. Therefore, we will define
different theory interpretations for the implementation of ADTs in the following chapters.

These methods will be compared to methods based on model inclusion in Chapters 3 and
4.

The motivation for using theory interpretation is: “Theory Interpretation is a logical tech-
nique for relating one axiomatic theory to another with important applications in math-
ematics and computer science as well as in logic itself.” (Farmer in [Far94bl). In first
order predicate logic theory interpretation is a standard method for problem reduction
(see [End72, Sch70]). It guarantees the solution of an abstract problem, if the translated
problem can be solved (satisfiability). The translation is like a homomorphism, fixed by a
sort, translation and a constant translation. In contrast to homomorphisms theory inter-
pretations translate not only terms, but also formulas with quantifiers. If the abstract sort
is translated into a subsort of a concrete sort, the quantifiers will be relativated (weakened)
by a predicate that restricts the range of the concrete sort.

We will use theory interpretations for the translation of equivalence classes (in quotient
types) into representing elements. This allows us to develop our quotient specifications
into executable specifications in the sense of Definition 2.1.13. Theory interpretation is a
generalization of model inclusion. Theory interpretations are a mathematical technique and
they are used to reduce abstract problems to simpler ones, guaranteeing the satisfiability
of the abstract problem. Usually theory interpretations are defined inductively over the
structure of the terms.

Definition 2.3.1  General Theory Interpretation
Let Th% = (X% Az%) and Th® = (¢ Ax%) be theories with signatures L% =
(Q% C%) and ¢ = (QF, C°), then a translation (or mapping) ® : Tyqa—Txc from
Th® to Th€ is called a theory interpretation, if it is defined inductively by a sort

translation p : Toa—Tqe and a constant translation ¢ : C%—Ti,c¢ in the following
inductive form:

e GTI_ConsT ®(c) = ¢(c) for constants cecC?

e GTI_VAR ®(x::7) = x::u(7r) for Variables x

o GTI_LApPp ®(f t) = P1(P(£f),P(t)) for a function f applied to an argument
t

16 Concrete theory interpretations for the quotient step and the restriction step of the implementation
are defined in Chapters 3 and 4.
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o GTI_ABS ®(M\x.t) = Ax.D5(D(t)) for a A abstraction.

Oy : Tye,Tve—Tsc and @y : Ty,c—T5c are the rules, which describe how the
translations of the terms are composed to the translation of the application and
abstraction of terms. For a theory interpretation the following properties have to

hold:

e CORRECTNESS: Th® = 4 implies Th® = ®(¢) for all formulas ¢ € Txa

—~

e SATISFIABILITY: MEAzC and ME®(Az%) implies that there exists M
with ME=Az®.

On page 60 there is an example for the definition of the rules ®; and ®,. These rules
are introduced to show two different kinds of theory interpretations. In the case that Th®
has a model M, we could define ® to be the identity and we would have a trivial theory
interpretation. However, since we do not know the consistency of Th® in the development
process, we define theory interpretations, which transform the abstract theories to simpler
ones, which are closer to an implementation. One example for such a translation is the
translation of theories with quotients into theories with representations.

In many cases M = a;(M ) can be provided by a schematic construction from ®. COR-
RECTNESS states that ® preserves correctness for all possible consequences of Th®. This
is important since if some properties are derived for the abstract theory (from Az%), these
theorems will be required to hold in the representing theory (in the translated form). The-
ories extending Th® can be seen as special properties of Th® since they are based on Az%
only. Correctness of those theories will be preserved, if ® preserves correctness.

SATISFIABILITY guarantees the existence of an abstract model M for Th®. This will ensure
consistency of Th® if ThC is consistent.

In the special case where @ is the identity and X% C ¥¢ the notion of theory interpretation
reduces to model inclusion. The aspect of preserving the correctness is covered by theory
inclusion and the satisfiability is provided by model inclusion, which is a consequence of
theory inclusion (® is the identity). So theory interpretation is a generalization of model
inclusion. However, the price for theory interpretation is, as we will see on the examples,
a more complicated form of the resulting proof obligations to ensure the refinement.

Since the composition of mappings is a mapping and since theory interpretations are based
on mappings they are obviously a transitive method. Satisfiability ensures that the refine-
ment relations, defined by theory interpretations are consistency preserving. ® translates
theories, like a compiler, into more concrete ones and is, therefore, well suited for code gen-
eration. It will turn out (see Example 3.2.2) that theory interpretations are not modular
and, therefore, it is a challenge to integrate them into the software development process.

The notion of theory interpretation for HOL was introduced by Farmer in [Far94b]. As we
will see in an example of Farmer’s theory interpretation it does not preserve continuity and



60 CHAPTER 2. REFINEMENTS IN HOLCF

is, therefore, not suited for the implementation of interactive systems and we will define
our own theory interpretation in the following chapters.

Farmer’s theory interpretation consists of a sort translation u, of a constant translation ¢
(which fit together in the sense of type checking), and of a restriction predicate U. The
constant translation extends to higher order terms in a schematic way. If the translations
fulfil some additional properties (which guarantee the CORRECTNESS and SATISFIABIL-
ITY), they will be called theory interpretation. These properties include the non-emptyness
of the corresponding elements {z | U(z)} and the invariance of the representing functions
@(c::a—b) with respect to the corresponding elements.

In Farmer’s logic there are type terms and terms (as in HOL). Terms may be built of
constants, variables, A-abstraction and application of types. The extension of ¢ to these
higher order terms depends on the types of the terms:

e FARMER_CONST: ®(c) = ¢(c) for constants ¢
e FARMER_VAR: ®(z::s) = x::fi(s) for variables x
e FARMER_APP: O(f t) = O(f) ()

e FARMER_ABs: ®(Az::s.t) = Az:fi(s). if ks(x) then ®(t) else L

Where [ is the extension from p to type terms and rks(z) is a type dependent predicate
calculating the invariance of the functions argument.

We will not repeat the definition of i and k4 from [Far94b], but we will demonstrate it by
a small example, where k, is calculated for a functional sort.

Farmer’s theory interpretation is a general theory interpretation in the sense of Definition
2.3.1. @, is the usually application of functions, and ®, is a more complex translation,
depending on the type of the involved variables.

Example 2.3.1 Farmer’s Theory Interpretation

In this example the abstract sort B is interpreted by a subset of N, which is charac-
terized by the restriction predicate isR::N—bool. The theory B consists of:

e the sort B
e the constants
— T::B
— F::B
— not::B—B
— Bid::B—B
Bcomp: : (B—B)—(B—B) —B—B
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— Btwice:: (B—B)—B—B

e the axioms for the functions

—not(F) =T
— not(T) = F
— Bid = Ax.x

— Becomp = Af g. ) x.f(g(x))
Btwice = Af.Bcomp f f

Btwice not = Bid

The sorts are interpreted by:
e 1 (B)=N
The elementary constants are interpreted by:

e p(T)=1
o p(F)=0
e p(not)=Ax.1-x
e ©(Bcomp)=Ncomp

Now we show the translation of the last axiom Btwice not = Bid using the defini-
tions of ¢, p and Farmer’s rules FARMER_CONST,FARMER_VAR,FARMER_APP and
FARMER_ABSs:

®(Btwice not = Bid)
= ®(Btwice not) = ®(Bid)
= ®(Btwice) ®(not) = ®(Bid)
= ®(Af:B—B.Bcomp f f) Ax:N.1—x = ®(\x:B.x)
= ®(Af::B—B.Bcomp f f) Ax.1—x
= Ax:N.if isR(x) then x else |
= (AMf:N—N.if kp—sg(f) then ®(Bcomp f f) else L) Ax.1—x
= Ax.if isR(x) then x else |
= (Af.if VxuN.if isR(x) then f(x)#L — isR(f(x)) else f(x)=L1
then Ncomp f f else 1) Ax.1—x = Ax.if isR(x) then x else |
= if Vx.if isR(x) then (1—x)#1 — isR(1—x) else 1—x=1
then Ncomp Ax.1—x Ax.1—x else | = Ax.if isR(x) then x else |
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As can be seen from this example the premise calculation of functional arguments gives a
test for all possible inputs. The resulting function is obviously a non-continuous function
since it tests its argument f for all possible inputs'’.

Therefore, applying Farmer’s theory interpretation to HOLCF would translate continuous
higher order functions to non-continuous functions. We prove consistency of our specifi-
cations simply by developing them into executable specifications, for which consistency is
trivial. Therefore, we need to implement continuous functions by continuous functions.
That’s why we define another theory interpretation and ensure correctness and satisfiabil-

1ty.

In contrast to the rules for ®; and ®; (FARMER_APP and FARMER_ABS) our rules for ®;
and ®, in Section 3.2 use the more complex translation for the application, and the simple
translation for the A-abstraction. Our translations preserve continuity. An additional
aspect is the treatment of type constructors: in PF* (Farmers logic) there are no type
constructors. We define our theory interpretation in a way that it also works for terms of
constructed types. Furthermore, we have to cope with polymorphism.

Theory interpretation is (like conservative extension) a conservative approach, but the
differences are: In conservative extension a theory is syntactically constructed (bottom-
up), whereas theory interpretation constructs the model of the abstract theory semantically
and the theory is translated to a concrete one (top-down). In the software development
process this results in different programs'®. We compare both methods in the following
chapters.

Using theory interpretation in the deductive software development process requires to show
that it preserves correctness and satisfiability. This will be guaranteed by showing that
the chosen theory interpretation is satisfiable, if some invariance properties hold. These
properties are additional proof obligations in the method: the user proves correctness and
invariance, which guarantee the theory interpretation to be satisfiable.

17Tp addition the non-continuous test y#L is used in kp—yp.
18 A similar difference is between downward and U simulation in Chapter 6.



Chapter 3

Subdomains in HOLCF

The implementation of ADTs consists of two steps. The restriction step and the quo-
tient step. The quotient step is treated in Chapter 4. We call the development from an
abstract requirement specification with a subdomain into a concrete specification with a
more general type restriction step. Restriction steps occur frequently in the development of
interactive systems (see Section 1.2.4). A refinement relation for HOLCF should support
the refinement of restriction steps.

The method for the implementation of interactive systems bases on the implementation of
ADTs specified in HOLCF. To ensure that this method fits well into the deductive software
development process we compare methods based on different refinement techniques for the
restriction step in this chapter. These techniques are:

e theory interpretation (from Section 2.3) and

e model inclusion (from Section 2.2).

Therefore, this chapter is structured as follows: In Section 3.1 the motivations for subdo-
mains are given and the role of invariance for subtypes is explained.

Since theory interpretation, as presented in Section 2.3, does not necessarily implement
continuous functions by continuous functions we define a new theory interpretation in
Section 3.2 that does this. The method for restrictions based on theory interpretation will
not be used in the method for the implementation of ADTs in Chapter 5. Therefore, the
reader, not interested in a theory interpretation that preserves continuous functions may
skip this section with the technical correctness proofs of the method.

As mentioned on page 57, model inclusion cannot directly relate components with different
interfaces. Therefore, the method presented in Section 3.3 constructs a new ADT! and

! Refining the requirement specification by a specification constructed on top of a concrete specification
is called constructor implementation in [ST8S].

63
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requires to show that the new ADT refines the original ADT by model inclusion. The
difficulty, solved in Section 3.3 is to show that the new type has cpo structure and that
the functions operating on it are continuous. Section 3.4 compares both methods with
the criteria from the development process. For that purpose a small example is analyzed.
Section 3.5 describes the definition of a conservative subdomain construct in Isabelle’s logic
HOLCF and shows by an example how this construct is used.

3.1 Motivation

Subtypes describe a subset of values from a type by a restriction predicate. The term
subtyping is used in types systems that allow us to use the subtypes instead of the more
general types. For example if the natural numbers are a subtype of the integers, then
subtyping allows us to use a function for integers also for natural numbers. A function
defined for natural numbers is not applicable to integers values. Since type checking for
systems with subtyping in general cannot give the most concrete type of a value (for
example the type nat cannot be derived for the value of 2—1) HOL and HOLCF have no
subtyping.

In HOL and HOLCF “subtypes” have to be introduced as new types with conservative
extensions (see Section 2.1.4). A restriction predicate allows us to define a subset of cor-
responding values that are isomorphic to the new type. Embedding functions are required
for the conversions between the basic type and the new type. With this type checking can
work around the problems of subtyping.

For the implementation of interactive systems we need domains that belong to the type
class pcpo (see Section 1.4.4). If we formulate a new type as a subtype of a domain this
new type is not necessarily a domain. We will see that an admissible restriction predicate
suffices to introduce a subtype of a domain as a domain. We call a subtype of a domain
that belongs to the class pcpo a subdomain.

In contrast to free extensions of data types the central idea of restrictions is that not all
values from the concrete type are used to represent abstract values. There is a subset of
concrete values that correspond to the abstract values, which may be defined by:

Definition 3.1.1  Corresponding Elements

Let 7 € T,a be the required type and o € T,c be the implementing type then the
corresponding elements ¢ for a restriction predicate p are:

e o = {tzo | p(t)}

The other values of o are called non-corresponding elements.
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Figure 3.1: Preserving Function

An interesting aspect of subtypes is the definition of functions on the subtype. If we have
functions for the conversions, then we call the function from the concrete type into the new
subtype the abstraction function and the inverse function the representation function. The
representation function is defined for all values in the new type, whereas the abstraction
function is only partially defined for those values fulfilling the restriction predicate (see
Example 2.1.2). With the these functions we can lift functions from the concrete type
to functions on the new subtype. However, this will only be well defined if the concrete
functions do not leave the subset of corresponding values. Those functions are called
preserving functions. The restriction predicate is tnvariant under preserving functions.

To illustrate invariance we choose the most simple case that the function £% € {c%} is
of the type 7—7 and the restriction predicate p is of type c=bool. The invariance of
p for the corresponding function £¢ € {c¢} is Vx.p(x)=p(f‘x). It is shown in Figure
3.1. A non-preserving function £¢ would leave & and therefore, the results of £¢ could not
be translated by the isomorphism. The correspondence between the required type 7 and
0 is established by an isomorphism. The main difference between theory interpretation
and conservative extension is the form of this isomorphism. In theory interpretation the
isomorphism is split into a mapping on theories and a reverse mapping on models, whereas
in conservative extension two functions abs and rep are syntactically introduced for this
isomorphism.

In the restriction step the corresponding operations c{ have to be preserving. The method
for implementation of ADTs requires to prove that the functions are preserving. Therefore,
preserving operations have to be chosen for the corresponding operations. Invariance will
also hold, if the restriction predicate is stable with respect to the corresponding operations
(Section 5.2 explains this more detailed).
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Theory interpretation and model inclusion are illustrated by the following example on which
a schematic translation between two components communicating over boolean values could

be based.

Example 3.1.1  Restriction Step

The requirement specification (Th%) is:

BOOLEAN = DLIST —+

types B
arities B I pcpo
ops curried
T :: B
F :: B
Band :: B —- B — B (cinfixl 55)
Bnot :: B —+ B
c :: B DList (x a constant *)
rules
Band1 T Band x = x
Band?2 F Band x = F
Bnot1 Bnot‘F = T
Bnot2 Bnot‘T = F
defs
c_def ¢ = Map DList ‘Bnot‘(dcons‘T‘(dcons‘F‘dnil))

(x induction rule *)
generated finite B by T | F
end

Of course tr could have been used instead of B but BOOLEAN is used to present the
requirements together in one specification.

The implementing specification (Th®) is:

NAT = DLIST +
types N

arities N::pcpo
ops curried strict

Zero :: N
One :: N
succ :: N — N
isB :: N — tr
defs
one One = succ‘Zero
isB_def isB = Ax::N. is_Zero‘x orelse is_Zero‘(x—0One)
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(* induction rule x)
generated finite N by Zero | succ
end

To illustrate the CORRECTNESS property of our theory implementation we look at
the formula, which follows from BOOLEAN:

unique Jt (f::B—B).V x::B. f‘x = Bnot‘x

The translation of this formula has to be valid in the concrete theory.
The other rules for the domain of N and for — are omitted. They could easily be
defined by the domain construct. The desired implementation is:

e B ~» N (sort implementation)

e T ~ (One

o F ~ Zero

e Bnot ~ A x::N . One — x

e Band ~ A x::N y::N . If is_Zero‘x then Zero else y fi

The restriction operation is isB

e The corresponding values N are {L,Zero,One}.

An implementation of Band by + would violate the invariance of the implementation
of Band since isB‘ (One+0ne) is false. An implementation of Band by + is possible
if we build a quotient construction on N, identifying all values greater than zero.
Quotient implementations are presented in Chapter 4.

In this chapter we implement an abstract ADT T = (7, Con%, Sel® Dis® Map,)?
specified in a theory Th® = (X%, Az%), 2% = (Q% C%) by a concrete type S = (o, Con®,
Sel®, Dis®, Map,) specified in a theory Th¢ = (¢, Az€),X¢ = (Q¢, C°). To cut down
notations we write {c?} € Tyq for the set of all abstract operations®* Con® U Sel® U
Dis® U {Map.} and {c{} for the sets of corresponding operations (c € Tge).

Since the quotient step is treated in Chapter 4 the implementation of 7" by S consists in
this chapter of:

e A sort implementation 7 ~+ o, where 7 € Ta,0 € Te.

e A constant implementation ¢ ~» c{ for all ce {c?},

2The continuous equality does not need a special treatment for restrictions, and is therefore, omitted
in this chapter.
3The c stands for constants. Note that in HOL a function is a higher order constant.
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e A restriction predicate p of the form p=Ax.(x=1V[isR‘x]), where isR is a continuous
restriction predicate defined in ThC.

The restriction predicate uses a continuous function isR of type o—tr, which is TT for all
values of the subdomain except L% Thus isR characterizes a subdomain. Requiring the
restriction predicate to have this form does not allow to express arbitrary subtypes (as for
example in HOL [GM93, Mel89]), but it ensures that the subtype has a cpo structure. Since
ADTs are specified with discriminator and selector functions there are many operations
available to construct a restriction predicate. In Section 3.5 we weaken this restriction and
require only the admissibility of the predicate characterizing the subdomain. However, for
the comparison of theory interpretation and model inclusion we need isR.

Now two methods for the implementation of the restriction step are presented. Their
comparison is in Section 3.4.

3.2 Theory Interpretation

This section presents the first method for the restriction step of the implementation. This
method is based on theory interpretation, which in contrast to the theory interpretation
presented in Section 2.3 interprets continuous functions by continuous functions and hence
could be used for the development of interactive systems. However, the method presented
in the next section, which is based on model inclusion is better suited® for the deductive
software development process and it will be used in the method for the implementation of
ADTs in Chapter 5. Therefore, the reader neither interested in the comparison of the two
methods nor in a theory interpretation, which maps continuous functions to continuous
functions may skip this section since it contains some technical details not needed for the
implementation of interactive systems.

This section defines a special theory interpretation @ for the restriction step of the imple-
mentation by defining a constant translations, a sort translation and by giving rules for
the inductive translation of terms. To show that this special theory interpretation is well
defined in the sense of Definition 2.3.1 on page 58 we have to ensure that the following
properties hold for our theory interpretation.

e CORRECTNESS

e SATISFIABILITY

The first requirement is a proof obligation for the user. From our definition of models it
follows that it suffices to prove all axioms ®(Ax%) instead of all formulas ¢». We focus on the

4Since we do not want to exclude strict functions we do not require isRep¢ L=TT.
5To compare the methods more precise both are presented.
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abstract concrete
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Figure 3.2: Satisfiability in HOLCF

special formula unique from Example 3.1.1 to demonstrate the normalization (see Section
3.2.5). To ensure the second requirement, satisfiability of theory interpretation, is our task
in this section. It will turn out that this can be proved only under some assumptions that
restrict the form of the specification. The method for the implementation, presented at
the end of this section guarantees this restriction, since it embeds the implementation into
the process of deductive software development.

Since our theory interpretation does not restrict functions (for reasons of continuity, see
page 62) the model construction of M is different from the construction used in Farmer’s
work. The model construction is depicted in Figure 3.2.

Theory Th® is translated into Th®, but only a part of Th is needed. This is modelled by
a restriction of M€ to a restricted model M, that contains the semantics of ®(7'h%). This

reduct is equivalent to M. The proof of satisfiability proceeds as follows:
1. Definition 3.2.4: ®
2. Definition 3.2.11: M,
3. Theorem 3.2.2: M|[®(Th")] = M[®(Th")]
4. Definition 3.2.16: M

5. Theorem 3.2.5: M|=®(Th®) implies ]/\/[\):Tha

The new idea of our theory interpretation is that it checks the arguments of a function at
the application and not at the A-abstraction. This results in a simple translation rule ®,
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and a more complex translation rule ®; of the general definition of theory interpretation
(see page 58). Since calculating the restriction predicate for the argument of a function is
continuous (no V quantification), continuous functions, based on continuous terms remain
continuous. This trick can be understood as some kind of additional type checking in the
concrete theory. Since the values of