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Abstract Undecidability is the scourge of verification for many program
classes. We consider the class of shared-memory multithreaded programs in
the interleaving semantics such that the number of threads is finite and con-
stant throughout all executions, each thread has an unbounded stack, and the
shared memory and the stack-frame memory are finite. Verifying that a given
program state does not occur in executions of such a program is undecidable.
We show that the complexity of verification drops to polynomial time un-
der multithreaded-Cartesian abstraction. Furthermore, we demonstrate that
multithreaded-Cartesian abstract interpretation generates an inductive in-
variant which is a regular language. Under logarithmic cost measure, both
proving non-reachability and creating a finite automaton can be attained in
O(n log2 n) time in the number of threads n and in polynomial time in all
other quantities.

1 Introduction
Verification of multithreaded programs is hard. In the presence of recursive proce-
dures, the problem of membership in the strongest inductive invariant is undecidable:
given a two-threaded program with a stack per thread, one can simulate a Turing
tape. However, if the stack depth is the only unbounded quantity, there might be
interesting inductive invariants of special forms such that membership in such invari-
ants is decidable. In other words, one might circumvent undecidability by considering
specially-formed overapproximations of the set of program states that are reachable
from the initial ones.

We now briefly sketch one such interesting form. Let a program state be an (n+1)-
tuple in which one component contains a valuation of the shared variables and each of
the remaining n components contains a valuation of the local variables (including the
control flow) of a distinct thread. Let us say that two program states are equivalent
if they have the same shared-variables entry. We define a set of states to be of the
multithreaded-Cartesian form if each equivalence class is an (n+1)-dimensional Carte-
sian product. (A rigorous definition will appear in § 4.) The multithreaded-Cartesian
inductive invariants of a program constitute a Moore family.

It is known that in the finite-state case the membership problem for the strongest
multithreaded-Cartesian inductive invariant is in PTIME [17]. We extend this re-
sult to programs in which each thread has a potentially unbounded stack. Moreover,
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we show that the strongest multithreaded-Cartesian inductive invariant is a regular
language when viewed as a formal language of strings. Computing a correspond-
ing finite automaton as well as solving the membership problem for the strongest
multithreaded-Cartesian inductive invariant can be accomplished in time O(n log2 n),
where n is the number of threads, and in polynomial time in all the other quantities.

The presentation will proceed as follows.
– After an overview of related work, we rigorously define our program class in § 3

and formulate the problem of determining the strongest multithreaded-Cartesian
inductive invariant in the abstract interpretation framework in § 4.

– Next, in § 5, we present a new inference system, which we call TMR, which con-
structs n automata such that the ith automaton describes an overapproximation
of the set of pairs (shared state, stack word of the ith thread) that occur in the
computations of the multithreaded program.

– Based on the computation result of TMR, we show how to create an automaton
that describes the strongest multithreaded-Cartesian inductive invariant.

– Then, we determine the asymptotic worst-case running times of TMR and the
automaton construction under logarithmic cost measure [18].

– In §§ 6–7, we conclude with the proof of correctness of our construction.
We make sure that if some or all of the input quantities (the number of threads,
the number of shared states, and the number of different stack frames) are infinite,
TMR still leads to a logically valid (but not necessarily executable) description of the
multithreaded-Cartesian abstract interpretation. This opens way to using constraint
solvers in the infinite case. We will impose finiteness restrictions only when presenting
low-level algorithms and computing the running times.

Due to restricted space, most computations and proofs are found in the appendix.

2 Related Work
There is a large body of work on the analysis of concurrent programs with recursion;
we discuss next only the literature which is, subjectively, most related to our work.

The roots of multithreaded-Cartesian abstraction date back to the Owicki-Gries
proof method [21], followed by thread-modular reasoning of C. B. Jones [14], and the
Flanagan-Qadeer model-checking method for nonrecursive programs [12]. The ba-
sic versions of these methods (without auxiliary variables) exhibit the same strength.
This strength is precisely characterized by multithreaded-Cartesian abstract interpre-
tation, which was first discovered by R. Cousot [11] and later rediscovered in [16,17].

Flanagan and Qadeer [12] introduce also a method for recursive multithreaded pro-
grams, for which they claim an O(n2) upper bound on the worst-case running time.
Their analysis, which predates TMR, simultaneously computes procedure summaries
and distributes the changes of the shared states between the threads. Where their
algorithm is only summarization-based, our TMR is an explicit automaton construc-
tion. Our program model is slightly different compared to [12]. First, to simplify our
presentation, we remove the concept of a local store: while in practice there may be
different kinds of local stores (static-storage function-scope variables in the sense of
the C programming language, the registers of a processor, . . . ), every program can
be modified to perform all thread-local computations on the stack. Second, we allow
changing the shared state when a stack grows or shrinks to permit richer program
models; whenever possible, we also allow infinite-size sets.
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An alternative approach to prove polynomial time of multithreaded-Cartesian ab-
stract interpretation could be to apply Horn clauses as done in [20] for some other
problems. That way would not reveal regularity or connections to the algorithms of
Flanagan and Qadeer; it will also just give a running-time bound for the unit cost
measure, whereas we count more precisely in the logarithmic cost measure. We will
not discuss it here.

Outside multithreaded-Cartesian abstract interpretation there are many other meth-
ods for analyzing concurrent recursive programs.

If the interplay between communication and recursion is restricted, decidable frag-
ments can be identified; we will mention just a few. If only one thread has a stack and
the other threads are finite-state, then one can construct the product of the threads
and model-check a large class of properties [8, 25]. Alternatively, one can allow cer-
tain forks and joins but restrict communication only to threads that do not have
ongoing procedure calls [6]. In the synchronous execution model, one may restrict
the threads to perform all the calls synchronously and also perform all returns syn-
chronously [1]. Alternatively, one may restrict pop operations to be performed only
on the first nonempty stack [3].

Without restrictions on the interplay between communication and recursion, one
may allow non-termination of the analysis [22] or be satisfied with an approximate
analysis, which can be sound [5] or complete [15, 23] (for every choice of parame-
ters), but never both. If shared-memory communication is replaced by rendezvous,
verification is still undecidable [24].

The summarization idea behind TMR dates back to the works of Büchi [7]. Since
then, it has been developed further in numerous variants for computing the exact
semantics, e.g., for two-way deterministic pushdown automata with a write-once-
read-many store [19], for imperative stack-manipulating programs with a rich set of
operations on the stack [2], and in implementations of partial evaluators [13].

3 Programs
Now we introduce notation and our model of recursive multithreaded programs.

Let N0 (resp. N+) be the sets of natural numbers with (resp. without) zero. We write
X∗ (resp. X+) for the set of finite (resp. finite nonempty) words over an alphabet
X, ε for the empty word, and |w| for the length of a word w ∈ X∗.

An n-threaded recursive program (from now on, simply a program) is a tuple

(Glob,Frame, init, (⊔� t,⊔-t,⊔� t)t<n)

such that the following conditions hold:
– Glob and Frame are arbitrary sets such that, without loss of generality, (Glob ×

Frame) ∩Glob = ∅. (We think of Glob as the set of shared states, e.g., the set of
valuations of shared variables. We think of Frame as the set of stack frames, where
a stack frame is, e.g., a valuation of procedure-local variables and the control-flow
counter. The necessity of the disjointness condition will get clear later on.)

– n is an arbitrary ordinal. (For our convenience, we think of n as both the number
of threads and the set of thread identifiers. For example, we view (Frame+)n as the
set of maps n→Frame+, and, in the finite case, n as {0, 1, . . . , n−1}. Real programs
are usually modeled by finite n or n=ω, and we allow arbitrary n.)
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– init ⊆ Glob × (Frame+)n is such that ∀ (g, l) ∈ init, t∈n : |lt| = 1. (By lt = l(t)
we indicate the tth component of l ∈ (Frame+)n. We think of init as of the set of
initial states. The depth of the stacks of the threads is 1 in every initial state.)

– For each t∈n, the transition relation of thread t is given by sets ⊔� t ⊆ (Glob×
Frame)× (Glob×Frame×Frame), ⊔-t ⊆ (Glob×Frame)2, and ⊔� t ⊆ (Glob×Frame×
Frame)× (Glob×Frame). (These are sets of push, internal, and pop transitions of
thread t, respectively.)

We denote by Loc = Frame+ the set of local states of each thread; the elements of
Glob×Loc are called thread states. The operational semantics of each thread t<n is
given by the relation ⇝t ⊆ (Glob×Loc)2, which is defined by

(g, w)⇝t (g
′, w′)

def⇐⇒(
(∃ a, b, c ∈ Frame, u ∈ Frame∗ : w = au ∧ w′ = bcu ∧ ((g, a), (g′, b, c)) ∈ ⊔� t)

∨ (∃ a, b ∈ Frame, u ∈ Frame∗ : w = au ∧ w′ = bu ∧ ((g, a), (g′, b)) ∈ ⊔-t)

∨ (∃ a, b, c ∈ Frame, u ∈ Frame∗ : w = abu ∧ w′ = cu ∧ ((g, a, b), (g′, c)) ∈ ⊔� t)
)

for g, g′ ∈ Glob and w,w′ ∈ Loc. Notice that the stacks are always kept nonempty.
Let the set of program states be

State = Glob× Locn .

The operational semantics of the whole program is given by the concrete domain

D = P(State) ,

which is the power set of the set of program states, and the successor map

post : D → D ,
Q 7→ {(g′, l′) | ∃ t∈n, (g, l) ∈ Q : (g, lt)⇝t (g

′, l′t) ∧ ∀ s ∈ n\{t} : ls = l′s} .
Broadly speaking, program analyses compute or approximate the so-called collecting
semantics, which is the strongest inductive invariant (lfp = least fixpoint)

lfp(λS ∈ D. init ∪ post(S)) .

This set can become rather complex, loosely speaking, due to subtle interplay between
concurrency and recursion. A nontrivial example is presented by the following control-
flow graph of a two-threaded program over a shared variable g:

initially g = 0
Procedure f : Procedure h:

A

DB C

E

g=
0 ∧

g
′ =

1 g=
0 ∧

g ′=
2

g
=
0
∧
g
′=

3call f call f

return

return ret
urn

A

DB C

E

g=
1 ∧

g
′ =

0 g=
2 ∧

g ′=
0

g
=
3
∧
g
′=

0call h call h

return

return ret
urn
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Procedures f and h execute in parallel. Roughly speaking, the left thread announces
how it builds its stack by changing g from 0 to 1 or 2, and the right thread follows
the stack operations of the left thread, confirming that it proceeds by resetting g to
0. Setting g to 3 initiates reduction of the stacks. For simplification, we assume that
the thread transitions between each pair of named consecutive control flow locations
(A to B, A to C, A to D, B to E, C to E, D to E) are atomic.

We model this program by Glob = {0,1,2,3}, Frame = {A,B,C,D} (E does not
occur in computations), n=2, init = {(0, (A,A))}, ⊔� 0 = {((0,A), (1,A,B)), ((0,A),
(2,A,C))}, ⊔-0 = {((0,A), (3,D))}, ⊔� 0 = {((g,y,z), (g,z)) | g∈Glob ∧ y ∈ {B,C,D} ∧
z∈Frame}, ⊔� 1 = {((1,A), (0,A,B)), ((2,A), (0,A,C))}, ⊔-1 = {((3,A), (0,D))}, and
⊔� 1 = {((g,y,z), (g,z)) | g∈Glob ∧ y ∈ {B,C,D} ∧ z∈Frame}.

One can show (Example 14) that the strongest inductive invariant is

{0} ×


{(Ay,Ay), (Dy,Dy) | y ∈ {B,C}∗}
∪ {(Dy, z) | y, z ∈ {B,C}+ ∧ z is a suffix of y}
∪ {(y,Dz) | y, z ∈ {B,C}+ ∧ y is a suffix of z}
∪ {(y, z) | y, z ∈ {B,C}+ ∧ (y is a suffix of z ∨ z is a suffix of y)}


∪ {1} × {(ABy,Ay) | y ∈ {B,C}∗}
∪ {2} × {(ACy,Ay) | y ∈ {B,C}∗}

∪ {3} ×
(
{(Dy,Ay) | y ∈ {B,C}∗}
∪ {(y,Az) | y, z ∈ {B,C}+ ∧ y is a suffix of z}

)
.

This set, viewed as a formal language over Glob, Frame, and some special symbol
separating the stacks, is not context-free.

Notice that g ∈ {0, 3} is a valid postcondition of the considered program. In the
next section we will see what multithreaded-Cartesian abstract interpretation is and
how it helps proving this postcondition.

4 Multithreaded-Cartesian Abstract Interpretation

Now we are going to describe an approximation operator on the concrete domain of
states of a program, essentially recapitulating the key points of [16]. Loosely speaking,
the definition of the approximation will not depend on the internal structure of Loc
and post.

The multithreaded-Cartesian approximation is the map

ρmc : D → D, S 7→ {(g, l) ∈ State | ∀ t∈n∃ l̂∈Locn : (g, l̂) ∈ S ∧ lt = l̂t} ,

which, intuitively, given a set of states, partitions it into blocks according to the
shared state, and approximates each block by its Cartesian hull.

One can show that ρmc is an upper closure operator on (D,⊆) (Prop. 17).
We define the multithreaded-Cartesian (collecting) semantics as the least fixpoint

lfp(λS ∈ D. ρmc(init ∪ post(S))) .

For our running example, for any S ⊆ State we have

ρmc(S) = {(g, (l0, l1)) | (∃ l̄1∈Loc: (g, (l0, l̄1)) ∈ S) ∧ (∃ l̄0∈Loc: (g, (l̄0, l1)) ∈ S)}.
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The multithreaded-Cartesian semantics of our running example is (see Example 18)
{0} × ({Ax,Dx | x∈{B,C}∗} ∪ {B,C}+)
∪ {1} × {ABx | x ∈ {B,C}∗}
∪ {2} × {ACx | x ∈ {B,C}∗}
∪ {3} × ({Dx | x ∈ {B,C}∗} ∪ {B,C}+)

× ({Ax,Dx | x∈{B,C}∗} ∪ {B,C}+) .

This set, viewed as a formal language, is regular; a corresponding regular expression is(
0(A|B|C|D)(B|C)∗ | 1AB(B|C)∗ | 2AC(B|C)∗ | 3(B|C|D)(B|C)∗

)
† (A|B|C|D)(B|C)∗,

where †/∈Frame is a fresh symbol separating the local parts. Notice that the postcon-
dition g ∈ {0, 3} holds also in this abstract semantics.

5 Model-Checking Recursive Multithreaded Programs
Now we develop an efficient algorithm to compute the input program’s multithreaded-
Cartesian semantics. First we show the inference system TMR, then we show how
its output is interpreted as multithreaded-Cartesian semantics, and finally we turn
to computational issues.

5.1 Inference system TMR

Given an n-threaded program as described in § 3, our algorithm generates n automata
that describe an overapproximation of the set of stack words of the threads that occur
in computations.

Fix some “fresh” element f /∈ Glob ∪̇ (Glob×Frame). Let

V = Glob ∪̇ {(g′, b) | ∃ g∈Glob, a,c ∈ Frame, t∈n : ((g, a), (g′, b, c)) ∈ ⊔� t} ∪̇ {f} .

We now define binary relations Gt ⊆ Glob2 and ternary relations −→
t
⊆ V×Frame×V

for all t∈n by the following inference system.

(tmr init)
(g, l) ∈ init

g
lt−→
t

f
t∈n (tmr step)

((g, a), (g′, b)) ∈ ⊔-t g
a−→
t
v

g′
b−→
t
v (g, g′) ∈ Gt

t∈n

(tmr push)
g

a−→
t
v ((g, a), (g′, b, c)) ∈ ⊔� t

g′
b−→
t
(g′, b)

c−→
t
v (g, g′) ∈ Gt

(tmr pop)
g

a−→
t
v

b−→
t
v̄ ((g, a, b), (g′, c)) ∈ ⊔� t

g′
c−→
t
v̄ (g, g′) ∈ Gt

(tmr env)
(g, g′) ∈ Gt g

a−→s v

g′
a−→s v

t ̸=s are in n

tmr init gathers stack contents of the initial states. tmr step, tmr push, and tmr
pop create an automaton describing thread states that occur in computations of the
threads in isolation; the stacks are obtained from the upper labels of certain walks.
Moreover, the three rules collect information about how the shared state is altered.
The rule tmr env transfers shared-state changes between the threads.

For our program from page 4, the automata constructed by TMR are in Fig. 1.

5.2 Interpretation of the output of TMR

Now we define the set of states that the inference system represents.

6



−→
0

−→
1

0

1

2

3

(1,A)

(2,A)

f

A,B,C,DA,B,C,D
A

A

B,C,D B,C,D

B

C

BC

A,B,C,D

B,C,D

B

C

0

1

2

3

(0,A) f

A,B,C,D
A,B,C,D

A,B,C,D

A,B,C,D

B,C
A,B,C,D

A,B,C,D

A,B,C,D

A,B,C,D

B,C

Figure 1. Automata constructed by TMR for our example. Each arrow on the left carries
the lower index 0; each arrow on the right carries the lower index 1.

For that, we extend → to words of stack frames in a standard way. For each t∈n,
consider the quaternary relation −→

t
⊆ V×Frame∗×N0×V (slightly abusing notation,

we employ the same symbol as for the ternary relation from § 5.1) defined by the
following inference system:

v
ε−→
t
0 v

i∈N0 a∈Frame y∈Frame∗ v
a−→
t
v̂

y−→
t
i v̄

v
ay−→
t

i+1 v̄

For each t∈n, we define −→
t
∗ ⊆ V×Frame∗×V by −→

t
∗ =

⋃
i∈N0
−→
t
i and Lg,t = {w |

g
w−→
t

∗ f} (g∈Glob).
Informally, a walk g

w−→
t

∗ f means that the state (g, w) of thread t occurrs in the
approximate semantics, and g

w−→
t

∗ (g′, b) means that a procedure call starting with
thread state (g′, b) can reach (g, w) in thread t in the approximate semantics.

The inference system TMR represents the set⋃
g∈Glob

{g} ×
∏
t∈n

Lg,t . (1)

5.3 Computing multithreaded-Cartesian semantics

For actual computations, which we discuss now, let us assume finite n, Glob, and
Frame till the end of § 5.3.

If we are just interested in checking non-reachability of thread states, executing
TMR suffices: if a local state l is not in Lg,t, then the thread state (g, l) of the tth

thread does not occur in computations of the program (g∈Glob, l∈Loc, t∈n). If we
are interested in checking non-reachability of single program states, executing TMR
also suffices: for (g, l̄) ∈ State, if (g, l̄t) /∈ Lg,t for some t∈n, then the state (g, l)
is unreachable from the initial ones. Executing TMR on a RAM with logarithmic-
cost measure can be achieved in O

(
n(|init| + |Glob|4|Frame|5)(L(|init|) + L(n) +

L(|Glob|) + L(|Frame|))
)

time, where L(x) is the length of the binary representa-
tion of x∈N0 (see § H.4). With rigorous definitions of the input the running time is
O((input length)2L(input length)).

If we wish to prove more general invariants, we construct a finite automaton for
(1) as follows. First, we make the state spaces of the automata accepting Lg,t disjoint
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((g, t) ∈ Glob×Loc), obtaining automata Ãg,t ((g, t) ∈ Glob×Loc). If we wish to
obtain a deterministic automaton at the end, we additionally determinize all Ãg,t

((g, t) ∈ Glob×Loc). Second, for each g∈Glob, chain Ãg,t for t<n to accept exactly
the words of the form w0† . . . †wn−1 over Frame∪̇{†} (where †/∈Frame is a fresh symbol
separating the local parts) such that (wt)t<n ∈

∏
t<n Lg,t. Third, introduce a single

initial state that dispatches different g to Ãg,0 (g∈Glob). Thus, (1) can be viewed
as a regular language. The nondeterministic, ε-free automaton can be constructed
(including executing TMR) in the same O

(
n(|init| + |Glob|4|Frame|5)(L(|init|) +

L(n) + L(|Glob|) + L(|Frame|))
)

asymptotic time.
For our running example, we transform the left automaton from Fig. 1 into four

automata Ã0,0–Ã3,0 accepting L0,0–L3,0 and the right automaton into four automata
Ã0,1–Ã3,1 accepting L0,1–L3,1. We combine them into a nondeterministic finite au-
tomaton for (1) as follows (only the reachable part is shown):

initial

0

1

2

3

Ã0,0:

Ã2,0:

0

1

2

3

(1,A)

(2,A)

(1,A)

(2,A)

(1,A)

(2,A)

(1,A)

(2,A)

A,B,C,D

A,B,C,D

B

C

BC

A
B

C

BC

A

B

C

BC

B,C,D

B,C,D

B

C

BC

f

f

f

f

A,B,C,D

B,C
,D

B

C

B

C

B

C

B

C

0

1

2

3

Ã0,1:

Ã2,1:

†

†

†

†

(0,A)

(0,A)

(0,A)

(0,A)

A,B,C,D

A,B,C,D

A,B,C,D

A,B,C,D

B,C

B,C

B,C

B,C

accepting

Ã1,0: Ã1,1:

Ã3,0: Ã3,1:

A,B,C,D B,C

B,CA,B,C,D

B,CA,B,C,D

B
,C

A,B,C
,D

In this graphical representation, the disjoint copies carry the same node labels, and
the final states of Ã0,1–Ã3,1 have been merged to a unique accepting state. (Cer-
tainly, much more minimization is possible, mimicking sharing in BDDs—which is
an interesting topic by itself but not our goal here.)

Theorem 1. The inference system TMR is equivalent to multithreaded Cartesian
abstract interpretation. Formally:

lfp(λS ∈ D. ρmc(init ∪ post(S))) =
⋃

g∈Glob

{g} ×
∏
t∈n

Lg,t .

Indeed, in our running example, the multithreaded-Cartesian collecting semantics
corresponds to the language accepted by the above automaton.
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The following §§ 6–7 will be devoted to proving Theorem 1.

6 Model-Checking General Multithreaded Programs
As an intermediate step in proving equivalence of multithreaded Cartesian abstract
interpretation and TMR we are going to show another, simpler inference-system for
proving properties of multithreaded programs. This inference system (up to names of
variables and sets) is due to Flanagan and Qadeer [12]. Its definition does not depend
on the internal structure of Loc and ⇝t (t∈n).

Let us define sets R̃t ⊆ Glob×Loc and G̃t ⊆ Glob2 for all t∈n by the following
inference system FQ:

(fq init)
(g, l) ∈ init

(g, lt) ∈ R̃t

t∈n (fq step)
(g, l) ∈ R̃t (g, l)⇝t (g

′, l′)

(g′, l′) ∈ R̃t (g, g′) ∈ G̃t

t∈n

(fq env)
(g, g′) ∈ G̃t (g, l) ∈ R̃s

(g′, l) ∈ R̃s

s̸=t are in n

For finite-state programs, the families R̃ and G̃ can be generated in polynomial time.
The algorithm is sound independently of finiteness, e.g., also for recursive programs.

One can show (Cor. 21), roughly speaking, that multithreaded-Cartesian abstract
interpreration is equivalent to FQ. We will use FQ intermediately, showing FQ ≈
TMR.

7 Proof of Theorem 1
We show a semi-formal, high-level proof outline; rigorous details are found in § G.

We start by defining

Rt = {(g, w) ∈ Glob×Loc | g w−→
t

∗ f} (t ∈ n).

Informally, the set Rt contains exactly the thread states of the thread t in the invariant
denoted by TMR (t<n).

Now let G = (Gt)t∈n ∈ (P(Glob2))n and R = (Rt)t∈n ∈ (P(Glob×Loc))n.
For our running example,

R0 =

(
{0} × ({Ax,Dx|x∈{B,C}∗} ∪ {B,C}+) ∪ {1} × {ABx|x∈{B,C}∗}
∪ {3} × ({Dx | x∈{B,C}∗} ∪ {B,C}+) ∪ {2} × {ACx|x∈{B,C}∗}

)
= R̃0

G0 = {(0, 1), (0, 2), (0, 3), (0, 0), (3, 3)} = G̃0

R1 = {0, 1, 2, 3} × ({Ax,Dx | x∈{B,C}∗} ∪ {B,C}+) = R̃1

G1 = {(1, 0), (2, 0), (3, 0), (0, 0), (1, 1), (2, 2), (3, 3)} = G̃1

The equality between the sets generated by TMR and the sets generated by FQ is
striking. We will show that it is not by coincidence, essentially proving

(result of FQ =) (R̃, G̃) = (R,G) (= result of TMR). (2)

This equality will directly imply Thm. 1.
So let ⪯ be the componentwise partial order on (P(Glob×Loc))n × (P(Glob2))n:

(R̂, Ĝ) ⪯ (R̂′, Ĝ′)
def⇐⇒ ∀ t<n : R̂t⊆R̂′

t ∧ Ĝt⊆Ĝ′
t .
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Intuitively, we prove (2) by separating the equality into two componentwise inclu-
sions: soundness (if a safety property holds according to TMR, then the strongest
multithreaded-Cartesian invariant implies this property) and completeness (every
safety property implied by the strongest multithreaded-Cartesian invariant can be
proven by TMR).

The soundness proof will be conceptually short and the completeness proof a bit
more intricate, building on ideas from post-saturation of pushdown systems.

7.1 Soundness: left componentwise inclusion in (2)

The crucial step is showing that the result of TMR is closed under FQ:

(result of FQ =) (R̃, G̃) ⪯ (R,G) (= result of TMR) (proven in Lemma 22) .

More precisely, the proof goes by applying FQ once to (R,G), thereby obtaining
(Ř, Ǧ), and showing (Ř, Ǧ) ⪯ (R,G) componentwise. Internally, it amounts to check-
ing that elements in (Ř, Ǧ) produced by FQ can also be produced by TMR.

7.2 Completeness: right componentswise inclusion in (2)

For each thread t we define its operational semantics with FQ-context as the transition
relation of thread t in which the thread can additionally change the shared state
according to the guarantees defined by FQ:
G̃
⇝t := ⇝t ∪ {((g, w), (g′, w)) | w ∈ Loc ∧ ∃ s ∈ n\{t} : (g, g′) ∈ G̃s} (t < n) .

Let G̃
⇝∗

t , the bigstep operational semantics with FQ-context, be the reflexive-transitive

closure of G̃
⇝t on the set of thread states (t < n).

Now we examine the system TMR. We view the relation (edge set) → defined by
TMR as an element of (P(V×Frame×V ))n (where v

a−→
t
v′ means (v, a, v′) ∈ →(t)).

One can obtain G and → inductively by generating iterates ((−→
t i)t<n, (Gt,i)t<n)

of the derivation operator of TMR for i∈N0 (the right index i meaning the iterate
number). More precisely, we start with empty sets Gt,0 and −→

t 0 for all t<n and obtain
Gt,i+1 and −→

t i+1 for all t<n by applying the rules of TMR exactly once to Gt,i and
−→
t i for all t<n. The described sequence of iterates is ascending, and each element

derived by TMR has a derivation tree of some finite depth i:

−→
t

=
⋃
i∈N0

−→
t i and Gt =

⋃
i∈N0

Gt,i (t < n).

Sloppily speaking, the derivation operator of TMR produces graphs on V , and
larger iterates contain larger graphs. Given a walk in an edge set −→

t i, it in general
has some “new” edges not present in the prior iterate i−1. Different walks connecting
the same pair of nodes and carrying the same word label may have a different number
of new edges. We let tr(t, i, v, v̄, w) be the minimal number of new edges in iterate i
in walks labeled by w from v to v̄ in the edge set −→

t i. (See Def. 27.)
After these preparations, we create a connection between FQ and TMR. Informally,

we show: (i) stack words accepted by the automata created by TMR, together with
the corresponding shared state, lie in the sets defined by FQ; (ii) prefixes of such
words correspond to ongoing procedure calls as specified by the bigstep operational
semantics with FQ-context; (iii) the shared state changes defined by TMR are also
defined by FQ.
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These claims are proven together by nested induction on the iterate number (outer
induction) and the number of new edges tr(. . . ) (inner induction). Formally, we show:

Lemma 2. For all i ∈ N0 and all j ∈ N0 we have:
(i) ∀ g∈Glob, t∈n,w∈Frame∗ : tr(t, i, g, f, w) = j ⇒ (g, w) ∈ R̃t,

(ii) ∀g,ḡ∈Glob, t∈n, b∈Frame, w∈Frame∗ : tr(t, i, g, (ḡ,b), w)=j ⇒ (ḡ,b)
G̃
⇝∗

t (g,w),
(iii) ∀ t ∈ n : Gt,i ⊆ G̃t.

The formal proof proceeds by double induction on (i, j).
Parts (i) and (iii) directly imply that the result of FQ is closed under TMR:

(result of FQ =) (R̃, G̃) ⪰ (R,G) (= result of TMR) (proven in Lemma 28) .

7.3 Combining the left and right inclusions

FQ describes the abstract semantics exactly, whence we obtain:

lfp(λS ∈ D. ρmc(init ∪ post(S))) =
⋃

g∈Glob

{g} ×
∏
t∈n

Lg,t ,

where “⊆” follows from § 7.1 (cf. Prop. 23), and “⊇” follows from § 7.2 (cf. Prop. 29).

8 Conclusion
We considered the multithreaded-Cartesian approximation, which is a succinct de-
scription of the accuracy of the thread-modular approaches of Owicki and Gries, C.
B. Jones, and Flanagan and Qadeer (without auxiliary variables). We applied it to
multithreaded programs with recursion, presenting an algorithm for discovering a rep-
resentation of the multithreaded-Cartesian collecting semantics. The algorithm cre-
ates a finite automaton whose language coincides with the multithreaded-Cartesian
collecting semantics. In particular, the involved inductive invariant is shown to be a
regular language. The algorithm uses ideas from a seminal algorithm of Flanagan and
Qadeer and works in time O(n log2 n) in the number of threads n and polynomial in
other quantities. We remark that, in contrast, the model-checking problem (without
abstraction) is known to be undecidable.

While multithreaded programs with recursion occur rarely in practice, the models
may contain both concurrency and recursion [9]. For example, in certain cases it is
possible to model integer variables as stacks. But even for multithreaded programs
whose procedures are nonrecursive, our algorithm TMR offers compact representation
of stack contents, which depends only on the number of threads as well as on the
sizes of shared states and frames, but not on the stack depth. A useful consequence
of equivalence between FQ and TMR is that one may choose inlining procedures
or creating an automaton depending on the costs of constructing and running an
analysis, well knowing that its precision will not change. This opens way to potential
time and space savings without changing the strength of an analysis.
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Appendix
In the appendix we recollect or generalize some known results in order theory and

abstract interpretation and prove new results concerning multithreaded Cartesian
abstract interpretation, supporting the claims of the main part of the paper. We
assume that the reader is acquainted with a version of the Knaster-Tarski fixpoint
theorem and a version of the pumping lemma for context-free languages. Up to these
two results, the appendix is meant to be relatively self-contained and rigorous, ac-
companying formal proofs by informal ideas in long or unclear cases. A reader who
feels comfortable with particular claims is welcome to skip their proofs.

Throughout the appendix, an exclamation mark over a relation sign, as in A
!
⊆ B,

indicates that the containing claim is not yet proven but will be proven next.
For a (potentially partial) map f : X 99K Y , we write

dom f = {x | ∃ y : (x, y) ∈ f}

for the domain of f , and

img f = {y | ∃x : (x, y) ∈ f}

for the image of f .
For a set X, we write idX = {(x, x) | x∈X} for the identity relation on X.
For maps f : Y→Z and g : X→Y we write f◦g : X→Z for the function composition

“f after g”:
(f ◦ g)(x) = f(g(x)) (x ∈ X) .

This composition is sometimes called right composition, referring to the fact that the
map to the right of ◦ is applied first.

For binary relations A and B we denote the left composition of A with B by

A # B = {(x, z) | ∃ y : (x, y) ∈ A ∧ (y, z) ∈ B} .

“Left” refers to the fact that the relation to the left of the thick open semicolon is
applied first. Sometimes the left composition is called relational composition or dia-
grammatic composition (referring to the way the diagram π1(A)

A−→ π2(A)∩π1(B)
B−→

π2(B) is drawn, where πi is the projection on the ith component).

A Reflexive-Transitive Hulls and Partial Orders
The results of this section concern general mathematics and are well known. They
are stated here for completeness and for being in exactly the form we need them in
the main paper.

Proposition 3. Let X be an arbitrary set and B a binary relation on X. For i ∈ N+

let Si be inductively defined by

S1 = idX ∪B ,
Si = S1 # Si−1 for i ≥ 2 .

Then S =
⋃

i∈N+
Si is the reflexive-transitive closure of B on X.

Proof.

S is reflexive on X: The reason is that S contains idX ⊆ S1.
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S is transitive:
Notice that the sequence is isotone: for i ∈ N+ we have Si ⊆ Si+1.
Now we are going to show that ∀ i, j ∈ N+ : Si#Sj ⊆ Si+j . We perform induction
on i.
So let i, j ∈ N+ be arbitrary; we assume that ∀ ı̂∈N+ : ı̂<i ⇒ ∀ j∈N+ : S ı̂#Sj ⊆
S ı̂+j .
Case i = 1. By definition.
Case i > 1. Let (a, b) ∈ Si and (b, c) ∈ Sj . There is d such that (a, d) ∈ S1

and (d, b) ∈ Si−1. By induction hypothesis, (d, c) ∈ Si−1+j . By definition,
(a, c) ∈ Si+j .

Every reflexive-transitive binary relation Ŝ ⊆ Glob×Loc that is a superset of B con-
tains S:
We will show that ∀ i∈N+ : Si ⊆ Ŝ by induction. So let i ∈ N+ be arbitrary and
∀ ı̂ ∈ N+ : ı̂ < i⇒ S ı̂ ⊆ Ŝ.
Case i = 1. Since S1 = idX ∪B ⊆ Ŝ.
Case i > 1. Since Si = S1#Si−1 ⊆ [by induction hypothesis] Ŝ#Ŝ ⊆ [transitivity]

Ŝ.
⊓⊔

Given posets (X,≤X) and (Y,≤Y ), a map f : X→Y is called isotone if ∀a, b ∈ X :
a≤X b⇒ f(a)≤Y f(b).

A prefix point (resp. postfix point, fixpoint)1 of a map f : X→X on a poset (X,≤)
is any x∈X such that f(x) ≤ x (resp. x ≤ f(x), f(x) = x). We write prefp f for the
set of prefix points of f .

A poset is called a complete lattice if the supremum and the infimum of every
subset exist.

Theorem 4 (Knaster-Tarski). Let X be a complete lattice and f : X→X isotone.
Then the least fixpoint of f exists and is equal to inf(prefpf).

This fact, known as a part of the fixpoint theorem of Tarski, is proven, e.g., in Theorem 1
in [27].

In case of existence, we will write lfpf for the least fixpoint of f .

Proposition 5. The least-fixpoint operator on isotone maps of a complete lattice is
isotone.
Formally: If (X,≤) is a complete lattice and f, g : X→X isotone such that f is less
than or equal to g pointwise, then lfp f ≤ lfp g.

Proof. Let (X,≤) be a complete lattice, f, g : X→X isotone, and ∀ x∈X : f(x) ≤
g(x). Then prefp f ⊇ prefp g. Then inf(prefp f) ≤ inf(prefp f). By Theorem 4,
lfp f ≤ lfp g. ⊓⊔
1 The terminology varies. While earlier publications [10,16] contained swapped definitions

of prefix and postfix points, the viewpoint of the present paper is to refer to the location
of the symbol f : since f comes before the inequality sign in the formula “f(x) ≤ x”, such
x is called a prefix point.
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B Galois Connections
The results of this section concern isotone Galois connections and are mostly well
known, perhaps with an exception of Prop. 10. They are stated here again for com-
pleteness and for being in exactly the form we need them in the main paper.

Given posets (X,≤X) and (Y,≤Y ), a pair of maps (α, γ) such that X −−−→←−−−α
γ

Y is
called an isotone Galois-connection, or simply Galois connection2, iff

∀ x ∈ X, y ∈ Y : α(x) ≤Y y ⇔ x ≤X γ(y) .

The map α is called the abstraction map, the map γ is called the concretization map.

Proposition 6. The maps of a Galois connection are isotone. Formally:
If (X,≤X) −−−→←−−−α

γ
(Y,≤Y ) is a Galois connection between posets, then α and γ are

isotone.

This lemma is proven, e.g., in Prop. 2 in [4].

Proof. Let x, x′ ∈ X such that x ≤X x′. Since α(x′) ≤Y α(x′), we obtain x′ ≤X

γ(α(x′)), so x ≤X γ(α(x′)). Thus α(x) ≤Y α(x′).
Let y, y′ ∈ Y such that y ≤Y y′. Since γ(y) ≤X γ(y), we obtain α(γ(y)) ≤Y y, so

α(γ(y)) ≤Y y′. Thus γ(y) ≤X γ(y′). ⊓⊔

Proposition 7. The abstraction map of a Galois connection between complete lat-
tices is a join-morphism.

This results is proven, e.g., in Prop. 3 in [4] (up to typos).

Proof. Let (X,≤X) −−−→←−−−α
γ

(Y,≤Y ) be a Galois connection between complete lattices.
Let S ⊆ X; we show α(supS) = sup(α(S)).

“≤Y :” Let s ∈ S. Then α(s) ≤Y sup { α(x) | x ∈ S } = sup(α(S)). By definition of a
Galois connection, s ≤X γ(sup(α(S))).
Thus, supS ≤X γ(sup(α(S))). By definition of a Galois connection, α(supS) ≤Y

sup(α(S)).
“≥Y :” By Prop. 6, α is isotone, so α(supS) is an upper bound for the set {α(x)|x∈S},

whence α(supS) ≥Y sup { α(x) | x ∈ S }.
⊓⊔

A map f : X → X on a poset (X,≤) is called
– extensive iff ∀x ∈ X : x ≤ ρ(x),
– reductive iff ∀x ∈ X : ρ(x) ≤ x,
– idempotent iff ρ ◦ ρ = ρ.

Proposition 8. Let (X,≤X) −−−→←−−−α
γ

(Y,≤Y ) be a Galois connection between posets.
Then γ ◦ α is extensive and α ◦ γ is reductive.
2 In the literature, there is also a different notion of so-called antitone Galois-connections (a

pair of maps (f, g) such that X −−−→←−−−
f

g
Y and ∀x∈X, y∈Y : y ≤Y f(x) ⇔ x ≤X g(y); then

both maps can be shown to be order-reversing). In this paper we consider only isotone
Galois-connections, in which both maps are order-preserving, and drop the prefix isotone
for brevity.
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This results is proven, e.g., in Prop. 2 in [4].

Proof. Since α(x) ≤Y α(x), the definition of a Galois connection implies x ≤X

γ(α(x)) (x∈X).
Since γ(y) ≤X γ(y), the definition of a Galois connection implies α(γ(y)) ≤Y y

(y∈Y ). ⊓⊔

An upper closure operator on a poset (X,≤) is a map ρ : X → X which is isotone,
extensive, and idempotent.

Proposition 9. Let (X,≤X) −−−→←−−−α
γ

(Y,≤Y ) be a Galois connection between posets.
Then γ ◦ α is an upper closure operator on (X,≤X).

This results is proven, e.g., in Prop. 1.8.1 in [16].

Proof. Let ρ = γ ◦ α. By Prop. 6, ρ is isotone. By Prop. 8, ρ is extensive. To show
idempotence, let x ∈ D. Extensivity implies ρ(x) ≤X ρ(ρ(x)). Now notice that ρ◦ρ(x)
= (γ ◦ α) ◦ (γ ◦ α)(x) = γ( α ◦ γ︸ ︷︷ ︸

reductive

(α(x))) ≤X γ(α(x)) = ρ(x). ⊓⊔

Proposition 10. Let (X,≤X) −−−→←−−−α
γ

(Y,≤Y ) be a Galois connection between com-
plete lattices, and let f : X → X be isotone. Then lfp(γ ◦ α ◦ f) = γ(lfp(α ◦ f ◦ γ)).

This result is proven in, e.g., Theorem 1.8.2 in [16]. The proof we present here is simpler.
Notice that the functions γ ◦ α ◦ f and α ◦ f ◦ γ are isotone and that the fixpoints
exist by Theorem 4.

Proof. “≤X ”: Since

(γ ◦ α ◦ f)(γ(lfp(α ◦ f ◦ γ))) = γ((α ◦ f ◦ γ)(lfp(α ◦ f ◦ γ))) =
[definition of a fixpoint] γ(lfp(α ◦ f ◦ γ)),

γ(lfp(α ◦ f ◦ γ)) is a fixpoint of γ ◦ α ◦ f ; thus γ(lfp(α ◦ f ◦ γ)) is greater than or
equal to the least fixpoint of γ ◦ α ◦ f .

“≥X ”: Notice that (α◦f ◦γ)
(
(α◦f)(lfp(γ ◦α◦f))

)
= (α◦f)

(
(γ ◦α◦f)(lfp(γ ◦α◦f))

)
= [definition of a fixpoint] (α ◦ f)(lfp(γ ◦α ◦ f)). Thus, (α ◦ f)(lfp(γ ◦α ◦ f)) ≥Y

lfp(α◦f ◦γ). Then lfp(γ◦α◦f) = (γ◦α◦f)(lfp(γ◦α◦f)) = γ((α◦f)(lfp(γ◦α◦f)))
= [since concretizations are isotone by Prop. 6] ≥X γ(lfp(α ◦ f ◦ γ)).

⊓⊔

C Inference rules
In this section we give precise meaning to a set of inference rules. The results are folk-
lore, but here we state them in exactly the form which we will need later. Compared
to § 1.2 in [16], we remove a part of finiteness assumptions here.

Sometimes sets are defined inductively by means of inference rules like

a ∈ X0 b ∈ X1

b ∈ X0 c ∈ X2

c ∈ X2 d ∈ X2

c ∈ X1

. . . (3)
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where X0, X1, X2 are set variables and a, b, c, d are constants. A rule scheme might
be given which represents a collection of many (perhaps infinitely many) rules:

x ∈ X y ∈ Y

xy ∈ Z
.

This rule scheme says that Z should contain the products of elements of X and Y .
Intuitively speaking, when each rule is interpreted as a constraint, the rules define

the least set or set tuple that satisfies all the constraints. Now we formalize this
notion.

Let us assume that for some index set I we already have fixed sets Di (i ∈ I)
and we would like to define subsets Xi ⊆ Di (i ∈ I) by means of rules. A rule is a
triple ((Ai)i∈I , k, x) where Ai ⊆ Di (i ∈ I), k ∈ I, and x ∈ Dk. For example, the
two rules from (3) are formalized as triples (({a}, {b}, ∅), 0, b), (({a}, {b}, ∅), 2, c) and
((∅, ∅, {c, d}), 1, c) with I = {0, 1, 2}.

Consider the lattice L :=
∏

i∈I P(Di) equipped with the componentwise order ≲
:= {((Xi)i∈I , (X

′
i)i∈I) ∈ L2 | ∀ i ∈ I : Xi ⊆ X ′

i} and the least element ⊥ = (∅)i∈I .

Definition 11. A prefix point of a set of rules R is a tuple X = (Xi)i∈I such that
for any (A, i, x) ∈ R where A ≲ X we have x ∈ Xi.

A postfix point of a set of rules R is a tuple X = (Xi)i∈I such that for any i ∈ I
and any x ∈ Xi there is some A ≲ X such that (A, i, x) ∈ R.

A fixpoint of R is a pre- and postfix point of R.
The derivation operator of R is

DR : L → L
X 7→

(
{ x ∈ Di | ∃A ≲ X : (A, i, x) ∈ R }

)
i∈I

.

Proposition 12. The prefix points (resp. postfix points, fixpoints) of a set of rules
are exactly the prefix points (resp. postfix points, fixpoints) of its derivation operator.

Proof. Follows from the definitions. ⊓⊔

The derivation operator of a set of rules is isotone; thus Theorem 4 implies the
existence of the least fixpoint. The usual interpretation of a set of rules R is that
they define the least fixpoint of DR.

Theorem 13. If each rule has only finitely many premises, ω iterations suffice to
get the least fixpoint. Formally:∀ ((Ai)i∈I , i, x) ∈ R ∃ J ⊆ I : J and

⋃
j∈J

Aj are finite ∧
⋃

i∈I\J

Ai = ∅


⇒ lfpR = sup { Dn

R(⊥) | n ∈ ω } .

We use the letter ω, denoting the least infinite ordinal, instead of N0 to emphasize the
fact that we do not need more iterations, which would be the case without the finiteness
assumption.
The result itself is folklore. For finite I, this result was proven, e.g., in Theorem 1.2.3 in [16].
Proof idea. From high-level view, DR is Scott-continuous (i.e. preserves suprema of
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directed subsets), thus Kleene’s fixpoint theorem can be applied. We give a direct
proof here.
Proof. To show that sup { Dn

R(⊥) | n ∈ ω } is a prefix point, take any rule (A, k, x) of
R where A ≲ sup { Dn

R(⊥) | n ∈ ω }. We write (Ai)i∈I = A. There is some J⊆I such
that J and

⋃
j∈J Aj are finite and

⋃
i∈I\J Ai = ∅. Since for each i∈I the set Ai is finite,

the elements of Ai are in the union of finitely many iterates: ∀ i∈I ∃m(i) ∈ ω : Ai ⊆
(sup { Dn

R(⊥) | n ≤ m(i) })i. Thus we may assume that ∀ i ∈ I \ J : m(i) = 0. Since
J is finite, with the convention that max ∅ = 0 we obtain that max{m(i) | i ∈ J} =
max{m(i) | i ∈ I} are both finite. Thus A ≲ sup { Dn

R(⊥) | n ≤ max{m(i) | i ∈ J} }.
The derivation operator is isotone, so are its finite powers. Thus ⊥ ≲ DR(⊥) implies
Dn

R(⊥) ≲ Dn+1
R (⊥) for all n∈ω. Especially sup{Dn

R(⊥) | n ≤ max{m(i)|i∈I}} ≲
Dmax{m(i)|i∈I}

R (⊥). So x ∈
(
Dmax{m(i)|i∈I}+1

R (⊥)
)
k
.

To show that this prefix point is the least one, it suffices to show that it is less than
or equal to any prefix point. So let C = (Ci)i∈I be any prefix point of R. We show
by induction on n that ∀n∈ω : Dn

R(⊥) ≲ C.
For n = 0 we have D0

R(⊥) = ⊥ ≲ C.
Assume that the statement is proven for some n ∈ ω, i.e. Dn

R(⊥) ≲ C. Take any
i ∈ I; it suffices to show that {x ∈ Di | ∃A ≲ Dn

R(⊥) : (A, i, x) ∈ R} ⊆ Ci. So let
x ∈ Di such that there is some A ≲ Dn

R(⊥) with (A, i, x) ∈ R. Then A ≲ C. Since C
is closed under the rule (A, i, x), we have x ∈ Ci.

So sup { Dn
R(⊥) | n ∈ ω } is the least prefix point of the derivation operator. By

Tarski’s fixpoint theorem 4 it is also the least fixpoint. ⊓⊔
Thus each element of each set Xi of the least fixpoint has a finite derivation tree

(i ∈ I).

D Multithreaded Programs: Example
In this section we compute the strongest inductive invariant of the running example.

Example 14 (Set of reachable states). Consider the program defined in § 3 on page
4. We compute now the set of reachable states.

We claim that

lfp(λS∈D. init ∪ post(S))

=

{0} ×


{(Ay,Ay), (Dy,Dy) | y ∈ {B,C}∗}
∪ {(Dy, z) | y, z ∈ {B,C}+ ∧ z is a suffix of y}
∪ {(y,Dz) | y, z ∈ {B,C}+ ∧ y is a suffix of z}
∪ {(y, z) | y, z ∈ {B,C}+ ∧ (y is a suffix of z ∨ z is a suffix of y)}


∪ {1} × {(ABy,Ay) | y ∈ {B,C}∗}
∪ {2} × {(ACy,Ay) | y ∈ {B,C}∗}

∪ {3} ×
(
{(Dy,Ay) | y ∈ {B,C}∗}
∪ {(y,Az) | y, z ∈ {B,C}+ ∧ y is a suffix of z}

)
.

We prove the equality by considering the left and right inclusions separately. We
write LHS (left-hand side) for the “lfp . . .” term before the equality sign and RHS
(right-hand side) for the union of the products of the set terms after the equality
sign.
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“⊆”: By Theorem 4, it suffices to prove that RHS is a prefix point of λS∈D. init ∪

post(S), i.e., that init ∪ post(RHS)
!
⊆ RHS. Notice that init = {(0, (A,A))} ⊆

{0} × {(Ax,Ax) | x ∈ {B,C}∗} ⊆ RHS. Now consider an arbitrary (g′, (r′, v′))
∈ post(RHS). Then there is some (g, (r, v)) ∈ RHS such that ((g, r)⇝0 (g′, r′) ∧
v=v′) ∨ ((g, v)⇝1 (g′, v′) ∧ r=r′).
Case (g, r)⇝0 (g′, r′) ∧ v = v′.

Case there is u ∈ Frame∗ such that g=0 ∧ r = Au ∧ g′=1 ∧ r′ = ABu.
From (g, (r, v)) ∈ RHS we obtain v = Au and u ∈ {B,C}∗. Thus,
(g′, (r′, v′)) = (1, (ABu,Au)) ∈ RHS.

Case there is u ∈ Frame∗ such that g=0 ∧ r = Au ∧ g′=2 ∧ r′ = ACu.
From (g, (r, v)) ∈ RHS we obtain v = Au and u ∈ {B,C}∗. Thus,
(g′, (r′, v′)) = (2, (ACu,Au)) ∈ RHS.

Case there is u ∈ Frame∗ such that g=0 ∧ r = Au ∧ g′=3 ∧ r′ = Du.
From (g, (r, v)) ∈ RHS we obtain v = Au and u ∈ {B,C}∗. Thus,
(g′, (r′, v′)) = (3, (Du,Au)) ∈ RHS.

Case there are y ∈ {B,C,D}, z ∈ Frame, u ∈ Frame∗ such that r = yzu ∧
g′=g ∧ r′ = zu. By (g, (r, v)) ∈ RHS we have one of the following six
cases.
Case g=0 ∧ r=v=Dr′ ∧ r′∈{B,C}∗. Then (g′, (r′,v′)) = (0, (r′,Dr′)) ∈

[since r′ = zu ∈ {B,C}+ and r′ is a suffix of itself] RHS.
Case g=0 ∧ y=D ∧ zu, v ∈ {B,C}+ ∧ v is a suffix of zu.

Then (g′, (r′, v′)) = (0, (zu, v)) ∈ RHS.
Case there is some w such that g=0 ∧ v = Dw ∧ r, w ∈ {B,C}+ ∧ r is

a suffix of w. Then (g′, (r′, v′)) = (0, (zu,Dw)) ∈ [since zu is also a
suffix of w] RHS.

Case g = 0 ∧ r, v ∈ {B,C}+ ∧ (r is a suffix of v ∨ v is a suffix of r).
If r is a suffix of v, then zu is also a suffix of v. If r is not a suffix
of v, then they are unequal, and, in particular, v must be a strict
suffix of r = yzu, so v must be a suffix of zu. In any case we have
(g′, (r′, v′)) = (0, (zu, v)) ∈ RHS.

Case g = 3 ∧ y = D ∧ zu ∈ {B,C}∗ ∧ v = Azu. Then (g′, (r′, v′)) =
(3, (zu,Azu)) ∈ [since zu ̸= ε and zu is a suffix of itself] RHS.

Case there is some w such that g=3 ∧ v = Aw ∧ r, w ∈ {B,C}+ ∧ r is a
suffix of w. Then (g′, (r′, v′)) = (3, (zu,Aw)) ∈ [since zu ̸= ε and zu
is a suffix of w] RHS.

Case (g, v)⇝1 (g′, v′) ∧ r = r′.
Case there is u ∈ Frame∗ such that g=1 ∧ v = Au ∧ g′=0 ∧ v′ = ABu.

From (g, (r, v)) ∈ RHS we obtain u ∈ {B,C}∗ and r = ABu. Then
(g′, (r′, v′)) = (0, (ABu,ABu)) ∈ [since Bu ∈ {B,C}∗] RHS.

Case there is u ∈ Frame∗ such that g=2 ∧ v = Au ∧ g′=0 ∧ v′ = ACu.
From (g, (r, v)) ∈ RHS we obtain u ∈ {B,C}∗ and r = ACu. Then
(g′, (r′, v′)) = (0, (ACu,ACu)) ∈ [since Cu ∈ {B,C}∗] RHS.

Case there is u ∈ Frame∗ such that g=3 ∧ v = Au ∧ g′=0 ∧ v′ = Du.
By (g, (r, v)) ∈ RHS one of the following two cases holds.
Case r = Du ∧ u ∈ {B,C}∗. Then (g′, (r′, v′)) = (0, (Du,Du)) ∈ RHS.
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Case r, u ∈ {B,C}+ ∧ r is a suffix of u. Then (g′, (r′, v′)) = (0, (r,Du))
∈ RHS.

Case there are y ∈ {B,C,D}, z∈Frame, u ∈ Frame∗ such that g=g′ ∧ v = yzu
∧ v′ = zu.
By (g, (r, v)) ∈ RHS we have g = 0 and one of the following four cases
holds.
Case y=D ∧ r=Dzu ∧ zu ∈ {B,C}∗. Then (g′, (r′,v′)) = (0, (Dv′, v′)) ∈

[since v′ = zu ∈ {B,C}+ and v′ is a suffix of itself] RHS.
Case there is some w such that w, v ∈ {B,C}+ ∧ r = Dw ∧ v is a suffix

of w. Then (g′, (r′, v′)) = (0, (Dw, zu)) ∈ [since zu ∈ {B,C}+ and zu
is a suffix of w] RHS.

Case r, zu ∈ {B,C}+ ∧ y=D ∧ r is a suffix of zu. Then (g′, (r′, v′)) =
(0, (r, zu)) ∈ RHS.

Case r, v ∈ {B,C}+ ∧ (r is a suffix of v ∨ v is a suffix of r). If v is a suffix
of r, then zu (which is a suffix of v) is also a suffix of r. Otherwise
v ̸= r and r is a strict suffix of yzu; then r is a suffix of zu. Since
r′ = r and v′ = zu, we obtain that r′, v′ ∈ {B,C}+ and (v′ is a suffix
of r′ ∨ r′ is a suffix of v′). Thus, (g′, (r′, v′)) = (0, (r′, v′)) ∈ RHS.

“⊇”: We show that how to obtain all parts of RHS in the order given below.
(i) {0} × {(Ay,Ay) | y ∈ {B,C}∗}: We prove by induction on the length of y

that for all y ∈ {B,C}∗ we have (0, (Ay,Ay)) ∈ LHS.
So let y ∈ {B,C}∗ be arbitrary, and we assume ∀ ȳ ∈ {B,C}∗ : |ȳ| < |y| ⇒
(0, (Aȳ,Aȳ)) ∈ LHS.
Case y = ε. Then (0, (Ay,Ay)) = (0, (A,A)) ∈ init ⊆ LHS.
Case y = Bȳ for some ȳ. Then |ȳ| < |y|. The induction hypothesis implies

(0, (Aȳ,Aȳ)) ∈ LHS. Due to the push transition ((0,A), (1,A,B)) ∈ ⊔� 0,
we obtain (0,Aȳ) ⇝0 (1,ABȳ), and so (1, (ABȳ,Aȳ)) ∈ post(LHS) ⊆
LHS. Due to the push transition ((1,A), (0,A,B)) ∈ ⊔� 1, we obtain
(1,Aȳ) ⇝1 (0,ABȳ), and so (0, (ABȳ,ABȳ)) ∈ post(LHS) ⊆ LHS.
Thus, (0, (Ay,Ay)) ∈ LHS.

Case y = Cȳ for some ȳ. Then |ȳ|< |y|. The induction hypothesis implies
(0, (Aȳ,Aȳ)) ∈ LHS. Due to the push transition ((0,A), (2,A,C)) ∈ ⊔� 0,
we obtain (0,Aȳ) ⇝0 (2,ACȳ), and so (2, (ACȳ,Aȳ)) ∈ post(LHS) ⊆
LHS. Due to the push transition ((2,A), (0,A,C)) ∈ ⊔� 1, we obtain
(2,Aȳ) ⇝1 (0,ACȳ), and so (0, (ACȳ,ACȳ)) ∈ post(LHS) ⊆ LHS.
Therefore, (0, (Ay,Ay)) ∈ LHS.

(ii) {1} × {(ABy,Ay) | y ∈ {B,C}∗} ∪ {2} × {(ACy,Ay) | y ∈ {B,C}∗}:
Obtained from (i) by executing one more transition ((0,A), (1,A,B)) or
((0,A), (2,A,C)) of the left thread.

(iii) {3}× {(Dy,Ay) | y ∈ {B,C}∗}: Obtained from (i) by executing the thread
transition ((0,A), (3,D)) of the left thread.

(iv) {0}×{(Dy,Dy) | y ∈ {B,C}∗}: Obtained from (iii) by executing the thread
transition ((3,A), (0,D)) of the right thread.

(v) {3} × {(y,Az) | y, z ∈ {B,C}+ ∧ y is a suffix of z}: Obtained from (iii)
by executing the thread transition of the form ((3,D, c), (3, c)) of the left
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thread for a suitable c ∈ {B,C}, followed by zero or more thread transitions
of the form ((3, b, c), (3, c)) of the left thread for suitable b, c ∈ {B,C}.

(vi) {0} × {(Dy, z) | y, z ∈ {B,C}+ ∧ z is a suffix of y}: Obtained from (iv) by
executing thread transitions of the form ((0,D, c), (0, c)) of the right thread
for a suitable c ∈ {B,C}, followed by zero or more thread transitions of the
form ((0, b, c), (0, c)) of the right thread for suitable b, c ∈ {B,C}.

(vii) {0} × {(y,Dz) | y, z ∈ {B,C}+ ∧ y is a suffix of z}: Obtained from (iv)
by executing the thread transition of the form ((0,D, c), (0, c)) of the left
thread for a suitable c ∈ {B,C}, followed by zero or more thread transitions
of the form ((0, b, c), (0, c)) of the left thread for suitable b, c ∈ {B,C}.

(viii) {0} × {(y, z) | y, z ∈ {B,C}+ ∧ (y is a suffix of z ∨ z is a suffix of y)}:
Consider a state (0, (y, z)) such that y, z ∈ {B,C}+ ∧ (y is a suffix of z ∨
z is a suffix of y). If y is a suffix of z, this state is obtained from (vii) by
executing the transition ((0,D, z0), (0, z0)) of the right thread. Otherwise z
is a strict suffix of y, and the state is obtained from (vi) by executing the
transition ((0,D, y0), (0, y0)) of the left thread.

The claim is shown.
Let us now view the strongest inductive invariant as the set of words

L := {0Ay†Ay, 0Dy†Dy | y ∈ {B,C}∗}
∪ { 0Dy†z | y, z ∈ {B,C}+ ∧ z is a suffix of y}
∪ { 0y†Dz | y, z ∈ {B,C}+ ∧ y is a suffix of z}
∪ { 0y†z | y, z ∈ {B,C}+ ∧ (y is a suffix of z ∨ z is a suffix of y)}
∪ { 1ABy†Ay | y ∈ {B,C}∗}
∪ { 2ACy†Ay | y ∈ {B,C}∗}
∪ { 3Dy†Ay | y ∈ {B,C}∗}
∪ { 3y†Az | y, z ∈ {B,C}+ ∧ y is a suffix of z},

where † /∈ Frame is a fresh literal separating the local parts of the two threads. We
show that L is not context-free.

For that, we use the pumping lemma for context-free languages in the version
of [26], Theorem 2.34, and adapt the proof from [26], Example 2.38. Assume for
the purpose of contradiction that L is context-free. Let p be the pumping length and
s = 0ABpCp†ABpCp. Since s ∈ L, there are words u, v, x, y, z ∈ (Glob∪Frame∪{†})∗
such that s = uvxyz,

(I) for each i ∈ N0 we have uvixyiz ∈ L,
(II) |vy| > 0, and

(III) |vxy| ≤ p.
By (I), uv5xy5z ∈ L. Since each word of L has at most four occurrences of symbols
from Glob ∪ {A,D, †}, (II) implies vy ∈ {B,C}+. Thus, 0, † must occur once and A
twice in uxz. By the definition of L,

∀ i ∈ N0 ∃w ∈ {B,C}∗ : uvixyiz = 0Aw†Aw . (4)

If † would lie in u, then uv2xy2z would have strictly more symbols from {B,C} to
the right of † than to its left, contradicting (4). If † would lie in z, then uv2xy2z
would have strictly more symbols from {B,C} to the left of † than to its right, also
contradicting (4). So † lies in x. By the choice of s and (III), there are some i, j ∈ N0

such that v = Ci, y = Bj , and i+j < p. Then uxz = 0ABpCp−i†ABp−jCp. By
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(II), i+j > 0, so BpCp−i ̸= Bp−jCp. Thus, uxz is not in the form required by (4).
Contradiction! Thus, our original assumption was wrong, and L is not context-free.

⊓⊔

E Multithreaded-Cartesian Abstract Interpretation for
General Multithreaded Programs

Within this section we forget for a moment that ⇝t (t ∈ n) and Loc are not given
but constructed. We consider arbitrary multithreaded programs, which are given by
some set of shared states Glob, some set of local states Loc, and n transition relations
⇝t ⊆ (Glob × Loc)2 for t ∈ n. The set of program states, the concrete domain, the
successor map, and the multithreaded-Cartesian approximation are defined in terms
of these sets as before.

The abstract domain of the multithreaded-Cartesian analysis is

D# = (P(Glob× Loc))n ,

an abstract element being an n-tuple of sets of thread states.
The multithreaded-Cartesian abstraction is the map

αmc : D → D# , S 7→ ({(g, lt) | (g, l) ∈ S})t∈n ,

which takes a set of program states S and returns the tuple in which the tth com-
ponent contains the projections of S to the shared part and to the part of thread t
(t∈n).

The multithreaded-Cartesian concretization is the map

γmc : D
# → D , (St)t∈n 7→ {(g, l) ∈ State | ∀ t ∈ n : (g, lt) ∈ St} ,

which takes a tuple (St)t∈n of sets of thread states and returns the set of all program
states that can be built, loosely speaking, by combining thread states from the sets
St (t ∈ n) that have the same shared part.

Proposition 15. ρmc = γmc ◦ αmc.

Proof. Let S ∈ D. Then ρmc(S) = {(g, l) ∈ State | ∀ t∈n ∃ l̂∈Locn : (g, l̂) ∈ S ∧ lt =

l̂t} = {(g, l) ∈ State | ∀ t∈n : (g, lt) ∈ (αmc(S))t} = γmc(αmc(S)). ⊓⊔

We equip D# with the componentwise partial order ⊑, defined as usual:

S ⊑ T
def⇐⇒ ∀ t ∈ n : St ⊆ Tt (S, T ∈ D#) .

Proposition 16. The pair of maps (αmc, γmc) is a Galois connection.

This result was proven for finite n in Proposition and Definition 1.5.1 in [16].

Proof. Let us show that for all S ∈ D,T ∈ D# we have

αmc(S) ⊑ T iff S ⊆ γmc(T ) .

“⇒”: Let (g, l) ∈ S. Let T ′ = αmc(S). Then, for each i<n, the definition of αmc

implies (g, li) ∈ T ′
i ⊆ Ti. So (g, l) ∈ γmc(T ) by definition of γmc.

“⇐”: Let T ′ = αmc(S). Fix some i<n, and let (g, li) ∈ T ′
i . By definition of αmc
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for each j ∈ n\{i} there is an lj so that the tuple containing all these elements
(g, (lk)k<n) is in S. But S ⊆ γmc(T ), so (g, (lk)k<n) ∈ γmc(T ). By definition of γmc

we have (g, li) ∈ Ti. So T ′
i ⊆ Ti. Since i was arbitrarily chosen, we have T ′ ⊑ T by

definition of ⊑. ⊓⊔

Corollary 17. Multithreaded-Cartesian approximation is an upper closure operator.
Formally: ρmc is an upper closure operator on (D,⊆).

Proof. By Prop. 15, ρmc = γmc◦αmc. By Prop. 16, (D,⊆) −−−−→←−−−−
αmc

γmc

(D#,⊑) is a Galois
connection. By Prop. 9, γmc ◦ αmc is an upper closure operator. ⊓⊔

Example 18 (Computation of multithreaded-Cartesian semantics). Consider the pro-
gram from page 4. We are going to show that

lfp(λS ∈ D. ρmc(init ∪ post(S)))

=
{0} × ({Ax,Dx | x∈{B,C}∗} ∪ {B,C}+)
∪ {1} × {ABx | x ∈ {B,C}∗}
∪ {2} × {ACx | x ∈ {B,C}∗}
∪ {3} × ({Dx | x ∈ {B,C}∗} ∪ {B,C}+)

× ({Ax,Dx | x∈{B,C}∗} ∪ {B,C}+) .

(Notice that we sloppily identify Glob×Loc×Loc with Glob×Loc2.) We prove the
equality by considering the left and right inclusions separately. We write LHS (left-
hand side) for the “lfp . . .” term before the equality sign and RHS (right-hand side)
for the combination of the set terms after the equality sign.

“LHS
!
⊆ RHS”: By Theorem 4, it suffices to show that RHS is a prefix point of λS ∈

D. ρmc(init ∪ post(S)), i.e., that ρmc(init ∪ post(RHS))
!
⊆ RHS. We compute:

ρmc(init ∪ post(RHS))

=

ρmc



{0} × {(A,A)}

∪


{1} × {ABx | x ∈ {B,C}∗}
∪ {2} × {ACx | x ∈ {B,C}∗}
∪ {3} × {Dx | x ∈ {B,C}∗}
∪ {0, 3} × {B,C}+

× ({Ax,Dx|x∈{B,C}∗} ∪ {B,C}+
)

∪ {0} × ({Ax,Dx | x∈{B,C}∗} ∪ {B,C}+)× {B,C}+
∪ {0} × {ABx | x ∈ {B,C}∗} × {ABx | x ∈ {B,C}∗}
∪ {1} × {ABx | x ∈ {B,C}∗} × {B,C}+
∪ {0} × {ACx | x ∈ {B,C}∗} × {ACx | x ∈ {B,C}∗}
∪ {2} × {ACx | x ∈ {B,C}∗} × {B,C}+
∪ {0} × ({Dx | x ∈ {B,C}∗} ∪ {B,C}+)× {Dx | x ∈ {B,C}∗}
∪ {3} × ({Dx | x ∈ {B,C}∗} ∪ {B,C}+)× {B,C}+


= RHS .

“LHS
!
⊇ RHS”: Notice that λS∈D. init ∪ post(S) is pointwise less than or equal to

λS ∈ D. ρmc(init ∪ post(S)). By Prop. 5, lfp(λS∈D. init ∪ post(S)) ⊆ LHS. By
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Example 14,

{0} ×


{(Ay,Ay), (Dy,Dy) | y ∈ {B,C}∗}
∪ {(Dy, z) | y, z ∈ {B,C}+ ∧ z is a suffix of y}
∪ {(y,Dz) | y, z ∈ {B,C}+ ∧ y is a suffix of z}
∪ {(y,z) | y,z ∈ {B,C}+ ∧ (y is a suffix of z ∨ z is a suffix of y)}


∪ {1} × {(ABy,Ay) | y ∈ {B,C}∗}
∪ {2} × {(ACy,Ay) | y ∈ {B,C}∗}

∪ {3} ×
(
{(Dy,Ay) | y ∈ {B,C}∗}
∪ {(y,Az) | y, z ∈ {B,C}+ ∧ y is a suffix of z}

)
⊆ LHS.

Since upper closures are isotone, applying ρmc to both sides of the above equation
results in

{0} × ({Ay,Dy | y ∈ {B,C}∗} ∪ {B,C}+)2

∪ {1} × {ABy | y ∈ {B,C}∗} × {Ay | y ∈ {B,C}∗}
∪ {2} × {ACy | y ∈ {B,C}∗} × {Ay | y ∈ {B,C}∗}
∪ {3} × ({Dy | y ∈ {B,C}∗} ∪ {B,C}+) × {Ay | y ∈ {B,C}∗}

⊆ ρmc(LHS) = LHS.

Since post is isotone, we obtain

init ∪ post


{0} × ({Ay,Dy | y ∈ {B,C}∗} ∪ {B,C}+)2

∪ {1} × {ABy | y ∈ {B,C}∗} × {Ay | y ∈ {B,C}∗}
∪ {2} × {ACy | y ∈ {B,C}∗} × {Ay | y ∈ {B,C}∗}
∪ {3} × ({Dy | y∈{B,C}∗} ∪ {B,C}+)× {Ay | y∈{B,C}∗}


⊆ init ∪ post(LHS) ⊆ LHS ,

whence
{0} × {(A,A)}
∪ {1} × {ABy | y ∈ {B,C}∗} × ({Ay,Dy | y ∈ {B,C}∗} ∪ {B,C}+)
∪ {2} × {ACy | y ∈ {B,C}∗} × ({Ay,Dy | y ∈ {B,C}∗} ∪ {B,C}+)
∪ {3} × {Dy | y ∈ {B,C}∗} × ({Ay,Dy | y ∈ {B,C}∗} ∪ {B,C}+)
∪ {0} × {B,C}+ × ({Ay,Dy | y ∈ {B,C}∗} ∪ {B,C}+)
∪ {0} × ({Ay,Dy | y ∈ {B,C}∗} ∪ {B,C}+)× {B,C}+
∪ {0} × {ABy | y ∈ {B,C}∗} × {ABy | y ∈ {B,C}∗}
∪ {0} × {ACy | y ∈ {B,C}∗} × {ACy | y ∈ {B,C}∗}
∪ {3} × {B,C}+ × {Ay | y∈{B,C}∗}
∪ {0} × ({Dy | y∈{B,C}∗} ∪ {B,C}+)× {Dy | y∈{B,C}∗}

⊆ LHS.

Applying isotone ρmc to both sides, we obtain
{0} × ({Ay,Dy | y∈{B,C}∗} ∪ {B,C}+)× ({Ay,Dy | y∈{B,C}∗} ∪ {B,C}+)
∪ {1} × {ABy | y ∈ {B,C}∗} × ({Ay,Dy | y ∈ {B,C}∗} ∪ {B,C}+)
∪ {2} × {ACy | y ∈ {B,C}∗} × ({Ay,Dy | y ∈ {B,C}∗} ∪ {B,C}+)
∪ {3} × ({Dy | y ∈ {B,C}∗} ∪ {B,C}+)× ({Ay,Dy | y ∈ {B,C}∗} ∪ {B,C}+)

⊆ ρmc(LHS) = LHS ,

i.e. RHS ⊆ LHS.
⊓⊔
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F Thread-Modular Reasoning and Inference System FQ
In this section we show that the inference system FQ for general multithreaded
programs implements multithreaded-Cartesian abstract interpretation.

We are going to analyze a simpler system FQ’ of inference rules, which doesn’t
collect changes of the shared state:

(FQ’ INIT )
(g, l) ∈ init

(g, lt) ∈ Rt

t∈n (FQ’ STEP )
(g, w) ∈ Rt (g, w)⇝t (g

′, w′)

(g′, w′) ∈ Rt

t∈n

(FQ’ ENV )
(g, w) ∈ Rt (g, w̄) ∈ Rs (g, w̄)⇝s (g

′, w̄′)

(g′, w) ∈ Rt

s̸=t are in n

We write R = (Rt)t∈n for the set family defined by FQ’, and we write
(
R̃, G̃

)
=(

(R̃t)t∈n, (G̃t)t∈n

)
for the set family defined by FQ.

We denote by ⊔ the supremum on the complete lattice D# (i.e., the componentwise
union).

Proposition 19. The least fixpoints of FQ and FQ’ define the same sets of thread
states. Formally: R = R̃.

This result was proven for finite n in Prop. 1.7.1 in [16].
Proof idea. Syntactic transformation between the proof trees: (FQ’ ENV ) ≈ (fq env)
+(fq step).
Proof. Let DFQ and DFQ’ be the derivation operators of FQ and FQ’, respectively. For
each j∈ω let(

(R̃j
t )t<n, (G̃

j
t )t<n

)
:= Dj

FQ

(
(∅)t<n, (∅)t<n

)
and (Rj

t )t<n := Dj
FQ’

(
(∅)t<n

)
(where j is an upper index on the left-hand side and an exponent on the right-hand
side of the assignments). By Theorem 13, (R̃, G̃) = sup

{(
(R̃j

t )t<n, (G̃
j
t )t<n

) ∣∣ j ∈ω}
and R =

⊔
j∈ω(R

j
t )t<n. It suffices to show that for all j∈ω we have ∀ t∈n : R̃j

t ⊆Rt

∧ Rj
t ⊆ R̃t. We prove this claim by induction on j.

So let j∈ω be arbitrary. Let t∈n.

“R̃j
t

!
⊆ Rt”: Let (g, w) ∈ R̃j

t . There is a rule of FQ that generated it.
fq init. Then there is some l such that (g, l) ∈ init and lt =w. Apply FQ’ INIT.
fq step. Then j>1 and there is some (ḡ, w̄) ∈ R̃j−1

t such that (ḡ, w̄)⇝t (g, w).
By induction hypothesis, (ḡ, w̄) ∈ Rt. By FQ’ STEP, (g, w) ∈ Rt.

fq env. Then j>1 and there is some t̂ ∈ n\{t} and ḡ∈Glob such that (ḡ, g) ∈
G̃j−1

t̂
and (ḡ, w) ∈ R̃j−1

t . Since fq step is the only rule that can introduce
(ḡ, g) ∈ G̃j−1

t̂
, we must have j>2, and there are some w̄, w̄′ such that (ḡ, w̄) ∈

R̃j−2

t̂
and (ḡ, w̄)⇝t̂ (g, w̄

′). By induction assumption, (ḡ, w̄) ∈ Rt̂ and (ḡ, w)
∈ Rt. By FQ’ STEP, (g, w) ∈ Rt.

“Rj
t

!
⊆ R̃t”: Let (g, w) ∈ Rj

t . There is a rule of FQ’ that generated it.
FQ’ INIT. Then there is some l such that (g, l) ∈ init and lt =w. Apply fq init.
FQ’ STEP. Then j>1 and there is some (ḡ, w̄) ∈ Rj−1

t such that (ḡ, w̄)⇝t (g, w).
By induction hypothesis, (ḡ, w̄) ∈ R̃t. By fq step, (g, w) ∈ R̃t.

26



FQ’ ENV. Then j > 1 and there are some s ∈ n \ {t}, ḡ ∈ Glob, w̄, w̄′ ∈ Loc
such that (ḡ, w) ∈ Rj−1

t , (ḡ, w̄) ∈ Rj−1
s , and (ḡ, w̄) ⇝s (g, w̄′). By induction

hypothesis, (ḡ, w) ∈ R̃t and (ḡ, w̄) ∈ R̃s. By fq step, (ḡ, g) ∈ G̃s. By fq env,
(g, w) ∈ R̃t.

⊓⊔

Proposition 20. The inference system FQ’ is equivalent to multithreaded Cartesian
abstract interpretation. Formally, both sides of the following equation are well defined,
and equality holds:

lfp(FQ’) = lfp(λ y. αmc(init ∪ post ◦ γmc(y))) .

For finite n this proposition was proven as a part of Theorem 1.7.2 in [16].
Proof idea. We have to show that two maps have the same least fixpoints. It suffices
to show that the least fixpoint of one map is a prefix point of the other map and vice
versa.
Proof. The left-hand side of the equation is well defined by definition. To show that
the right-hand side is well defined, notice that by Prop. 16, (αmc, γmc) is a Galois
connection, and by Prop. 6, the abstraction and concretization maps are isotone.
Since post is also isotone, the map λy. αmc(init ∪ post ◦ γmc(y)) is isotone, hence its
fixpoint exists by Tarski’s fixpoint theorem 4.

Using Prop. 7, the function on the right-hand side can be written as F = λy.
αmc(init) ⊔ αmc ◦ post ◦ γmc(y). Let X := lfpF . Recall that R = lfp(FQ’). We prove
R=X by considering the left and right componentwise inclusions separately.

“R
!
⊑X”: Since R is the least prefix point of the derivation operator of FQ’, it suffices
to show that X is a prefix point of the derivation operator of FQ’, i.e., that
DFQ’(X) ⊑ X. So let t∈n and (g, l) ∈ (DFQ’(X))t. Then there is a rule (A, t, (g, l))
of FQ’ such that A ⊑ X. Let us look at the rule type.
FQ’ INIT : Then there is some l such that lt = l and (g, l) ∈ init. Then (g, l) =

(g, lt) ∈ (αmc(init))t. Since X is a fixpoint, it is especially a prefix point, i.e.
F (X) ⊑ X. Thus αmc(init) ⊑ X and so (αmc(init))t ⊆ Xt, whence (g, l) ∈
Xt.

FQ’ STEP : Then there is some (ḡ, l̄) ∈ Xt such that (ḡ, l̄)⇝t (g, l). Notice that X
= F (X) and thus Xk = {(g̃, lk) | (g̃, l) ∈ init ∪ post ◦ γmc(X)} for all k ∈n.
Thus, there is some l such that (ḡ, l) ∈ init∪ post ◦ γmc(X) and lt = l̄. Then
for all k ∈ n we have (ḡ, lk) ∈ Xk. Then (ḡ, l) ∈ γmc(X). Then (g, l[t 7→l]) ∈
post ◦ γmc(X) ⊆ init ∪ post ◦ γmc(X). Then (g, l) ∈ Xt.

FQ’ ENV : Then there are some s ∈ n\{t}, ḡ ∈Glob, l̃, l̃′ ∈ Loc such that (ḡ, l)
∈ Xt, (ḡ, l̃) ∈ Xs and (ḡ, l̃) ⇝s (g, l̃′). Notice that X = F (X) and thus Xk

= {(ĝ, lk) | (ĝ, l) ∈ init ∪ post ◦ γmc(X)} for all k ∈ n. So there are tuples
l̄, l̃ ∈ Locn such that for all k ∈ n we have (ḡ, l̄k), (ḡ, l̃k) ∈ Xk, and l̄t = l,
and l̃s = l̃. Then (ḡ, l̄[s7→l̃]) ∈ γmc(X). Then (g, l̄[s7→l̃′]) ∈ post ◦ γmc(X) ⊆
init ∪ post ◦ γmc(X). Then (g, l) ∈ Xt.

“R
!
⊒X”: Since X is the least prefix point of F , it suffices to show that R is a prefix
point of F , i.e., that F (R) ⊑ R. So let t∈n and (g, l) ∈ (F (R))t. There are two
cases.
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Case (g, l) ∈ (αmc(init))t. By FQ’ INIT, (g, l) ∈ (DFQ’((∅)s<n))t. By Theorem 13,
(g, l) ∈ Rt.

Case (g, l) ∈ (αmc ◦ post ◦ γmc(R))t. Then there is some l such that (g, l) ∈ post◦
γmc(R) and lt = l. Thus there is some thread s∈n and a thread state (ḡ, l̄)
such that (ḡ, l̄) ⇝s (g, ls) and (ḡ, l[s7→l̄]) ∈ γmc(R). Thus for all k ∈ n\{s}
we have (ḡ, lk) ∈ Rk and (ḡ, l̄) ∈ Rs. There are two cases.
Case s= t. The following instance of the FQ’ STEP rule ensures that (g, l) ∈
Rt:

FQ’ STEP
(ḡ, l̄) ∈ Rt (ḡ, l̄)⇝t (g, l)

(g, l) ∈ Rt

Case s ̸= t. The following instance of the FQ’ ENV rule ensures that (g, l) ∈
Rt:

FQ’ ENV
(ḡ, l) ∈ Rt (ḡ, l̄) ∈ Rs (ḡ, l̄)⇝s (g, ls)

(g, l) ∈ Rt

⊓⊔

Corollary 21. The inference system FQ is equivalent to multithreaded Cartesian
abstract interpretation. Formally, the right-hand side of the following equation is
well defined, and equality holds:

(lfp(FQ))1 = lfp(λy. αmc(init ∪ post ◦ γmc(y))) .

Proof. Follows from Props. 19 and 20. ⊓⊔

G Multithreaded-Cartesian Abstract Interpretation for
Multithreaded Recursive Programs

This section is dedicated to computations and proofs of statements in the main body
of the paper regarding the TMR algorithm. All the claims are new.

Lemma 22. (R̃, G̃) ⪯ (R,G).

Proof. Let DFQ : (P(Glob×Loc))n×(P(Glob2))n → (P(Glob×Loc))n×(P(Glob2))n

be the derivation operator of FQ. (DFQ applies each rule exactly once to the argument;
its formal definition is in Sect. C.) We now show that DFQ(R,G) ⪯ (R,G).

Let (Ř, Ǧ) = DFQ(R,G). Let t ∈ n. We prove now componentwise inclusion:
“Řt ⊆ Rt”: Let (g, w) ∈ Řt. There is a rule that generated it.

fq init: Then there is some l such that (g, l) ∈ init and lt = w. By tmr init,
g

w−→
t

f. So (g, w) ∈ Rt.
fq step: Then there is some (ḡ, w̄) ∈ Rt such that (ḡ, w̄) ⇝t (g, w). According

to the definition of ⇝t, there are three cases:
Case there are a, b, c ∈ Frame, u ∈ Frame∗ such that w̄ = au ∧ w = bcu ∧

((ḡ, a), (g, b, c)) ∈ ⊔� t. From ḡ
w̄−→
t

∗ f we obtain some v such that ḡ
a−→
t

v
u−→
t

∗ f. By tmr push, g b−→
t
(g, b)

c−→
t
v, so g

bcu−−→
t

∗ f and (g, w) ∈ Rt.
Case there are a, b ∈ Frame, u ∈ Frame∗ such that w̄ = au ∧ w = bu ∧

((ḡ, a), (g, b)) ∈ ⊔-t. From ḡ
w̄−→
t

∗ f we obtain some v such that ḡ
a−→
t
v

u−→
t

∗

f. By tmr step, g b−→
t
v. So g

bu−→
t

∗ f and (g, w) ∈ Rt.
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Case there are a, b, c ∈ Frame, u ∈ Frame∗ such that ((ḡ, a, b), (g, c)) ∈ ⊔� t ∧
w̄=abu∧w= cu. From (ḡ, abu) ∈ Rt we obtain some v, v̄ such that ḡ a−→

t

v
b−→
t
v̄

u−→
t

∗ f. By tmr pop, g c−→
t
v̄. So g

cu−→
t

∗ f. So (g, w) ∈ Rt.
fq env: Then there is t̂ ̸= t and ḡ such that (ḡ, g) ∈ Gt̂ and (ḡ, w) ∈ Rt. From ḡ

w−→
t

∗ f we get some a∈Frame, u∈Frame∗, and v such that w= au and ḡ
a−→
t
v

u−→
t

∗ f. By tmr env, g a−→
t
v, so g

au−→
t

∗ f. Thus (g, w) ∈ Rt.
“Ǧt ⊆ Gt”: Let (g, g′) ∈ Ǧt. By fq step, there are some w, w′ such that (g, w) ∈ Rt

and (g, w)⇝t (g
′, w′). According to the definition of ⇝t, there are three cases.

Case there are a, b, c ∈ Frame, u ∈ Frame∗ such that ((g, a), (g′, b, c)) ∈ ⊔� t ∧
w=au∧w′= bcu. From g

au−→
t

∗ f we obtain some v such that g a−→
t
v. By tmr

push, (g, g′) ∈ Gt.
Case there are a, b ∈ Frame, u ∈ Frame∗ such that ((g, a), (g′, b)) ∈ ⊔-t ∧ w = au

∧ w′ = bu. From g
au−→
t

∗ f we obtain some v such that g
a−→
t
v. By tmr step,

(g, g′) ∈ Gt.
Case there are a, b, c ∈ Frame, u ∈ Frame∗ such that ((g, a, b), (g′, c)) ∈ ⊔� t ∧

w= abu ∧w′= cu. From g
abu−−→
t

∗ f we obtain some v, v̄ such that g
a−→
t
v

b−→
t
v̄.

By tmr pop, (g, g′) ∈ Gt.
We have shown that (R,G) is a prefix point of DFQ. By Theorem 4, lfp(DFQ) ⪯
(R,G). That is, (R̃, G̃) ⪯ (R,G). ⊓⊔

Proposition 23 (Soundness).
lfp(λS∈D. ρmc(init ∪ post(S))) ⊆

⋃
g∈Glob{g}×

∏
t∈nLg,t.

Proof. lfp(λ S ∈D. ρmc(init ∪ post(S))) ⊆ [applying Prop. 10 to λ S. init ∪ post(S)]
γmc(lfp(λ y. αmc(init ∪ post ◦ γmc(y)))) = [by Cor. 21] γmc(R̃) ⊆ [by Lemma 22 and
using the fact that concretization maps are isotone by Prop. 6] γmc(R) = {(g, l)
∈ State | ∀ t ∈ n : (g, lt) ∈ Rt} = {(g, l) ∈ State | ∀ t ∈ n : g

lt−→
t

∗ f} =
⋃

g∈Glob

{g}×
∏

t∈nLg,t. ⊓⊔

Let

DTMR : (P(V×Frame×V ))n × (P(Glob2))n → (P(V×Frame×V ))n × (P(Glob2))n

be the derivation operator of TMR. We inductively define

(→0, (Gt,0)t∈n) := ((∅)t∈n, (∅)t∈n) and
(→i+1, (Gt,i+1)t∈n) := DTMR(→i, (Gt,i)t∈n) for i∈N0.

Since DTMR is isotone, the above sequence of iterates is ascending. Since each rule of
TMR has finitely many premises, Theorem 13 implies

(→, G) = lfpDTMR =

(
λ t∈n.

⋃
i∈N0

−→
t i, λ t∈n.

⋃
i∈N0

Gt,i

)
.

We will use underscore for innermost existentially quantified unnamed variables,
writing v

_
−→
t i v̄ for ∃ a∈Frame: v

a−→
t i v̄ and v

_
−→
t

∗
i v̄ for ∃w∈Frame∗ : v

w−→
t

∗
i v̄ (i∈N0,

t∈n).
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Lemma 24. For each edge in an iterate i, the source of the edge is not f, the target
of the edge has a walk to f in the same iterate i, and the target is not a shared state.
Formally:
Let t∈n, v, v̄ ∈ V , i∈N0 such that v

_
−→
t i v̄. Then v̄

_
−→
t

∗
i f, v ∈ Glob ∪̇ Glob×Frame,

and v̄ ∈ Glob×Frame ∪̇ {f}.

Proof. By induction on i. Assume some i∈N0 is given and ∀ ı̂<i : (∀ v, v̄ ∈ V : v
_
−→
t ı̂ v̄

⇒ (v̄
_
−→
t

∗
ı̂ f ∧ v ∈ Glob ∪̇ Glob×Frame ∧ v̄ ∈ Glob×Frame ∪̇ {f})). Let v, v̄ ∈ V ,

a∈Frame be given such that v
a−→
t i v̄. There is a rule that generated it.

tmr init: Then v ∈ Glob and v̄ = f.
tmr step: Then i>1, v∈Glob, and there are some ḡ∈Glob, ā ∈ Frame such that

ḡ
ā−→
t i−1 v̄. By induction hypothesis, v̄

_
−→
t

∗
i−1 f and v̄ ∈ Glob×Frame ∪̇ {f}. Notice

that −→
t i−1 ⊆ −→t i, so v̄

_
−→
t

∗
i f.

tmr push: Then i>1. There are two cases.
Case v ∈ Glob: Then there are some g∈Glob, ā, c ∈ Frame and v̂∈V such that

g
ā−→
t i−1 v̂ and v̄ = (v, a)

c−→
t i v̂. By induction hypothesis, v̂

_
−→
t

∗
i−1 f. So v̄

_
−→
t

∗
i f.

Case v ∈ Glob×Frame: Then there are some g∈Glob and ā ∈ Frame such that
g

ā−→
t
∗
i−1 v̄. By induction hypothesis, v̄

_
−→
t

∗
i−1 f and v̄ ∈ Glob×Frame ∪̇ {f}.

Then v̄
_
−→
t

∗
i f.

tmr pop: Then i>1, v∈Glob, and there are v̂∈V , b∈Frame such that v̂
b−→
t i−1 v̄. By

induction hypothesis, v̄
_
−→
t

∗
i−1 f and v̄ ∈ Glob×Frame ∪̇ {f}. Then v̄

_
−→
t

∗
i f.

tmr env: Then i>1, v∈Glob, and there is g∈Glob such that g a−→
t i−1 v̄. By induction

hypothesis, v̄
_
−→
t

∗
i−1 f and v̄ ∈ Glob×Frame ∪̇ {f}. Then v̄

_
−→
t

∗
i f.

⊓⊔

Let Si ⊆ (Glob×Loc)2 be defined recursively as follows for i ∈ N+:

S1 = idGlob×Loc ∪
G̃
⇝t,

Si = S1 # Si−1 for i ≥ 2.

By Prop. 3,
⋃

i∈N+
Si =

G̃
⇝∗

t .
By induction on i in Si we obtain Lemmas 25 and 26:

Lemma 25. For each thread, the sets of thread states described by FQ are closed
under the bigstep operational semantics with FQ-context. Formally:

Let t∈n, (g, w) ∈ R̃t, and (g, w)
G̃
⇝∗

t (g′, w′). Then (g′, w′) ∈ R̃t.

Proof. So fix t∈n. We will show by induction on i that

∀ i∈N+ ∀ (g,w) ∈ R̃t, (g
′,w′) ∈ Glob×Loc: ((g,w), (g′,w′)) ∈ Si ⇒ (g′,w′) ∈ R̃t. (5)

Let i ∈ N+ be arbitrary and ∀ j∈N+ : (j<i ⇒ (∀ (g, w) ∈ R̃t, (g
′, w′) ∈ Glob×Loc:

(((g, w), (g′, w′)) ∈ Sj ⇒ (g′, w′) ∈ R̃t))). Let (g, w) ∈ R̃t and (g′, w′) ∈ Glob×Loc
be such that ((g, w), (g′, w′)) ∈ Si.
Case i = 1.

Case (g, w) = (g′, w′). Then (g′, w′) ∈ R̃t by assumption.

30



Case (g, w)⇝t (g
′, w′). Then (g′, w′) ∈ R̃t by fq step.

Case w = w′ and there is s ∈ n\{t} such that (g, g′) ∈ G̃s. Then (g′, w) ∈ R̃t by
fq env, so (g′, w′) ∈ R̃t.

Case i>1. Then there are ḡ, w̄ such that ((g, w), (ḡ, w̄)) ∈ S1 and ((ḡ, w̄), (g′, w′)) ∈
Si−1. By the previous case, (ḡ, w̄) ∈ R̃t. By the induction hypothesis applied to
i− 1, we get (g′, w′) ∈ R̃t.

We have proven (5). Thus, ∀ (g,w) ∈ R̃t, (g
′,w′) ∈ Glob×Loc: ((g,w), (g′,w′)) ∈⋃

i∈N+
Si ⇒ (g′, w′) ∈ R̃t. Since

⋃
i∈N+

Si =
G̃
⇝∗

t , the lemma is proven. ⊓⊔

Lemma 26. The bigstep operational semantics with FQ-context of each thread is
closed under appending stacks to the bottom. Formally:

Let t∈n, (g, w) G̃
⇝∗

t (g′, w′), and v∈Frame∗. Then (g, wv)
G̃
⇝∗

t (g′, w′v).

Proof. Fix an arbitrary t∈n. We will show

∀ i∈N+ ∀ ((g, w), (g′, w′)) ∈ Si, v ∈ Frame∗ : ((g, wv), (g′, w′v)) ∈ Si (6)

by induction on i. So let i ∈ N+ be arbitrary, and assume that

∀ j∈N+ : j<i⇒
(
∀ ((g,w), (g′,w′)) ∈ Sj , v∈Frame∗ : ((g,wv), (g′,w′v)) ∈ Sj

)
.

Let ((g, w), (g′, w′)) ∈ Si and v∈Frame∗.
Case i=1.

Case (g, w) = (g′, w′). Then (g, wv) = (g′, w′v), so ((g, wv), (g′, w′v)) ∈ S1 by
definition.

Case (g, w)⇝t (g
′, w′). In each of the three cases defining⇝t (push, internal, or

pop thread transition) we obtain (g, wv)⇝t (g
′, w′v). So ((g, wv), (g′, w′v)) ∈

S1.
Case w = w′ and there is s ∈ n\{t} such that (g, g′) ∈ G̃s. Then wv = w′v, so

((g, wv), (g′, w′v)) ∈ S1.
Case i>1. Then there are ḡ, w̄ such that ((g,w), (ḡ,w̄)) ∈ S1 and ((ḡ,w̄), (g′,w′))
∈ Si−1. Applying the induction hypothesis twice, we obtain ((g,wv), (ḡ,w̄v)) ∈ S1

and ((ḡ,w̄v), (g′,w′v)) ∈ Si−1. Then ((g, wv), (g′, w′v)) ∈ Si.

The claim (6) is proven. Thus, ∀ g, g′ ∈ Glob, w, w′ ∈ Loc, v∈Frame∗ : (g, w)
G̃
⇝∗

t

(g′, w′) ⇒ (g, wv)
G̃
⇝∗

t (g′, w′v). ⊓⊔

In the following formal definition we will use interval notation [0, |w|] (resp. [0, |w|[)
to denote {x∈N0 | 0 ≤ x ≤ |w|} (resp. {x∈N0 | 0 ≤ x < |w|}); further, we index
letters of words starting from 0.

Definition 27. For each t ∈ n, v, v̄ ∈ V , i ∈ N0, and w ∈ Frame∗, let

tr(t, i, v, v̄, w) := min

{∣∣∣∣{k ∈ [0, |w|[
∣∣∣ (p(k), wk, p(k+1)) /∈

⋃
j∈N0
j<i

−→
t j

}∣∣∣∣
∣∣∣∣∣ p ∈ ([0,|w|]→ V ) ∧ p(0)=v ∧ p(|w|)= v̄ ∧ ∀ k ∈ [0,|w|[ : p(k) wk−−→

t i p(k+1)

}
,

where min ∅ =∞, so that tr(t, i, v, v̄, w) ∈ N0 ∪̇ {∞}.
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Restatement of Lemma 2. For all i ∈ N0 and all j ∈ N0 we have:
(i) ∀ g∈Glob, t∈n,w∈Frame∗ : tr(t, i, g, f, w) = j ⇒ (g, w) ∈ R̃t,

(ii) ∀g,ḡ∈Glob, t∈n, b∈Frame, w∈Frame∗ : tr(t, i, g, (ḡ,b), w)=j ⇒ (ḡ,b)
G̃
⇝∗

t (g,w),
(iii) ∀ t ∈ n : Gt,i ⊆ G̃t.

Proof. Consider the usual strict lexicographic ordering on N0×N0 over the usual
ordering on natural numbers: (̂ı, ȷ̂) <lex (i, j)

def⇐⇒ ((̂ı=i∧ ȷ̂<j)∨ ı̂<i) for (̂ı,ȷ̂), (i,j) ∈
N0×N0.

We proceed by induction on <lex. So let i, j ∈ N0 be arbitrary, and we assume that
(i)–(iii) hold for all pairs lexicographically smaller that (i, j).
(a) Let g∈Glob, t∈n, b∈Frame, and w∈Frame∗ be given such that tr(t, i, g, f, w) =

j. Then there is a walk p ∈ ([0, |w|] → V ) such that p(0) = g, p(|w|) = f,
and ∀ k ∈ [0, |w|[ : p(k) wk−−→

t i p(k+1). Since g ̸=f, w is nonempty. Since −→
t 0 is

the empty relation, i≥1. If j=0, then ∀ k ∈ [0, |w|[ : p(k) wk−−→
t i−1 p(k+1), then

tr(t, i−1, g, f, w) ∈ N0, and, by induction hypothesis, (g, w) ∈ R̃t. Thus let j>0

from now on. Let m = min
{
k ∈ [0, |w|[

∣∣∣ (p(k), wk, p(k+1)) /∈ −→
t i−1

}
. There are

u, x ∈ Frame∗ such that w = uwmx, g u−→
t

∗
i−1 p(m)

wm−−→
t i p(m+1)

x−→
t
∗
i f, and in

some walk proving p(m+1)
x−→
t
∗
i f we have less than j edges from −→

t i \ −→t i−1.
There is a rule that generated p(m)

wm−−→
t i p(m+1):

tmr init. Then p(m) ∈ Glob and p(m+1) = f. By Lemma 24, p(m) is not a
target of any edge and p(m+1) is not a source of any edge. Thus, u=x=ε,
m=0, and g = p(m). By the rule, there is some l such that (g, l) ∈ init and
lt = w0. By fq init, (g, lt) ∈ R̃t.

tmr step. Then p(m) ∈ Glob. By Lemma 24, p(m) is not a target of any edge.
Thus u=ε, m=0, and g = p(m). By the rule there are some ĝ and a such that
((ĝ, a), (g, w0)) ∈ ⊔-t and ĝ

a−→
t i−1 p(1). There is a walk ĝ

a−→
t i−1 p(1)

x−→
t
∗
i f

that contains less than j edges from −→
t i \ −→t i−1, so tr(t, i, ĝ, f, ax) < j. By

induction hypothesis, part (i), (ĝ, ax) ∈ R̃t. Notice that (ĝ, ax)⇝t (g, w0x) =

(g, w). By fq step, (g, w) ∈ R̃t.
tmr push and p(m) ∈ Glob. By Lemma 24, p(m) is not a target of any edge.

Thus u=ε, m=0, and g = p(m). By the rule, p(1) = (g, w0) ̸= f. So there
are c∈Frame and y∈Frame∗ such that p(1)

c−→
t i p(2)

y−→
t
∗
i f, and the number

of edges from −→
t i \ −→t i−1 in a walk proving this is less than j, and x = cy.

The edge (g, w0)
c−→
t i p(2) can be formed only by a (potentially different) tmr

push rule, by which then ĝ
a−→
t i−1 p(2) and ((ĝ, a), (g, w0, c)) ∈ ⊔� t for some ĝ

and a. In at least one walk that shows ĝ
a−→
t i−1 p(2)

y−→
t
∗
i f we have less than

j edges from −→
t i \ −→t i−1. Thus tr(t, i, ĝ, f, ay) < j. By induction hypothesis,

part (i), (ĝ, ay) ∈ R̃t. Notice that (ĝ, ay)⇝t (g, w0cy) = (g, w). By fq step,
(g, w) ∈ R̃t.

tmr push and p(m) ∈ Glob×Frame. So p(m) = (ḡ, b) for some ḡ and b. From

g
u−→
t

∗
i−1 (ḡ, b) and induction hypothesis, part (ii), we obtain (ḡ, b)

G̃
⇝∗

t (g, u).

By Lemma 26, (ḡ, bwmx)
G̃
⇝∗

t (g, uwmx). By the rule, there are some ĝ and a
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such that ĝ
a−→
t i−1 p(m+1) and ((ĝ, a), (ḡ, b, wm)) ∈ ⊔� t. There is a walk prov-

ing ĝ
a−→
t i−1 p(m+1)

x−→
t
∗
i f which uses less than j edges from −→

t i \ −→t i−1. By
induction hypothesis, part (i), (ĝ, ax) ∈ R̃t. Notice that (ĝ, ax)⇝t (ḡ, bwmx).
By fq step, (ḡ, bwmx) ∈ R̃t. By Lemma 25, R̃t ∋ (g, uwmx) = (g, w).

tmr pop. Them p(m) ∈ Glob. By Lemma 24, p(m) is not a target of any edge.
Thus u=ε, m=0, and g = p(m). By the rule, there are ĝ, a, b, and v such
that ĝ a−→

t i−1 v
b−→
t i−1 p(1) and ((ĝ, a, b), (g, w0)) ∈ ⊔� t. There is a walk proving

ĝ
abx−−→
t

∗
i f with less than j edges from −→

t i \ −→t i−1. By the induction hypothesis,
part (i), (ĝ, abx) ∈ R̃t. Notice that (ĝ, abx) ⇝t (g, w0x). By fq step, R̃t ∋
(g, w0x) = (g, w).

tmr env. Then p(m) ∈ Glob. By Lemma 24, p(m) is not a target of any edge.
Thus u=ε, m=0, and g = p(m). By the rule there are t̂ ∈ n\{t} and ĝ

such that (ĝ, g) ∈ Gt̂,i−1 and ĝ
w0−−→
t i−1 p(1). Then there is a walk ĝ

w0−−→
t i−1

p(1)
x−→
t
∗
i f with less than j edges from −→

t i \ −→t i−1, so tr(t, i, ĝ, f, w) < j.
By induction hypothesis, part (i), (ĝ, w) ∈ R̃t. By induction hypothesis, part
(iii), (ĝ, g) ∈ G̃t̂. By fq env, (g, w) ∈ R̃t.

(b) Let g, ḡ ∈ Glob, t∈n, b∈Frame, and w∈Frame∗ such that tr(t, i, g, (ḡ, b), w) = j.
Then there is a walk p ∈ ([0, |w|] → V ) such that p(0) = g, p(|w|) = (ḡ, b) and
∀ k ∈ [0, |w|[ : p(k) wk−−→

t i p(k+1). Since g ̸= (ḡ, b), w is nonempty. Since −→
t 0 is

the empty relation, i≥1. If j=0, then ∀ k ∈ [0, |w|[ : p(k) wk−−→
t i−1 p(k+1), then

tr(t, i−1, g, (ḡ, b), w) ∈ N0, and, by induction hypothesis, (ḡ, b) G̃
⇝∗

t (g, w). Thus
let j>0 from now on. Let m = min

{
k ∈ [0, |w|[

∣∣∣ (p(k), wk, p(k+1)) /∈ −→
t i−1

}
.

There are u, x ∈ Frame∗ such that w = uwmx, g u−→
t

∗
i−1 p(m)

wm−−→
t i p(m+1)

x−→
t
∗
i

(ḡ, b), and in the walk (p(m+i+1))0≤i≤|w|−m−1 proving p(m+1)
x−→
t
∗
i (ḡ, b) we

have less than j edges from −→
t i \ −→t i−1. There is a rule that generated p(m)

wm−−→
t i

p(m+1).
tmr init. Then p(m) ∈ Glob and p(m+1) = f. By Lemma 24, p(m+1) is not a

source of any edge. But (ḡ, b) ̸= f and f = p(m+1)
x−→
t
∗
i−1 (b̄, g). Contradiction!

tmr step. Then p(m) ∈ Glob. By Lemma 24, p(m) is not a target of any
edge. Thus u=ε, m=0, and p(m) = g. By the rule there are ĝ, a such that
((ĝ, a), (g, w0)) ∈ ⊔-t and ĝ

a−→
t i−1 p(1). The walk ĝ, p(1), . . . , p(|w|) proves

that ĝ
a−→
t i−1 p(1)

x−→
t
∗
i (ḡ, b) and has less than j edges from −→

t i \ −→t i−1. So

tr(t, i, ĝ, (ḡ, b), ax) < j. By induction hypothesis, part (ii), (ḡ, b) G̃
⇝∗

t (ĝ, ax).

Notice that (ĝ, ax)⇝t (g, w0x) = (g, w). So (ḡ, b)
G̃
⇝∗

t (g, w).
tmr push and p(m) ∈ Glob. By Lemma 24, p(m) is not a target of any edge.

Thus u=ε, m=0, and p(m) = g. By the rule, p(1) = (g, w0).

Case x=ε. Then |w| = 1 and (ḡ, b) = (g, w0). By reflexivity, (ḡ, b) G̃
⇝∗

t (g, w).
Case x = cy for some c∈Frame and y∈Frame∗. Then there is a walk p(1)

c−→
t i

p(2)
y−→
t
∗
i (ḡ, b) with less than j edges from−→

t i \ −→t i−1. The edge (g, w0)
c−→
t i
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p(2) can be constructed only by a tmr push rule, by which then ĝ
a−→
t i−1

p(2) and ((ĝ, a), (g, w0, c)) ∈ ⊔� t for some ĝ and a. Then there is a walk
proving ĝ

a−→
t i−1 p(2)

y−→
t
∗
i (ḡ, b) with less than j edges from −→

t i \ −→t i−1,

so tr(t, i, ĝ, (ḡ, b), ay) < j. By induction hypothesis, part (ii), (ḡ, b) G̃
⇝∗

t

(ĝ, ay). Notice that (ĝ, ay) ⇝t (g, w0cy) = (g, w). By definition of G̃
⇝∗

t ,

(ĝ, ay)
G̃
⇝∗

t (g, w). By transitivity, (ḡ, b) G̃
⇝∗

t (g, w).
tmr push and p(m) ∈ Glob×Frame. So p(m) = (ǧ, b̌) for some ǧ∈Glob and

b̌∈Frame. By the rule, there are some ĝ and a such that ((ĝ, a), (ǧ, b̌, wm)) ∈ ⊔� t

and ĝ
a−→
t i−1 p(m+1). By induction hypothesis, part (ii), applied to g

u−→
t

∗
i−1

(ǧ, b̌), we obtain (ǧ, b̌)
G̃
⇝∗

t (g, u). By Lemma 26, (ǧ, b̌wmx)
G̃
⇝∗

t (g, uwmx) =

(g, w). Notice that (ĝ, ax) ⇝t (ǧ, b̌wmx), so (ĝ, ax)
G̃
⇝∗

t (ǧ, b̌wmx). By tran-

sitivity, (ĝ, ax) G̃
⇝∗

t (g, w). In some walk proving ĝ
a−→
t i−1 p(m+1)

x−→
t
∗
i (ḡ, b)

we have less than j edges from −→
t i \−→t i−1. By the induction hypothesis, part

(ii), (ḡ, b) G̃
⇝∗

t (ĝ, ax). By transitivity, (ḡ, b) G̃
⇝∗

t (g, w).
tmr pop. Then p(m) ∈ Glob. By Lemma 24, p(m) is not a target of any edge.

Thus u=ε, m=0, and g = p(m). By the rule, there are ĝ, a, b, and v such
that ĝ a−→

t i−1 v
b−→
t i−1 p(1) and ((ĝ, a, b), (g, w0)) ∈ ⊔� t. There is a walk proving

ĝ
abx−−→
t

∗
i (ḡ, b) with less than j edges from −→

t i \ −→t i−1. By induction hypoth-

esis, part (ii), (ḡ, b) G̃
⇝∗

t (ĝ, abx). Notice that (ĝ, abx) ⇝t (g, w0x) = (g, w).

Thus, (ḡ, b) G̃
⇝∗

t (g, w).
tmr env. Then p(m) ∈ Glob. By Lemma 24, p(m) is not a target of any edge.

Thus u=ε, m=0, and g = p(m). By the rule, there are ĝ∈Glob and s ∈ n\{t}
such that ĝ

w0−−→
t i−1 p(1) and (ĝ, g) ∈ Gs,i−1. Notice that tr(t, i, ĝ, (ḡ, b), w) <

j, so, by induction assumption, part (ii), we have (ḡ, b)
G̃
⇝∗

t (ĝ, w). By by

induction assumption, part (iii), we obtain (ĝ, g) ∈ G̃s. By definition of G̃
⇝∗

t ,

(ḡ, b)
G̃
⇝∗

t (g, w).
(c) Let t∈n and (g, g′) ∈ Gt,i. There is a rule that generated it.

tmr step. There are a, b, v such that ((g, a), (g′, b)) ∈ ⊔-t and g
a−→
t i−1 v. By

Lemma 24, there is some w such that v
w−→
t

∗
i−1 f. Then g

aw−−→
t

∗
i−1 f. By induc-

tion hypothesis, part (i), (g, aw) ∈ R̃t. Notice that (g, aw) ⇝t (g′, bw). By
fq step, (g, g′) ∈ G̃t.

tmr push. There are a, b, c, v such that ((g, a), (g′, b, c)) ∈ ⊔� t and g
a−→
t i−1 v.

By Lemma 24, there is some w such that v
w−→
t

∗
i−1 f. Then g

aw−−→
t

∗
i−1 f. By

induction hypothesis, part (i), (g, aw) ∈ R̃t. Notice that (g, aw)⇝t (g
′, bcw).

By fq step, (g, g′) ∈ G̃t.
tmr pop. There are a, b, c, v, v̄ such that ((g, a, b), (g′, c)) ∈ ⊔� t and g

a−→
t i−1 v

b−→
t i−1 v̄. By Lemma 24, there is some w such that v̄

w−→
t

∗
i−1 f. Then g

abw−−→
t

∗
i−1
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f. By induction hypothesis, part (i), (g, abw) ∈ R̃t. Notice that (g, abw) ⇝t

(g′, cw). By fq step, (g, g′) ∈ G̃t.
⊓⊔

Lemma 28. (R̃, G̃) ⪰ (R,G).

Proof. Let t∈n.
– Let (g, w) ∈ Rt. Then g

w−→
t

∗ f. Fix a walk proving this. Each edge in this walk
belongs to −→

t i for some i∈N0. Since (−→
t i)i∈N0

is ascending, there is some i ∈ N0

such that g
w−→
t

∗
i f. Notice that tr(t, i, g, f, w) ∈ N0. By Lemma 2(i), (g, w) ∈ R̃t.

– Let (g, g′) ∈ Gt. There is some i∈N0 such that (g, g′) ∈ Gt,i. By Lemma 2(iii),
(g, g′) ∈ G̃t.

⊓⊔

Proposition 29 (Completeness).
lfp(λS∈D. ρmc(init ∪ post(S))) ⊇

⋃
g∈Glob{g} ×

∏
t∈n Lg,t .

Proof. lfp(λS∈D.ρmc(init∪post(S))) = lfp(λS∈D.ρmc(init∪post(S))) = [by Prop.
10] γmc(lfp(λT ∈D#. αmc(init∪post◦γmc(T )))) = [by Cor. 21] γmc(R̃) ⊇ [by Lemma
28 and Prop. 6] γmc(R) = {(g, l) ∈ State | ∀ t∈n : (g, lt) ∈ Rt} = {(g, l) ∈ State | ∀
t∈n : g lt−→

t
∗ f} =

⋃
g∈Glob{g}×{l∈Loc

n | ∀ t∈n : g lt−→
t

∗ f} =
⋃

g∈Glob{g}×
∏

t∈nLg,t.
⊓⊔

H Implementation of TMR and Its Running Time
Now we are going to show the algorithm for executing the inference system TMR.
Then we will determine an asymptotic upper bound on the worst-case running time
of the algorithm.

We implement TMR as a traditional worklist-based algorithm. Our construction
will aim for a possibly low worst-case running time on a well-defined machine model.
Especially, we employ data structures which are geared towards the worst case. (If
one would like to implement the TMR algorithm in real software, we suggest us-
ing BDDs, as in Crocopat, or, in the infinite case, constraint solvers as QARMC.)
In particular, our main goal is optimizing the worst-case running time towards an
asymptotically possibly small function of the number of threads n. Our second goal
is optimization towards low worst-case running time in the number of shared states
and frames. (At this point, an eager reader would be directed to algorithms on CFL
reachability and “database-join” operations. However, the results on CFL reachability
and database-join are not directly usable here, since, to the best of our knowledge,
they all assume certain simplifications, say, unit-cost measure and constant-cost per-
fect hashing, which, as we will shortly explain, are not justified in our computation
model.) To simplify the presentation of our implementation, we omit optimizations
that reduce the running time just by a constant factor.

From now on till the remainder of § H we assume that n, Glob, Frame, and init
are finite. For our convenience, we assume that n ≥ 1, that Glob is the set of first Γ
nonnegative integers for some Γ ∈ N+, that Frame is the set of first F nonnegative
integers for some F ∈ N+, and that I = |init| ≥ 1. (If any of n, Γ , F , or I is zero, the
task becomes much easier—an exercise for the reader.) Each element of n (viewed
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as a set), Glob, and Frame will be represented in binary, as well as n (viewed as a
number), Γ , and F .

We assume that the execution model for our algorithms is a RAM with logarithmic
cost measure [18].

(An aside is worth to be made. First, there is a 50-year-old heated discussion on
how a model should look like: it is about the instruction set, unbounded registers,
indirection, program-in-memory, etc. To cut it short, we are using a well-known and
easily comprehensible computational model which we believe offers all the features
required to encode our algorithms, and we believe that other reasonable models and
variations, broadly speaking, /e.g., RASP/ would give similar results. Second, the
discussion about the cost of single operations is similarly heated, controversial, and
old. To cut it short again, we see that many multithreaded programs, say, parts of
the operating system, possess huge shared memory, so it is reasonable to assume that
accessing a shared state takes non-constant time. Further, since we account for the
size of objects of at least one type /shared/, we generally account for the size of objects
of all types /shared, frame, thread identifier, etc./, and we are using an established
and well-explained measure to do so. For similar reasons, we disallow perfect hashing,
since the standard universal hash function family involves precomputing large prime
numbers.)

Following Mehlhorn [18], we define

L(x) =

{
1 , if x = 0 ,

⌊log2 x⌋+ 1 , otherwise
(x ∈ N0)

as the function giving the length of the binary representation of its argument.

H.1 Implementing containers

We will need to maintain sets of tuples of fixed length, bounded-size sets of integers,
and maps from tuples of integers to sets of bounded-size.

Throughout the remainder of § H, we will use NULL = 0 for the fixed address of a
cell not belonging to any data structure.

Sets of tuples of fixed length. The algorithm will need to maintain sets of tuples
of fixed length (e.g., a set of quintuples). Such sets will be implemented as multidi-
mensional arrays containing lists as follows.

Let us assume that we wish to store a subset S of an m-dimensional product
over natural numbers

∏m−1
i=0 (N0 ∩ [0, ki[), for some m ∈ N+, which is constant and

independent on the input, and some k0, . . . , km−1 ∈ N+, which are constants stored
in cells at constant addresses and are part of the input. We will show how to store S,
roughly speaking, as a doubly-linked list in an array. The construction will occupy
exactly 3

∏m−1
i=0 ki + 2 cells as follows. Given available space from some address B

onward, we store the pointers to list head and list tail in cells B and B+1. For storing
the actual list, we use 3

∏m−1
i=0 ki consecutive cells starting from address B + 2. We

maintain the invariant that for all (xi)i<m ∈
∏

i<m(N0 ∩ [0, ki[):
– If (xi)i<m ∈ S, then the cell at address B+3

∑
i<m(

∏
j<i ki)xi+2 will contain 1,

the cell at address B+3
∑

i<m(
∏

j<i ki)xi+3 will contain the address of the previ-
ous member of the list (or zero if at the list head), and B+3

∑
i<m(

∏
j<i ki)xi+4

will contain the address of the next member of the list (or zero if at the list tail).
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– If (xi)i<m /∈ S, then the three cells at addresses B + 3
∑

i<m(
∏

j<i ki)xi + 2 till
B + 3

∑
i<m(

∏
j<i ki)xi + 4 contain previously stored, arbitrary information.

Since in general there are many ways of linearly ordering the elements of a set, the
constructed representation is in general not unique. The following operations on this
data structure can be readily implemented (an easy exercise for the reader), while
we are going to provide just the running times for later references:
construct()/cleanup() (initialization / cleaning up):O((

∏
i<m ki)L(B+

∏
i<m ki)).

add((xi)i<m) (adding an element (xi)i<m to S if not yet there and doing nothing
otherwise): O(L(B) +

∑
i<m L(ki)).

remove_any() (removing an arbitrary element from S and returning the address of
the first element of the tuple or NULL, if none found): O(L(B +

∏
i<m ki)).

contains((xi)i<m) (testing membership in S): O(L(B) +
∑

i<m L(ki))).
next / prev (given a pointer to a list element, getting the address of the next/previous

element of the list, or determining that there is no next/previous one): L(B +∏
i<m ki)).

pointer→ data (given a pointer to a list element, determining the element itself):
O(L(B +

∏
i<m ki)).

Bounded-size sets. We will also need containers for sets of bounded size which
does not depend on the input (say, at most 2) over elements of bounded size which
does depend on the input (say, less than k). A set S ⊆ N0 ∩ [0, k[ of at most p (e.g.,
p = 2) elements is implemented as p+ 1 cells in a straightforward way. Assume that
the addresses we are using to store the set are B till B + p for some B. We store |S|
in cell B. Cells B + 1 till B + |S| contain the elements of S in an unspecified order,
and the contents of the remaining cells B + |S|+ 1 till B + p is arbitrary. We do not
touch the contents of the cells B + |S| + 1 till B + p when removing elements from
the set or when initializing the set. The standard add, remove, and membership-test
operations need O(L(B) + L(k)) time.

Partial maps from tuples of integers to bounded-size sets. We will also need
containers storing partial maps from tuples of integers to sets of bounded size p ≥ 1
(which does not depend on the input).

More precisely, let us assume that we wish to store a partial map S :
(∏m−1

i=0 (N0 ∩
[0, ki[)

)
99K P(T ) such that m, k0, . . . , km−1 ∈ N+ and for each y ∈ imgS we have

1 ≤ |y| ≤ p and y ⊆ N0 ∩ [0, km[ for some km ∈ N+. (Purely set-theoretically, such S
are isomorphic to subsets Ŝ ⊆

∏m
i=0(N0 ∩ [0, ki[) of (m+1)-tuples such that for each

z ∈ N0 ∩ [0, km[ there are at most p different m-tuples x ∈
∏m−1

i=0 (N0 ∩ [0, ki[) such
that (x, z) ∈ Ŝ.)

We will combine the above data structures and store S again in a doubly-linked list
in an array. The construction will occupy exactly (p+3)

∏m−1
i=0 ki+2 cells as follows.

Given available space from some address B onward, we store the pointers to list head
and list tail in cells B and B + 1. For storing the actual list, we use (p+ 3)

∏m−1
i=0 ki

consecutive cells starting from address B + 2. We maintain the invariant that for all
x ∈

∏m−1
i=0 (N0 ∩ [0, ki[):

– If x ∈ domS, then the cell at address B+(p+3)
∑

i<m(
∏

j<i ki)xi+2 will contain
|S(x)|, which is positive, the cell at address B+(p+3)

∑
i<m(

∏
j<i ki)xi+3 will

contain the address of the previous member of the list (or zero if at the list head),
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B + (p + 3)
∑

i<m(
∏

j<i ki)xi + 4 will contain the address of the next member
of the list (or zero if at the list tail), cells B + (p + 3)

∑
i<m(

∏
j<i ki)xi + 5 till

B + (p + 3)
∑

i<m(
∏

j<i ki)xi + |S(x)| + 4 will contain members of S(x), and
the contents of the cells B + (p+ 3)

∑
i<m(

∏
j<i ki)xi + |S(x)|+ 5 till B + (p+

3)
∑

i<m(
∏

j<i ki)xi + p+ 4 is arbitrary.
– If x /∈ domS, then the cell at address B + (p + 3)

∑
i<m(

∏
j<i ki)xi + 2 will

contain 0, and the p + 2 cells at addresses B + (p + 3)
∑

i<m(
∏

j<i ki)xi + 3
till B + (p + 3)

∑
i<m(

∏
j<i ki)xi + p + 4 contain previously stored, arbitrary

information.
Again, this representation is not unique. The following operations on this data struc-
ture can be readily implemented (an exercise for the reader), while we are going to
provide just the running times for later references. We use the fact that p does not
depend on the input and hide it in the asymptotic notation O(. . . ).
construct()/cleanup() (initialization / cleaning up):O((

∏
i<m ki)L(B+

∏
i<m ki)).

add(x, t) where x = (xi)i<m ∈
∏

i<m(N0 ∩ [0, ki[) and t ∈ N0 ∩ [0, km[: If x ∈
domS and |S(x) ∪ {t}| ≤ p, update S to S[x 7→ S(x)∪{t}]. If x ∈ domS and
|S(x)∪ {t}| > p, do nothing. If x /∈ domS, update S to S[x 7→ {t}]. The running
time is O(L(B) +

∑
i≤m L(ki)).

is_nonempty() (testing whether S ̸= ∅): O(L(B)).
remove_any() If S is nonempty, return an arbitrary pair (x, t) such that x ∈ domS

and t ∈ S(x) and update S to

S :=

{
S[x 7→ S(x) \ {t}] , if S(x) ⊋ {t} ,
S \ {(x, {t})} , if S(x) = {t} .

If S is empty, return an arbitrary result in m + 1 cells. The running time is
O(L(B) +

∑
i≤m L(ki)).

contains(x, t) where x = (xi)i<m ∈
∏

i<m(N0 ∩ [0, ki[) and t ∈ N0 ∩ [0, km[ (testing
whether x ∈ domS ∧ t ∈ S(x)): O(L(B) +

∑
i≤m L(ki)).

next / prev (given a pointer to a list element, getting the address of the next/previous
element of the list, or determining that there is no next/previous one): O(L(B)+∑

i<m L(ki)).
Function application: Given x ∈

∏
i<m(N0 ∩ [0, ki[), return S(x) if x ∈ domS, and ∅

otherwise. O(L(B) +
∑

i≤m L(ki)).
Checking “x ∈ domS ⇒ |S(x)| < y” for arguments x = (xi)i<m ∈

∏
i<m(N0∩ [0, ki[)

and 1 ≤ y ≤ p (checking whether S(x) is undefined or is defined and has less
than y elements): O(L(B +

∏
i<m ki)).

H.2 Memory layout of TMR

The coarse memory layout looks as follows in the ascending order of addresses:

space for temporary variables input output working region

0 O(1) cells
addresses

Temporary variables are those which serve as additional registers (Mehlhorn’s model
allows 4 built-in registers, while or algorithms might need more).
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Input layout. The input is laid out in the memory as follows:

n Γ F ⊔� 0 ⊔-0 ⊔� 0 . . . ⊔�n−1 ⊔-n−1 ⊔�n−1 I init

We assume that n, Γ , F , and I are stored at three different fixed addresses. For each
t < n:
– The set ⊔� t is stored as an Γ×F -array of containers

pusht(g, a) = {(g′, b, c) | ((g, a), (g′, b, c)) ∈ ⊔� t} (g ∈ Glob, a ∈ Frame).
– The set ⊔-t is stored as an Γ×F -array of containers

int t(g, a) = {(g′, b) | ((g, a), (g′, b)) ∈ ⊔-t} (g ∈ Glob, a ∈ Frame).
– The set ⊔� t is stored as an Γ×F×F -array of containers

popt(g, a, b) = {(g′, c) | ((g, a, b), (g′, c)) ∈ ⊔� t} (g ∈ Glob, a, b ∈ Frame).
The set init of tuples of length n+ 1 (recall that n is unknown in advance) is main-
tained just as a simple list as follows. Let us assume some enumeration of elements
of init: init[0] = (g[0], (l

[0]
i )i<n), . . . , init[I − 1] = (g[I−1], (l

[I−1]
i )i<n). Then the set

init is assumed to be stored in ascending order as follows:

g[0] l
[0]
0 . . . l

[0]
n−1 g[1] l

[1]
0 . . . l

[1]
n−1 . . . g[I−1] l

[I−1]
0 . . . l

[I−1]
n−1

Output layout. From a high-level view, the output consists of the sets −→
t

of triples
from V ×Frame× V (t<n). (We do not consider the sets Gt as a part of the output;
rather we view them as internal data (t < n).) These sets will be stored as containers
right after the initial states:

−→
0
| . . . | −−−→

n−1
.

For each t < n, the set −→
t

will be stored as a family of 4 containers as follows:

relSF t relSI t relII t relIF t

The four containers will store the following elements.

– The container relSF t for −→
t
∩ (Glob×Frame×{f}) will store pairs (g, a) denoting

g
a−→
t
f).

– The container relSI t for −→
t
∩(Glob×Frame×(Glob×Frame)) will store quadruples

(g, a, g′, b) denoting g
a−→
t
(g′, b).

– The container relII t for −→
t
∩ ((Glob×Frame)×Frame× (Glob×Frame)) will store

quintuples (g, a, b, g′, c) denoting (g, a)
b−→
t
(g′, c).

– The container relIF t for −→
t
∩ ((Glob×Frame) × Frame × {f}) will store triples

(g, a, b) denoting (g, a)
b−→
t
f.

One can memorize the container names by reading S as start, I as internal, and F
as final.
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Internal data layout. The major auxiliary data is the representation of the sets
Gt (t < n). It is a partial map guar : Glob×Glob 99K P(n) such that for each
(g, g′) ∈ dom guar we have 1 ≤ |guar(g, g′)| ≤ 2. Our algorithm will use the data
structure as follows:
– if there are at most two t ∈ n such that (g, g′) ∈ Gt, then all such t will eventually

appear in guar(g, g′),
– if there are at least two t ∈ n such that (g, g′) ∈ Gt, then some s, t ∈ n such that

s ̸= t ∧ (g, g′) ∈ Gt ∩Gs will eventually appear in guar(g, g′), and
– if t ∈ guar(g, g′), then (g, g′) ∈ Gt.

This data structure allows the following checks to be executed in a constant number
of operations:
– Given g, g′ ∈ Glob and t ∈ n, is there some s ∈ n \ {t} such that (g, g′) ∈ Gs?
– Given g, g′ ∈ Glob, is there at most one t ∈ n such that (g, g′) ∈ Gt ?
By preprocessing the input sets ⊔� t, we obtain a container p̂op(t, g, a) = {(b, g′, c) |

((g, a, b), (g′, c)) ∈ ⊔� t}.
The following two auxiliary data structures will serve executing the tmr pop rule.
– For each t∈n, g∈Glob, and b, b′ ∈ Frame we maintain a container r̂elSI (t, g, b, b′)
⊆ Glob×Frame such that (g′, c) will arrive in r̂elSI (t, g, b, b′) iff there are some
ḡ ∈ Glob and ā ∈ Frame such that ((ḡ, ā, b′), (g′, c)) ∈ ⊔� t and the algorithm has
already found out that ḡ

ā−→
t
(g, b).

– For each t∈n, g∈Glob, and b, b′ ∈ Frame we maintain a container r̂elSIG(t, g, b, b′)

⊆ Glob×Glob such that (ḡ, g′) will arrive in r̂elSIG(t, g, b, b′) iff there are some
ā, c ∈ Frame such that ((ḡ, ā, b′), (g′, c)) ∈ ⊔� t and the algorithm has already found
out that ḡ

ā−→
t
(g, b).

The worklist will contain items which are already generated by the rules but which
are not yet committed to the rel . . . sets, i.e, the items temporarily stored for later
application of the inference rules to these items. Since the worklist has to store tuples
of different length, technically, we have to split the worklist into several auxiliary
containers, stored in the working region after the already described data structures:
– workG , which is a partial map Glob×Glob 99K P(n) such that for all (g, g′) ∈

domworkG we have 1 ≤ |workG(g, g′)| ≤ 2. This map holds just generated
elements that will be processed later and added to guar .

– workSF , which is a container for triples (t, g, a) ∈ n×Glob×Frame such that
(g, a) will be processed later and added to relSF t.

– workSI , which is a container for quintuples (t, g, a, g′, b) ∈ n×Glob×Frame×
Glob×Frame such that (g, a, g′, b) will be processed later and added to relSI t.

– workII , which is a container for sixtuples (t, g, a, b, g′, c) ∈ n×Glob×Frame×
Frame×Glob×Frame such that (g, a, b, g′, c) will be processed later and added to
relII t.

– workIF , which is a container for quadruples (t, g, a, b) ∈ n×Glob×Frame×Frame
such that (g, a, b) will be processed later and added to relIF t.

H.3 Code

We describe our implementation bottom-up, starting with simple procedures and
ending with the main program. All the procedures should be understood as pieces of
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code that will be inlined (we will not implement a call stack on a RAM; there will
be no activation records).

We are going to use the following auxiliary procedures.

// Add (t, g, a) to workSF if not yet processed:
procedure Try2Add2SF(t, g, a):

if ¬relSF t.contains(g, a) then workSF .add(t, g, a);

// Add (t, g, a, g′, b) to workSI if not yet processed:
procedure Try2Add2SI(t, g, a, g′, b):

if ¬relSI t.contains(g, a, g′, b) then workSI .add(t, g, a, g′, b);

// Add (t, g, a, b, g′, c) to workII if not yet processed:
procedure Try2Add2II(t, g, a, b, g′, c):

if ¬relII t.contains(g, a, b, g′, c) then workII .add(t, g, a, b, g′, c);

// Add (t, g, a, b) to workIF if not yet processed:
procedure Try2Add2IF(t, g, a, b):

if ¬relIF t.contains(g, a, b) then workIF .add(t, g, a, b);

// Add (t, g, g′) to workG if not yet processed:
procedure Try2Add2G(t, g, g′):

if ¬guar .contains((g, g′), t) ∧ ((g, g′) /∈ dom guar ∨ |guar(g, g′)| < 2) ∧
((g, g′) /∈ domworkG ∨ |workG(g, g′)| < 2) then

workG .add((g, g′), t)

To understand why at most two thread identifiers inside guar(g, g′) or workG(g, g′)
suffice, notice that the sets G... are used only in the tmr env rule, for which it does
not matter whether there are exactly two t ∈ n that fulfill (g, g′) ∈ Gt or more.

How let us turn to initialization.
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// Initialize the working region and read init:
procedure Initialize():

foreach t ∈ n do
relSF t := relSI t := relII t := relIF t := ∅;
foreach g ∈ Glob, a ∈ Frame do

p̂op(t, g, a).construct();
foreach b ∈ Frame do

r̂elSI (t, g, a, b).construct();
r̂elSIG(t, g, a, b).construct();
foreach (g′, c) ∈ popt(g, a, b) do

p̂op(t, g, a).add(b, g′, c)

workG .construct();
workSF .construct();
workSI .construct();
workII .construct();
workIF .construct();
foreach (g, l) ∈ init, t ∈ n do workSF .add(t, g, lt);

Now we introduce procedures Process... that process elements from different
parts of the worklist. Actual removal of these elements from worklists is done else-
where.

// Process a shared state change from workG:
procedure ProcessG(g ∈ Glob, g′ ∈ Glob, t ∈ n):

T := guar(g, g′); // T occupies three cells
if |T | = 0 then

guar .add((g, g′), t);
foreach s ∈ n \ {t} do

foreach a ∈ Frame such that (g, a) ∈ relSF s do
Try2Add2SF(s, g′, a);

foreach a, b ∈ Frame, ḡ∈Glob with (g, a, ḡ, b) ∈ relSI s do
Try2Add2SI(s, g′, a, ḡ, b)

else if |T | = 1 then
guar .add((g, g′), t);
s := the unique element of T ;
foreach a ∈ Frame with (g, a) ∈ relSF s do Try2Add2SF(s, g′, a);
foreach a, b ∈ Frame, ḡ∈Glob with (g, a, ḡ, b) ∈ relSI s do

Try2Add2SI(s, g′, a, ḡ, b)

// Else |T | = 2 and we do nothing.
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// Process a new edge from Glob to f:
procedure ProcessSF(itemAddr):

// Precondition: there is job to do, i.e., itemAddr ̸= NULL.
(t, g, a) := itemAddr → data;
relSF t.add(g, a);
foreach (g′, a′) ∈ int t(g, a) do

Try2Add2SF(t, g′, a′);
Try2Add2G(t, g, g′)

foreach (g′, b, c) ∈ pusht(g, a) do
Try2Add2SI(t, g′, b, g′, b);
Try2Add2IF(t, g′, b, c);
Try2Add2G(t, g, g′)

foreach g′ ∈ Glob such that guar(g, g′) \ {t} ≠ ∅ do
Try2Add2SF(t, g′, a)

// Process a new edge from Glob to Glob× Frame:
procedure ProcessSI(itemAddr):

// Precondition: itemAddr ̸= NULL.
(t, g, a, ḡ, b) := itemAddr → data;
relSI t.add(g, a, ḡ, b);
foreach (g′, b) ∈ int t(g, a) do

Try2Add2SI(t, g′, b, ḡ, b);
Try2Add2G(t, g, g′)

foreach (g′, b′, c) ∈ pusht(g, a) do
Try2Add2SI(t, g′, b′, g′, b′);
Try2Add2II(t, g′, b′, c, ḡ, b);
Try2Add2G(t, g, g′)

foreach (b̄, g′, c) ∈ p̂op(t, g, a) do
r̂elSI (t, ḡ, b, b̄).add(g′, c);
r̂elSIG(t, ḡ, b, b̄).add(g, g′);
if (ḡ, b, b̄) ∈ relIF t then Try2Add2SF(t, g′, c);
foreach ĝ, d such that (ḡ, b, b̄, ĝ, d) ∈ relII t do

Try2Add2SI(t, g′, c, ĝ, d)

foreach g′ ∈ Glob such that guar(g, g′) \ {t} ≠ ∅ do
Try2Add2SI(t, g′, a, ḡ, b)
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// Process a new edge from Glob× Frame to Glob× Frame:
procedure ProcessII(itemAddr):

// Precondition: itemAddr ̸= NULL.
(t, g, a, b, ḡ, c) := itemAddr → data;
relII t.add(g, a, b, ḡ, c);
foreach (g′, d) ∈ r̂elSI (t, g, a, b) do Try2Add2SI(t, g′, d, ḡ, c);
foreach (ĝ, g′) ∈ r̂elSIG(t, g, a, b) do Try2Add2G(t, ĝ, g′);

// Process a new edge from Glob× Frame to f:
procedure ProcessIF(itemAddr):

// Precondition: itemAddr ̸= NULL.
(t, g, a, b) := itemAddr → data;
relIF t.add(g, a, b);
foreach (g′, c) ∈ r̂elSI (t, g, a, b) do Try2Add2SF(t, g′, c);
foreach (ḡ, g′) ∈ r̂elSIG(t, g, a, b) do Try2Add2G(t, ḡ, g′);

// The topmost, main procedure:
procedure TMR_Main:

Data: boolean proceed := true
Initialize();
while proceed do

proceed := false;
if workG.is_nonempty() then

((g, g′), t) := workG .remove_any();
ProcessG(g, g′, t);
proceed := true

itemAddr := workSF .remove_any();
if itemAddr ̸= NULL then

ProcessSF(itemAddr);
proceed := true

itemAddr := workSI .remove_any();
if itemAddr ̸= NULL then

ProcessSI(itemAddr);
proceed := true

itemAddr := workII .remove_any();
if itemAddr ̸= NULL then

ProcessII(itemAddr);
proceed := true

itemAddr := workIF .remove_any();
if itemAddr ̸= NULL then

ProcessIF(itemAddr);
proceed := true
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H.4 Determining the running time

Let us fix some arbitrary execution.
First we compute the number of cells occupied by the used sets and the largest

used address.

– The input occupies Θ(n(F 3Γ 2 + F 2Γ 2 + F 3Γ 2) + I(1 + n)) = Θ(n(I + F 3Γ 2))
cells.

– The output occupies Θ(n(FΓ + F 2Γ 2 + F 3Γ 2 + F 2Γ )) = Θ(nF 3Γ 2) cells.
– The working region contains 9 data structures. They occupy Θ(Γ 2 + nF 3Γ 2 +

nF 3Γ 2 + nF 2Γ 3 + Γ 2 + nFΓ + nF 2Γ 2 + nF 3Γ 2 + nF 2Γ ) = Θ(nF 2Γ 2(F + Γ ))
cells.

The largest used address from the input transition relations (before init) has length
Θ(L(n) + L(F ) + L(Γ )). The start of the output (right after init) has address of
length Θ(L(n(I + F 3Γ 2))) = Θ(L(n) + L(F ) + L(Γ ) + L(I)). The total number of
used cells is Θ(n(I + F 2Γ 2(F + Γ ))). So the largest overall used address has length
Θ(L(n) +L(I +F 3Γ 2 +F 2Γ 3))) = Θ(L(n) +L(F ) +L(Γ ) +L(I)). We let C be the
term L(n) + L(F ) + L(Γ ) + L(I).

If we would use dynamic data structures instead of fixed-size arrays, we would
obtain just an upper bound O(. . . ) instead of lower-and-upper bounds Θ(. . . ) in the
description of the number of used cells.

Next we list subroutines and their running times.

– Every Try2Add2... procedure: O(C).

– Initialize: O
(
n
(
F 3Γ 2C + FΓ

(
F 2ΓC + F (FΓC + Γ 2C + FΓC)

))
+ Γ 2C +

nFΓC +nF 2Γ 2C +nF 3Γ 2C +nF 2ΓC + InC

)
= O

(
n
(
F 3Γ 2C +FΓ ·FΓ (F +

Γ )C
)
+ nF 3Γ 2C + InC

)
= O

(
n
(
F 2Γ 2(F + Γ ) + I

)
C
)
.

– ProcessG: O
(
C+max

{
(n−1)(FC+F 2ΓC), C+FC+F 2ΓC

})
= O(nF 2ΓC).

– ProcessSF: O(C + FΓ (C + C) + F 2Γ (C + C + C) + ΓC) = O(F 2ΓC).
– ProcessSI: O

(
C+FΓ (C+C)+F 2Γ (C+C+C)+F 2Γ (C+C+C+FΓC)+ΓC

)
= O(F 3Γ 2C).

– ProcessII: O(C + FΓC + Γ 2C) = O(Γ (F + Γ )C).
– ProcessIF: Same.

Now we turn to the TMR_Main routine.
Notice that guar and rel . . ., viewed as sets of tuples, isotonically grow in time.

Notice that the workG map behaves as follows for each g, g′ ∈ Glob along the exe-
cution:
– If at some point of time guar(g, g′) is undefined, and workG is nonempty, and

workG .remove_any() returns some ((g, g′), t), then guar(g, g′) grows from size 0
to size 1 in the immediately succeeding ProcessG call, and t will always stay in
guar(g, g′) \ workG(g, g′).

– If at some point of time guar(g, g′) = {t} for some t, and workG is nonempty,
and workG .remove_any() returns some ((g, g′), s), then s ̸= t and guar(g, g′)
will grow to size 2, and s and t will always stay in guar(g, g′) \workG(g, g′), and
workG(g, g′) will have size at most 1.
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– If at some point of time |guar(g, g′)| = 2, and workG is nonempty, and the
call workG .remove_any() is executed, then guar(g, g′) will remain as it is, and
workG(g, g′) was of size 1 before the call and will stay undefined forever after the
call.

Hence, for each pair (g, g′) ∈ Glob2, the calls workG .remove_any() inside the exe-
cution return ((g, g′),_) at most thrice. Thus, ProcessG will be called O(Γ 2) times,
and the cost of all calls of ProcessG will be O(Γ 2 · nF 2ΓC) = O(nF 2Γ 3C).

For XY ∈ {SF ,SI , II , IF}, the total cost of all invocations of ProcessXY is as
follows.
– workSF .remove_any() will return a non-NULL result O(nFΓ ) times. Thus the

total cost of all the ProcessSF calls will be O(nFΓ · F 2ΓC) = O(nF 3Γ 2C).
– workSI .remove_any() will return a non-NULL result O(nF 2Γ 2) times. Thus the

total cost of all the ProcessSI calls will be O(nF 2Γ 2 · F 3Γ 2C) = O(nF 5Γ 4C).
– workII .remove_any() will return a non-NULL result O(nF 3Γ 2) times. Thus

the total cost of all the ProcessII calls will be O(nF 3Γ 2 · Γ (F + Γ )C) =
O(nF 3Γ 3(F + Γ )C).

– workIF .remove_any() will return a non-NULL result O(nF 2Γ ) times. Thus the
total cost of all the ProcessIF calls will beO(nF 2Γ ·Γ (F+Γ )C) =O(nF 2Γ 2(F+
Γ )C).

The number of our loop iterations is thus O(nFΓ + nF 2Γ 2 + nF 3Γ 2 + nF 2Γ ) =
O(nF 3Γ 2). Thus the total cost of all the remove_any calls, checking non-emptiness,
non-NULL-tests, and manipulations with proceed is O(nF 3Γ 2C). Hence, the total
cost of the TMR_Main routine is O

(
n
(
F 2Γ 2(F + Γ ) + I

)
C + nF 2Γ 3C + nF 3Γ 2C +

nF 5Γ 4C + nF 3Γ 3(F + Γ )C + nF 2Γ 2(F + Γ )C + nF 3Γ 2C
)
= O(n(F 5Γ 4 + I)C).

Notice that in terms of the size s ≥ n(F 3Γ 2 + I) of the input, which does ac-
count for the (potentially small) lengths of data in the cells, the TMR algorithm
runs in O

(
(nF 5Γ 4 + nI)C

)
⊆ O

((
(nF 3Γ 2)2 + nI

)(
L(n) +L(F ) +L(Γ ) +L(I)

))
⊆

O
(
(s2 + s)L(s)

)
= O

(
s2L(s)

)
time, in particular, subcubic in the size of the input.

A closer examination reveals that the tmr pop rule, applied to v̄ ∈ Glob×Frame,
is the main complexity generator. Compared to similar inference systems in the liter-
ature (which have restricted push and pop operations [25]), our rule is rather general.
As the reader might have noticed, we are already employing some optimizations (data
structures r̂el . . .). We speculate that the tmr pop rule could be sped up more—which
is not our main goal in this presentation.

The shown results improve on [12] by naming a machine model with precisely
defined execution cost, providing a low-level algorithm, and showing a proof of the
running time which is asymptotically smaller in n than the bound from [12]. Without
going into details, an off-the-shelf application of [20] would give a cubic time in the
size of their input3, which is the number of initial/push/internal/pop rules that define
the model-checked program, while our running-time bound is a better subcubic one
in the size of our input. (To stay clear: we do not claim that our TMR is strictly

3 We thank Helmut Seidl for deriving this result.
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overall better or worse than the two approaches, since [12] and an approach based
on [20] involve different inputs and different cost measures.)
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